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PREFACE

This book presents practical application techniques for the 6502
microprocessor. It assumes an elementary knowledge of microproces-
sor programming on the level of the preceding book in this series (Ref-
erence C202: Programming the 6502). Understanding how to program
the microprocessor chip itself (the 6502) is only a prerequisite for the
actual programming of a microprocessor board connected to real
devices. The next problem is to learn how to write actual applica-
tion programs involving the input/output ports and other facilities
available in a real system. This book addresses itself to this problem.
It will present the techniques and programs required for typical appli-
cations, using the actual input-output chips available on a board.

The programs presented in this book will require a minimum of ac-
tual hardware to be effectively implemented. The user is therefore en-
couraged to practice the concepts and techniques presented here on
actual hardware. A realistic description of possible applications boards
will be presented. The programs are applicable to any 6502-based mi-
crocomputer board such as the KIM, the SYM, the AIM 65, or others.
Many programs can be run directly on one or more of these boards
while others will require some changes. However, the concepts and
techniques are common to all.

The application programs presented in this book will allow the reader
to build a complete home alarm system, which includes fire detection and
other features, an electronic piano, a motor speed regulator, an appli-
ance or hobby-train controller, a time-of-day clock, a simulated traf-
fic control system, a morse code generator, an industrial control loop
for temperature control, including analog-to-digital conversion, and
more.

This book is intended to teach all the basic skills required to apply
the 6502 to real life applications. It is preceded in our 6502 series by
«“C202 - Programming the 6502, and followed by ‘G402 - 6502
Games.”
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CHAPTER1

INTRODUCTION

When learning how to program, understanding the operation of the
microprocessor itself is only the first problem which must be solved.
This is the problem addressed by our book, ref C202, Programming
the 6502. The next problem is to learn how to program effectively, us-
ing input/output devices connected to the microprocessor board. This
is the purpose of this book. Naturally, no book can completely cover
all possible devices. A selection, therefore, has been made among the
important input/output devices usually connected to a 6502, and ap-
plication programs are presented, which are likely to fit a majority of
applications.

First, you will learn how to effectively program a PIO, the parallel
input/output chip. You will learn to use polling or interrupts. You will
learn to generate pulses, measure delays, and control actual input/
output devices such as switches, relays, or more complex devices such
as a digital to analog converter, a motor, and others. You will also
learn how to use more complex input/output chips such as a program-
mable timer. Additional interfaces will be presented for simple de-
vices, so that you may actually build an applications board and prac-
tice on it.

In order to learn programming effectively, you are strongly encour-
aged to practice. It is indeed the only real way of becoming a proficient
programmer. In order to practice, you will need a microcomputer
board such as the KIM, the SYM, the AIM65, or any other 6502
board. Because all boards normally provide at least one P10 (often 2),
and at least 2 timers (sometimes more), all programs presented in this
book should run on any of these boards with minor variations, if any.
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6502 APPLICATIONS

The additional hardware which you will need in order to run speci-
fic programs will be discussed in Chapters 4, 5 and 6. It is minimal and
easily obtainable. In particular, you will find in Chapters 4, 5 and 6 the
description of suggested applications boards which can be constructed
from common components at low cost. It will allow you to run the
programs in the chapter, using your microcomputer board and the
applications board. It is suggested that you consider building it in
order to practice.

However, it is not indispensable. You will learn all the basic tech-
niques by merely reading the book. If you wish to grow from there,
then actual practice is strongly recommended.

Connecting Your Microprocessor to the Real World

Connecting the microprocessor itself to the real world first involves
building a basic microprocessor board, then connecting it to actual de-
vices. Both hardware and software interfaces will be required to con-
nect actual devices to the board. This book will present in detail both
the hardware components and the programs required for the most
commonly used devices. In order to design industrial programs nor-
mally involving expensive devices such as traffic signals, simulated
devices will be used on the applications board, using LED’s for exam-
ple. If the program were to be applied to a real traffic system, only the
interface hardware would usually be changed. The program would re-
main essentially identical. The skills you will learn are, therefore, ap-
plicable to real life situations.

The Pedagogy

When reading this book, you will usually ‘‘learn by doing.”’
Each program will be presented in detail: its purpose, its flow-chart,
the hardware interface, the devices, the program itself, and the com-
plete analysis of the techniques used. Each chapter is essentially self-
contained. For example it is not necessary that you understand all the
PIO features of Chapter 2 to read Chapter 3. However, sequential read-
ing is recommended for a complete understanding. The contents of
Chapter 2 introduce all the usual parallel I/0 chips used in a 6502
system, from the 6520 to the 6532. Since all existing 6502 boards to
date use these standard chips, this chapter should be read by all those
who are not familiar with them.

12



INTRODUCTION

Chapter Three presents the ‘‘Standard 6502 Board’’, and some well-
known variations: KIM, SYM, AIM6S (others exist). Most examples
presented in the book will run directly on a SYM, and with simple
changes, on a KIM, or other boards.

Chapter Four introduces the basic application techniques for con-
necting simple devices: relays, switches, speaker. The first applica-
tions board will be used for applications ranging from a Morse gen-
erator to a telephone dialer.

Chapter Five presents more complex home and industrial applica-
tions. The second applications board will be used for applications
ranging from simulated traffic control and analog-to-digital conver-
sion to a complete home burglar alarm or an electronic piano.

In Chapter Six actual low-cost peripherals are connected to a micro-
computer board: from paper-tape-reader to keyboard and printer.

Finally, a summary and synthesis are presented in Chapter Seven.

You will also find in Appendix A a complete assembler for the 6502,
written in BASIC, to facilitate your development of complex programs
requiring an assembler.

You will find on the next page a Standard Programming Form de-
signed to facilitate writing your 6502 programs.

13
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CHAPTER 2

THE INPUT
OUTPUT CHIPS

INTRODUCTION

In this book, we will connect a variety of input-output devices to a
6502 board in order to realize practical microcomputer applications. It
is therefore essential to understand the input-output resources of a
6502 system. The reader who is not familiar with the basic terms or
with the basic techniques (such as ‘‘polling’’) is encouraged to review
them in the previous volume of this series, reference C202 (Program-
ming the 6502).

In this chapter, we will review systematically the parallel input-
output chips used on nearly every 6502 board to provide the required
input-output facilities. It is indispensable to understand at least how a
“PI0,” such as a 6522 works, before proceeding to the application
chapters. The exact details of the timer operation or other exotic
resources (such as a shifter) are not essential in a first reading and
could be skipped. Also, the exact details and formats of the various
registers inside the 6520, 6522, 6530, and 6532 are not important to
memorize. They are provided here as a reference for the following
chapters. N

It is therefore suggested that you read carefully at least one of the
sections on a PIO such as the 6520 or the 6522, without trying to
remember all the details, but focussing on the way they operate. Nearly
every application will make use of a PIO, i.e. of one of the chips
presented in this section.
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6502 APPLICATIONS

In addition to these chips, most microcomputer boards will provide
some other specialized input-output interfaces, such as a cassette in-
terface or a CRT interface. The interested reader is referred to the
manufacturer’s literature or to the reference book C207 (““Micro-

processor Interfacing Techniques’”) for details on these specific
interfaces.

BASIC DEFINITIONS

This section is a reminder of the terms we will use in this chapter.

The three essentiai input-output facilities on nearly every micro-
computer board, are the “PI0,”” the ‘““UART,”’ and the “‘timer. Let
us examine them:

CRA DDRA  _PDRA e— CA)
——— CA2
) X 8
3 82| |Bo%
DATABUSC__:> gg ﬁgﬁ g;éCjPORTA

CRB DORB PDRB

REGISTER | ——{RSO
SELECT { ——»{RS1

1NdINO = |

INdNI = @
ﬂa
U
3

IRQA —o | ¢—a- CB2
RQB [ CB)

Fig. 2-1: Typical PIO

The PIO

The “PIO”’ or ‘““parallel input-output chip,’’ is a component which
provides at least two parallel eight-bit ports. In a PIO, the use of
each line of each port is usually programmable in direction. The direc-
tion of each line is usually determined by the contents of a “‘data-
direction register’’ associated with each port. Whenever a specific bit
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of the data direction register is <‘0”’, for example, the corresponding
line on the port will be an input. Prior to using the PIO, the program-
mer will first have to load the contents of the data-direction register of
each port, in order to define in which direction the lines will be used.
Specific additional constraints may be imposed by manufacturer such
as restricting lines to be programmable in direction in groups of four,
or else assigning special functions to some bit positions such as bit six
and bit seven. Some of these restrictions will be encountered in the
chips presented in this chapter. The internal block diagram of the
«standard PIO’’ is shown in Fig 2-1. The two buffers for port A and
port B appear on the right of the illustration. The data-direction regis-
ter associated with each port appears to the left of these buffers. Addi-
tionally, two control registers are provided in this simplified diagram.
The control register is required to specify the function of the control
signals which are provided by this P1O. In particular, it must deter-
mine and control the ‘“hand-shaking’’ procedure, and whether the
control signals will trigger flags or interrupts, and also whether a low-
to-high transition, or a high-to-low transition, should be used for ex-
ample. Typically, the programmer will have to specify the contents of
the control register prior to making any use of the control lines sup-
plied by the component. Also the programmer will look up the con-
tents of the control register to determine whether an internal interrupt
or other special condition has been detected (status information).

In addition to the two data ports, a P10 should also supply control
lines to allow automated hand-shaking with a peripheral. These con-
trol lines are shown on the right side of the standard P1O of Fig 2-1,
and are labeled respectively CA1, CA2 for port A, and CBI, CB2 for
port B.

As an example of a hand-shaking procedure, the external peripheral
might supply a “DATA READY” signal on CAl. The microproces-
sor would then respond with a “DATA REQUEST”’ signal on CA2.
Additionally, when a ‘‘data ready”’ signal is received on CAl, it should
be flagged in the control register, and an interrupt request might be
generated externally in order to alert the 6502 to this event. This is a
typical simple example of the control sequence required for effective
hand-shaking. Much of this procedure is automated inside the stan-
dard PIO, and the options are defined by the contents of the control
register. The specific details will be presented for each of the PIO’s we
will describe, beginning on page 20.
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6502 APPLICATIONS

The Timer

A basic requirement in most practical applications is the ability to
generate specific delays. Delays can be measured by software tech-
niques or else by hardware timers. As long as no interrupts are used in
the system, delays can usually be generated conveniently by software
loops (see reference C202 for details). However, in more complex
situations, or in situations where interrupts may occur, it is desirable
to use one or more external hardware timers to generate or measure
fixed delays.

Using the Timer on Output

In its simplest form, a hardware timer is a counter equipped with a
register (8 bits or 16 bits). When used in output mode, the timer’s
register is loaded with a given value by the program. It is then given a
‘‘go ahead’’ signal and it starts counting. Most timers will use the
system clock, but not necessarily (usually a one MHz clock =one-
microsecond pulses). The number placed in the counter’s register will
be decremented by one for every successive clock pulse. If the value
placed in the register was N, the contents of the counter will have
decremented to zero after N pulses, that is after N microseconds,
assurning one-microsecond pulses. Whenever the counter decrements
to zero, a signal will be generated which will set a status flag in the timer
chip and/or generate an external interrupt. Depending on the preci-
sion required, the program will either poll timer devices or else accept
interrupts. Typical programs will be presented in this chapter.

If the timer were equipped with a single 8-bit register, it could count
only from one to 256. The maximum delay would only be 256 micro-
seconds with a standard clock. This delay is too short for most appli-
cations. Naturally, it would be possible to use the interrupt generated
at the end of the 256 microseconds to update a memory location, then
test whether this memory location had reached a specific value.
However, this would result in inaccurate time measurement and a
somewhat cumbersome process. Therefore, a timer which is equipped
with an 8-bit register would be insufficient. Two techniques are
used to overcome this limitation. Conceptually, the simpplest one
is to use a 16-bit register for the counter. The counter may then
count from 1 to 64K, i.e., from one microsecond to 65,536 micro-
seconds or approximately 65 milliseconds. This is indeed sufficient for
most applications. However, this technique requires that the timer be
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loaded in at least two operations, since the data-bus is only 8-bit wide.
First, the program must load one half of the register, then it must
load the other half, an inconvenience.

The other technique to generate delays over a wide range is to use
internal divide circuits within the timer. Such a timer will then appear
to the programmer as a device equipped with perhaps four registers.
For example, if the first register is used, then the delay generated will
be expressed in clock units (I microsecond typical). If the second
register is used, then the delay unit will be 8 times the clock cycle; in
the third one the timing unit will be 64 times the clock cycle, and in the
next one the timing will be 1,024 times the clock cycle (or approximately
one millisecond, assuming a 1 MHz clock). This approach is somewhat
more convenient to the programmer and offers the possibility of load-
ing the timer in a single operation, yet using it over a wide range. How-
ever, the internal complexity of the device is increased.

Using the Timer On Input

A timer may be used on input to measure the duration of an exter-
nal pulse, or else the time elapsed between two successive pulses. In
this case, the initial contents of the timer counter are zero and the
counter will increment its internal register with each timing interval.
Once the delay has been measured, a flag will be set by the device or
else an external interrupt may be generated, and the program will be
responsible for reading the contents of the counter register which in-
dicate the external event duration.

Pulse Trains

A timer may be used not only to generate or measure a pulse, but also
to generate or count a train of pulses. Whenever a delay is generated or
measured for a pulse, the timer mode is usually called a ‘‘one-shot’’
mode. When a train of pulses is generated, it is often called a
“‘free-running’’ mode. Additionally, a number of options can be pro-
vided to specify whether a high-to-low transition or else a low-to-high
transition of the signal should be used to activate or stop the timer, or
else whether levels should be considered rather than pulses. Addi-
tionally, the timing and logical value of interrupt flags can be
specified. Further, the conditions under which the internal status is set
and reset are usually programmable. Because of the large number of
possible variations, each timer device tends to have a strong personal-
ity and needs to be studied in detail before being used.
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The UART

“UART” stands for ‘‘Universal Asynchronous Receiver Trans-
mitter.”’” The essential function of the UART is to perform serial-to-
parallel, and parallel-to-serial conversions. Additionally, the standard
UART provides a number of options usually required for serial com-
munications with external devices such as parity (checking, inhibition
or generation) and start and stop bits. The conversion is performed by
an internal shifter. Such a shifter may also be incorporated in some
input-output chips.

Actual 6502 Input-Output Devices

Virtually every 6502-based board will require at least 2 PIO’s and
one timer. These functions will be typically provided by a combination
of 6520 and 6530 chips or by a combination of 6522 and 6532 chips.
The 6520 and 6530, which will be described below, are the original
input-output chips which were introduced by MOS Technology. The
6502 is now manufactured by several other manufacturers, such as
Synertek and Rockwell, and additional support chips have been intro-
duced, such as the 6522 and the 6532. Still other support chips will
probably be introduced in the future.

At this time, however, the most important chips are the 6520, the
6530, the 6522, and the 6532. These four essential input-output chips
will be described now.

o - CAl
DATA CONTROL{A)
8US ";7 ~————p CA2
PAZ | -
-—
T R0 ) register —
e | RS1 § s8l0ct I} rorTa
BUS i | CST -—
o | 52} P PA7 | e—
select e
—_— pam—
—e
($2)—= | encble 6520 <} romts
e PIA -—
CONTROL | e o | P87 | W
8uUs
- | A i CB2
bl CONTROL (B)
g —— t ~— 81
vsS vcc

Fig 2-2: The 6520 PIA
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THE 6520 (PIA)

The 6520 is almost a pure ‘‘PIO,” as we have defined it. It has been
designed as a pin-for-pin replacement for the Motorola M6820, and
has been called by the manufacturer a ““peripheral interface adapter”’
or ““PIA.” The signals of the 6520 are shown on Fig 2-2. Its internal ar-
chitecture is shown in Fig 2-3.

Referring to Fig 2-3, it can be seen that this device provides two
parallel input-output ports, port A and port B. Each port is equipped
with a buffer. However, the two ports are not quite identical, and the
buffer really works only as an output buffer, not as an input one. A
data-direction register (““DDR”’) is available for each port, and
specifies the direction of each line of the port. A value ““0”’ in this
DDR specifies an input, and a value ““1’’ specifies an output. The
choice of conventions stems from a safety consideration: whenever a
““RESET”’ is applied, the contents of all registers will be zeroed and

WGX — cat
STATUS o a2

ORA
DORA
BUFFER A
>

DATA
BUS

IEXXEXXT)

L

gﬂ;;zzﬂﬁg

Fig 2-3: 6520 Internal Architecture
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the data-direction register will become all zeroes. As a result, all lines
will be configured as inputs; this is the safe way to start a system. No
external pulse can be generated until the program has started execu-
tion.

Additionally, each port is equipped with two registers, the control
register and the output register. The data sent by the 6502 to the
device are gated to the output register (ORA) of the specified port,
where they are held. The function of the control register (CRA) will
be explained below. It specifies the role of various control options
and contains status information for each port.

Finally, each port is equipped with two external control lines, la-
beled CAl, and CA2 for port A. CAl is a monodirectional line from the
device to the 6520. CA2 is a bidirectional line, which may be used
either as an input or an output.

The two ports are logically equivalent and symmetrical, as indicated
on Fig 2-3. However, practical differences exist. In particular, the
drive capability of port B is superior to port A, and the role of the con-
trol signals is not completely symmetrical.

Looking now at the left of Fig 2-3, or at Fig 2-2, the data bus con-
nects the internal buffer of the 6520 to the system data bus. Two in-
terrupt requests may be generated by the device, if so specified by the
contents of the control registers for port A and B; they are respectively
IRQA and IRQB. Finally, three chip-select inputs must be specified
for the device, and are labeled CS1, CS2, and CS3. This design was
used by Motorola in order to allow the convenient direct connection
of up to 8 separate devices to the data bus, without the necessity of an
external address decoder. In practice, the high number of chip-select
inputs on the chip may have resulted in a disadvantage which will be
pointed out below (one register-select missing). Two register-select in-
puts are provided, and connected to the address bus. They are labeled
RSO and RSI. This means that the 6520 device appears to the pro-
grammer as four memory locations. This may seem surprising since
we have just determined (see Fig 2-3) that there are four registers per
port, i.e. a total of eight registers. How can one address 8 registers with
only 4 addresses? This is a problem brought about by the pin number
limitation of the device. One bit of the control-register, bit 2, is used
to multiplex between the two sets of registers. When bit 2 of the con-
trol register is equal to *“0,” the data-direction for that port is selected.
When it is ‘“1,” the peripheral-interface buffer is selected.

Finally, three more control lines are available: “R/W”’ (read or
write), ‘‘enable’’ (usually phase two of the clock), and finally “‘reset.”’

22



THE INPUT OUTPUT CHIPS

+5v
> oulput
1 = Voo
_>| 1

passive pull-up resistor
1.6 m Asink = 1TTLload

+5v +5V
| — input
resistor pull-up
1 TTL load

Fig. 2-4: Buffer A

= output
1 may not be> 2.4V

o

ecurrent drive:

no pu!_l-up. 1mA sink at 1.5V
high-Z input. soutput is high impedance
when lines are “input”

ld——— input

t
H L L

+5V

Fig. 2.5: BufferB

Differences between Port A and Port B

Port A and port B, even though they are logically equivalent, are
physically dissimilar. The buffers of port A use passive pull-ups. They
can sink 1.6 mA, making the buffers capable of driving a standard
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TTL load. On port B, the buffers are push-pull devices (see Fig 2-4
and 2-5). Since they are active devices, the logic *‘1°’ voltage may not
be higher than 2.4 volts (versus Voo in the case of port A). However
they have a superior current drive (ImA at 1.5v), so that they can be
directly connected to LED’s, or to Darlington transistor switches.
Finally, when port B is used as input, the output buffer enters a high-
impedance mode, so that the input will have a high impedance (more
than one Megohm). The details of the port A buffer are shown on
Fig 2-4, and the details of the port B buffer are shown on Fig 2-5.

DDRA / IORA

CRA

DDRB / IORB

CRB

Fig. 2-6: 6520 Memory Map

The Internal Registers

Let us consider now in more detail the specific resources and
peculiarities of the 6520. First, as we have already noted, the 6520 is
equipped with 6 internal registers: the two buffers (which share the
address of the output register), the two data direction registers, and
the two control registers. However, because of the pin number limita-
tion, only two register-select pins are available on the device, called
respectively RSO and RS1. The resulting 6520 memory map is shown
on Fig 2-6. It shows that registers DDRA and IORA for example,
share the same logical memory address. The control-register is
addressed independently. The 6520 differentiates internally between
the DDRA and the IORA by the value of bit 2 of the control register.
The register selection is presented on Fig 2-7. Whenever bit 2 of the
control register is “‘0,”” the DDR is selected. Whenever it is ““1,’’ the
10 register or buffer-register, is selected. The control register is the on-
ly register which can be addressed directly by RSO and RS1 since it is
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logically necessary to specify the contents of this control register prior
to accessing the other registers.

RS1 RSO |CRA-2 {CRB-2| REGISTER SELECTED

0 0 1 - BUFFER A
0 0 0 - DDRA

0 1 - - CRA

1 0 - 1 BUFFERB
1 0 - 0 DDRB

1 1 - - CRB

Fig. 2-7: 6520 Register Selection

This scheme implies that the initialization of this device is somewhat
more complex than it should be, and that, if the program should need
to access successively the DDRA and the IORA, additional instruc-
tions must be inserted to modify the contents of bit 2 of the CRA
every time. This is indeed inconvenient.

The Control Register

The contents of the control register are shown on Fig 2-8. It has al-
ready been pointed out that bit 2 of this register performs a special
function: it differentiates between the DDR and the IOR register for
that port. The other bits within the register provide control options for
the two control lines available on each port, and 2 bits are reserved for
status or interrupt information. The control register A functions are
controlled by bits 3, 4, and 5 and are shown on Fig 2-9.

IRQ1 | IRQ2 CA/B2 control  [DDRA/B CA/B1
select control

Fig. 2-8: 6520 Control Registers
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CRABIT MODE EFFECT

1 0 0 | Handshake |*CA1 interrupt input transi-
onread |[tion sets CA2 high.

*Read Port A instruction
sets CA2 low.

1 0 1| Pulse output{®Read Port A data sets CA2
low for one cycle (=
acknowledge to device).

1 1 0 Monual  sets CA2 low
Output

1 1 1 Manual |sets CAZ2 high
Output

Fig. 2.9: 6520 CA2 Control

CRBBIT MODE EFFECT
5 4 3
1 0 0 | Handshake | *CBI interrupt input transi-

on write’ | tion sets CB2 high.
*Write Port B dota sets
CB2 low.

1 0 1 | Pulse Output| ®Write Port B data sets CB2
low for one cycle (=
acknowledge to device).

1 1 0 Manual sets CB2 low
Output

1 1 1 Monual sets CB2 high
Output

Fig. 2-10: 6520 CB2 Control

The functions of the two control lines of port B are controlled by
bits 3, 4, and 5 of its control register and shown on Fig 2-10. Bits 0 and
1 provide interrupt control for the CA1 and CBI inputs. They are
shown on Fig 2-11.
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CRBIT | ACTIVE TRANSITION IRQ OUTPUT
1 0 OF INPUT SIGNAL
0 negative disable (high)
i negative enable (will go low
when CRA bit 7 set
by CA1/CB1
transition)
1 0 positive disable (high)
1 1 positive enable (as above)

Fig 2-11: Interrupt Control (CA1, CB1 Inputs)

Using the 6520

After a “RESET”’ has been applied, the contents of all the registers
will be zero. The 6520 must, therefore, first be initialized to specify the
input and output configurations on both its ports. The control op-
tions of the control register must also be specified and the 6520 should
normally be left with a ““1°* in bit position 2 of the control register, so
that the IOR register can be accessed directly by the 6502.

A typical sequence is:

LDA #30F 00001111’ = 4 INPUTS, 4
OUTPUTS
STA DDRA CONFIGURE DIRECTION

LDA #CONTROL CONTROL OPTIONS:
BIT 2=1 TO ADDRESS
IORA

STA CRA

Input-Output

Sending data out on port A would be accomplished by the following
two instructions (assuming CRA-bit2 =*‘1"’):

LDA #DATA OR ELSE LDA $20 (FROM
MEMORY)
STA IORA
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Reading an input connected to the 6520 is accomplished by:

LDA IORA
STA  $20 SAVE IT IN MEMORY

We are saving here the contents of the accumulator immediately in
memory location 20 (hexadecimal). However, this line is not indispen-
sable. In many cases, we will simply read the contents of IORA in the
accumulator and then perhaps check their value but not necessarily
store them.

6520 Warnings

In addition to the dissimilarities between port A and port B, some
specific features of the control functions should be remembered. In
particular, bits 6 and 7 are cleared on A or B if 6 is input and if read-
ing. Also, to clear bit 7, one reads port B data. The CB2 handshake,
unlike the CA2 handshake, is for writing B data (CA2 operates for
read or write). Finally, bit 6 or 7 may cause an interrupt.

Polling the 6520’s

The simplest way to poll several 6520°s is to check the status of bits
6 and 7 of the control register. When both bits 6 and 7 are *“0,”’ the de-
vice does not require any service. If either bit is 1,”’ an internal inter-
rupt has been generated, and service is required.

Technique 1

In order to identify quickly which one of four devices has requested
service, a sequential table access technique may be used, provided the
addresses of the 4 devices are sequential in the memory. Address n will
be allocated to CRAI1, address n + 1 to CRBI1, address n + 2 to
CRA2, address n + 3 to CRB2, etc. The program can then make use
of the indexed indirect addressing feature and is shown below:

START LDX #8 INDEX
NEXT LDA (BASE-1,X) ACCESSNEXT CR
BMI SERVICE  IRQON?

DEX X=X-1
BEQ START
BNE NEXT
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BASE -WORD CRA1 PIO#1 PORTA

-WORD CRB 1 PORT B
-WORD CRA 2 PIO #2 PORT A
-WORD CRB 2 PORT A
-WORD CRA 3 PIO #3 PORT A
-WORD CRB 3 PORT B
-WORD CRA 4 PIO #4 PORTA
-WORD CRB 4 PORT B

Fig. 2-12: Identifying the PIO

Index register X is set to the initial value ‘‘8”” and will be successively
decremented by 1, every time we go through the polling loop. The
accumulator is loaded with the contents of the last entry in the table
first:

LDA (BASE-l, X)

If bit 7 was set (bit 7 is the sign bit or ““N”’ flag), a branch will occur to
the service routine:

BMI SERVICE
If the N flag was not set, X is decremented, and the next CR is checked:

DEX
BEQ START RESTART IF X=0
BNE NEXT GOONIFXISNOTO

Improvement: would switching the last two instructions speed up the
program?

Technique 2

Within each CRA, two status bits must be checked: bits 6 and 7.
The “BIT”’ instruction of the 6502 has been created for this specific
purpose. It is a nondestructive comparison which will check the con-
tents of bits 6 and 7. The program for polling the 6520°s appears on
Fig 2-13.

BIT CRA
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BMI IRQA7
BVC NOTAI

IRQA6 A2 JIRQ FOUND (BIT 6)

iRQA7 s Al IRQ FOUND (BIT 7)

NOTAI BIT CRB SAME FOR PORT B

BMI IRQB7
BVC NEXT2
IRQB6 . B2 IRQ FOUND (BIT 6)
IRQB7T - Bl IRQ FOUND (BIT 7)
NEXT2 BIT ..  NEXT 6520

Fig. 2-13: Identifying the Ports

The ““BIT” instruction is used to test whether either bits 6 or 7 are a
““1”’. This is performed by:

BIT CRA

We must then test whether bit 6 or 7 was set to *“1.” The BIT
instruction sets V flag and the N flag, so that these two flags can now
be tested;

BMI IRQA7 BIT7 =1
BVC NOTAI NO INTERRUPT FOUND

If none of the flags were set, a branch will occur to NOT Al, where
the CRB will be checked. Bit 7 is tested with the BMI instruction. If
bit 7 was one, the sign bit N will have been set, and the routine at
address IRQA7 will be executed.

Otherwise, bit 6 was the bit that was set and the routine at address
IRQAG, following the BVC, will be executed.

This sequence can be executed for any number of 6520’s. Note that
this procedure gives higher priority to A7 than A6.
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DATABUS PORT A

P =)

Fig 2-14: 6522 Internal Architecture

THE 6522

The 6522, introduced by MOS Technology, and also manufactured
by Rockwell International and Synertek, is the successor device to the 6520.

The 6522 chip, called the VIA (Versatile Interface Adapter), is a
PIO-timer-shifter combination. It is equipped internally with 16 regis-
ters which are shown on Fig 2-14. The corresponding memory map is
on Fig 2-15.

Four sets of registers can be distinguished as to their function:

The PIO registers (addresses O through 3, plus address F).
The timer registers (two timers, addresses 4 through 9.
The shift register (address A).

The control registers (addresses B through E).

W N -

These four sets will now be examined in detail to explain the capa-
bilities of the 6522.
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32

00 ORB (PBO TO PB7) 170 dota, port A
ot ORA (PAD TO PA7) used for control-offects handshake
02 DDR B data direction
registers
03 DDR A
04 TIL-L/TICL counter-low
05 TIC-H counter-high
timer 1
06 Tit-L lotch-low
07 TIL-H latch-high
latch-low
08 T2i-L/T2C-L counter-low
timer 2
09 T2C-H counter-high
OA SR shift register
auxiliar
o8 ACR Y function
trol
oc PCR (CA1,CA2,CB2,CBI) peripheral contro
fi
oo /R ogs } interrupt
0E R enable control
output register A
OF ORA (does not offect handshake)
Fig. 2-15: 6522 VIA Memory Map
WS3 RS2 RS) RSO
[ ] /] [ [e4] I
o ] ] t o ORA + hordhhoke PARALLEL
o "] 1 0 ferd DDRrE (%]
o [ 1 1 03 DDRA
o 1 ° 0 04 TIH-UW)TIC-LR) "—k;;;.;.;(;) _______
0 i 3 i 05 | NCHRYTILH+TIC-HW) *“,ft'}g;‘:"'” TmeR T
0 1 1 ] 06 LI}
[} 1 1 1 o7 TI-H +cleor T Int Flog(W)
" o0 o0 o 08 TALWITICUR) | Fcleor T2 ImFlogtW) )
! o o ! L xH + clnor i FioaW) } e
T 0 1t o oA E e s
T 0 1 o8 I
1 1 o o ocC KR
] . = CONTROL
1 1 1) o OF ER __
1 1 1 1 OF ORA _"0 hondshoke _m{

Fig. 2-16: 6522 Registers
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The PIO Section

The PIO Section provides two 8-bit bidirectional ports. Each port is
equipped with an input/output register. They are called respectively
ORA and ORB for port A and port B. They are shown on Fig 2-14.
Each register is associated with a direction register, respectively DDRA
and DDRB. Whenever the corresponding bit of the data direction
register is set to 1°’ the line connected to the OR will be an output.
Whenever the data direction bit is *‘0’’, the corresponding line will be
an input. The polarity has been chosen so that-all lines.are input when
a “‘reset’’ is applied.

There is an asymmetry in this PIO: Port A is equipped with two OR
registers, with and without the handshake feature.

Using the PIO

Before using the PIO as input or output, the data-direction registers
must be loaded with the proper value to configure the corresponding
bits of the 1/0 registers as input or output. As an example, let us con-
figure here Port A as an output and Port B as an input.

TIMER 2

Fig 2-17: Using the 6522: STA DDRA
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DATA BUS

5L [ PORT A
3l desfs Noutpur
P T

INTERRUPT CONTROL

o
(4 1}
PO B ey 2

FUNCTION CONTROL

)
_fmen oo
- (LB
H
2 (mc
L countErR— —
me.)
[rrenany E z PORT 8
g (T2C-H d[R= T o)
§ COUNTER- — —| 2 §! 4 IINPU!
axn IE z (PB7 = TIME;
[ g—
;;W— CHIP
31— CONTROL
32
RSO RS} RS2 RS3 .sv

Fig 2-18: Using the 6522: STA DDRB

LDA  #$FF “11111111” = OUTPUT
STA DDRA

LDA #0

STA DDRB BisINPUT

(see Fig 2-17 and 2-18)
Let us now output the value ‘00000001’ on Port A (see Fig 2-19):

LDA #301 ¢00000001°
STA ORA
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DATA BUS

INTERRUPT CONTROL

ouTPUT

ENABL (IER)

RQ el

TIMER |

TIMMER 2
)

%2

R

'x

I
A DIRECTION]
oDRY

7

PORT B

l INPUT

(P87 = TiE )

RSO RS! RS2 RS3

Fig 2-19:

Using the 6522: STA ORA

DATA BUS

INTERRUPT CONTROU
FLAGS (1FR)

ENABLE (IER)

SPHERAL (PCR)

WLIARY (ACR

FUNCTHON CONTROL
my
hatcH = = o -
oy
(TIC-H)
| counmer— —
meL}

TIMER 1

LATCH (121-4)

TIMER 2
2
A
z

pos3E
1l

PORT B

PR =Tt

RSO RS1 RS? RS2

Fig 2-20: Using the 6522:LDA ORB

35



6502 APPLICATIONS

Finally, let us read the value of Port B into the accumulator (see Fig
2-20).
LDA ORB

Whenever using the OR registers, it is usually necessary to check a status
signal to make sure that the device being spoken to is ready to listen or to
transmit. This is called handshaking. The operation of the control
signals required to implement it will be explained now.

The Two Control Signals (Peripheral Control Register)

Each port is equipped with two control lines, named CAl, CA2,
and CB1, CB2 (see Fig 2-14, on the right side). For example, before
sending data to a printer device, such as a Teletype, the micro-
processor must ascertain that the printer is not busy, and is ready
to accept the next character. This will be accomplished by a hand-
shaking procedure.

Whenever the printer is no longer busy, it is ready to accept the next
character, and it will send a pulse or a level transition to the 6522. This
level transition, or pulse, must be detected and latched by the device,
then tested by the program. The signal will be transmitted to one of
the two control inputs, CA1 or CB1.

The 6522 allows great flexibility in specifying the nature of the signal
coming in or out.

It is possible to specify whether a high-to-low ( or ‘‘negative’’) tran-
sition (a falling edge) or a low-to-high (or *‘positive’’) transition (a rising
edge) will trigger the internal interrupt flag. This is specified by bit 0 (for
CALl) and bit 4 (for CB1) of the peripheral control register (PCR). <‘0”
corresponds to the high-to-low transition, and ‘‘1°’ corresponds to the
low-to-high transition (see Fig 2-21).

7 6 5 4 3 2 1 []
CB2 CB1 CA2 CAl
control control control control

Fig. 2-21: Peripheral Control Register
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IRQ(R
EN(\(N T T2 | cBi | CB2 | SR | CAl | CA2

Fig. 2-22: interrupt Flag Enable Register (IFR/IER)

CRBIT ACTIVE TRANSITION IRQ OUTPUT
1 0 OF INPUT SIGNAL
0 negative disable (high)
1 negative enable (will go low|
when CRA bit 7 set
by CA1/CB1
fransition)
1 0 positive disable (high)
1 i positive enable (as above)

Fig. 2-23: Control Lines Function (ACR)

Once the nature of the signal has been specified, it becomes possible
to test it.

Checking status: It is possible to detect whether a transition has oc-
curred by testing the contents of bits 1 or 4 (for CAl and CBI respec-
tively) of the interrupt-flag register (IFR) (see Fig 2-22). This bit will be
¢“0”’ as long as no signal has been received, and will become ““1” once
the appropriate transition has been detected. After reading a “‘1”’
status, it must be possible to reset it so that one can move on to the detec-
tion of the next event. This will be accomplished either by writinga ‘17’
into the appropriate bit position of the register, or else by reading, or
writing, the corresponding input/output data register.
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PCR3 PCR2 PCR1

Mode

0 0 0

CA2 Negative Edge Interrupt (IFRO/ORA Clear)
Mode—Set CA2 interrupt flag (IFRO) on a negative
transition of the input signal. Clear IFRO on a read or
write of the Peripheral A Output Register (ORA) or by
writing logic 1 into IFRO.

CA2 Negative Edge Interrupt (IFRO Clear) Mode—Set
IFRO on a negative transition of the CA2 input signal.
Reading or writing ORA does not clear the CA2 interrupt
flag. Clear IFRO by writing logic 1 into IFRO.

CA2 Positive Edge Interrupt (IFRO/ORA Clear) Mode—
Set CA2 interrupt flag on a positive transition of the CA2
input signal. Clear IFRO with a read or write of the
Peripheral A Output Register.

CA2 Positive Edge Interrupt (IFRO Clear) Mode—Set
IFRO on a positive transition of the CA2 input signal.
Reading or writing ORA does not clear the CA2 interrupt
flag. Clear IFRO by writing logic 1 into IFRO.

CA2 Handshake Output Mode—Set CA2 output low on a
read or write of the Peripheral A Output Register. Reset
CA2 high with an active transition on CAl.

CA2 Pulse Output Mode—CA2 goes low for one cycle
following a read or write of the Peripheral A Output
Register.

CA2 Output Low Mode—The CA2 output is held low in
this mode.

CA2 Output High Mode—The CA2 output is held high in
this mode.

Fig. 2-24: PCR Detailed Operation (courtesy: Rockwell)

PCR7 PCR6 PCRS

Mode

0 0 0

CB2 Negative Edge Interrupt (IF3/ORB Clear) Mode—Set
CB2 interrupt flag (IFR3) on a negative transition of the
CB2 input signal. Clear IFR3 on a read or write of the
Peripheral B Output Register (ORB) or by writing logic 1
into IFR3.

CB2 Negative Edge Interrupt (IFR3 Clear) Mode—Set
IFR3 on a negative transition of the CB2 input signal.
Reading or writing ORB does not clear the interrupt flag.
Clear IFR3 by writing logic 1 into IFR3.

Fig. 2-25: Continued - PCR Detailed Operation
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CB2 Positive Edge Interrupt (IFR3/ORB Clear) Mode—
Set CB2 input signal. Clear the CB2 interrupt flag on a
read or write of ORB or by writing logic 1 into IFR3.

CB2 Positive Edge Interrupt (IFR3 Clear) Mode—Set IFR3
on a positive transition of the CB2 input signal. Reading or|
writing ORB does not clear the CB2 interrupt flag. Clear
IFR3 by writing logic 1 into IFR3.

CB2 Handshake Output Mode—Set CB2 low on a write
ORB operation. Reset CB2 high with an active transition
of the CBI input signal.

CB2 Pulse Output Mode—Set CB2 low for one cycle
following a write ORB operation.

CB2 Manual Output Low Mode—The CB2 output is held
low on this mode.

CB2 Manual Output High Mode—The CB2 output is held
high in this mode.

Fig. 2-25: PCR Detailed Operation (continued)

L

CAl ready

Q
6522 DEVICE

DDRA ORA

Fig. 2-26: Reading Data When Ready

A Simple Input Example

Let us specify a low-to-high ‘‘ready’’ transition from the peripheral,
and an input configuration on Port A (see Fig 2-26). Whenever the data
is ready, it will be read into the accumulator. The program is:

LDA #0
STA DDRA SETINPUTS
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LDA #1
STA PCR CA1 INTERRUPT LOW-TO-
HIGH
WAIT LDA IFR READ INT FLAGS
AND #8502 00000010 MASK BIT 1
FOR CAl

BEQ WAIT READY?
LDA ORA READ DATA IN

Improvement: Can you modify the two instructions “LDA IER AND #8302 to
improve efficiency?

7 , 6 5 4 3, 2 1 0
T | | 1
12 P8 PA
T CON- SHIFT REGISTER LATCH [LATCH
CONTROL | 1ROt CONTROL ENABLE [ENABLE|

Fig. 2-27: 6522 - Auxiliary Control Register

Latching the Input/Output

The input and output of the 6522 are not symmetrical. Qutputs are
always latched. This is why the input/ output register is called OR (out-
put register). Inputs are not necessarily latched, This is specified by bits
““0”” and “‘1”’ (respectively port A and port B) of the auxiliary control
register (ACR). Whenever these bits are *0,”” no latching oc-
curs on input. Whenever these bits are set to ‘1,” the inputs are latched
(see Fig 2-27). When an input is not latched, the program is actually
reading the value of the input lines connected to the port it is reading.
When the inputs are latched, the latch is enabled by the active transi-
tion of CAl or CBI, depending on the port used. The value is then
preserved in the latch register until the next pulse is received on the
control line. Danger: on output, the program reads the latch controls,
which may or may not be the same as the contents of OR.

Sending a Control Signal Qut

CA2 or CB2 are used to provide a control strobe (see Fig 2-14).
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Since these lines are bidirectional, they must be configured for output
by setting the peripheral control register bit 3 or 7 respectively (for A2
or B2) (see Fig 2-24).

The nature of the signal can be specified to be either a level or a
pulse. ““0”’ in bits 2 or 6 respectively (for A or B) corresponds to a
pulse. ‘1> corresponds to a level. Whenever a level is specified, it is
possible to specify either a positive value or a negative value. This is
accomplished by setting or clearing bits 1 and 5 respectively (for A2
and B2) (see Fig 2-24).

Finally, when a pulse is generated, its duration can be controlled
with bits 1 and 5 (respectively for A2 and B2) of the control register.
Whenever the bit is set to ‘0, a single cycle strobe will be generated.
Whenever this bit is set to ‘“1,”” an output pulse will be generated,
which will remain low from the time the OR register is accessed (read
or write) until the next signal transition on CAl or CBI.

Summary of Control Output

A pulse of virtually any duration and polarity can be specified. It
can be used to poll an external device (interrogate it), to acknowledge
a data transfer, to move on to another device connected to the same
line, or to control the state of the device (on, off, or other option).

A summary of the peripheral control register bits is shown on Fig
2-21, and the details are shown on Fig 2-24 and 2-25.

7 6 5 4 3 2 1 0
kR | RQ
TS TN 4 T2 4 CBI 4 CB2—+ SR —- CAl - CA2
ER
l clear
control
Fig. 2-28: Interrupt Registers
Interrupts

Interrupts are controlled by two registers, the interrupt enable reg-
ister (IER), and the interrupt flag register (IFR). The registers are
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shown on Fig 2-28. They share the same memory address. One is an
input register, the other an output register.

The interrupt flag register IFR is an input register. Each bit position
from 0 to 6 will be set whenever an interrupt is detected on any of the
external lines (CA1, CA2, CB1, CB2), on the shift register (SR), on
any of the two timers (T1 and T2). Bit 7 is set whenever any other bit is
set in the register.

The interrupt enable register (IER) will enable or disable interrupts
from any of the sources. The bit positions in IER match the ones of
IFR (see Fig 2-28). Whenever a bit position is *“0,”” the corresponding
interrupt is disabled and will not be sent. Whenever it is “1,” it is en-
abled, and if an interrupt occurs, it will be recorded. It becomes then
possible for the program to read the contents of the IFR register and
test any relevant bit to determine whether an interrupt has occurred.
In order to set or clear conveniently any of the IER bits, bit position 7
of IER is used in conjunction with a read or write signal and the con-
tents of the data bus are then copied into the IER register. If IER bit 7
is “0”’, each *“1”” will clear an enable flag. If bit 7 is “1”’, each *“1”
written into IER will set an enable.

Example: Let us enable CA1 and CA2 interrupts, and disable all
others (see Fig 2-28):

LDA #37C 01111100 = CLEAR BITS
2TO6

STA IER

LDA  #$83 ‘10000011’ = ENABLE BITS
0 AND 1

STA IER

Exercise 2-1: Write a program to enable CBI interrupts, and disable
others.

Exercise 2-2: Disable CBI and CB2, leaving others unchanged.
Identifying the Interrupt

Whenever several interrupts can occur simultaneously, i.e., when-
ever several bits of the IFR are used, the program will have to check

the contents of IFR and determine which interrupt has occurred. The
order in which it checks these bits will determine the priority of the
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corresponding interrupt. For example, if an interrupt from T1 has
highest priority, then this is the bit which should be checked first. The
simplest way to check the contents of IFR is to shift its contents right
or left by one position and check the value of the bit which falls off
(into the Carry bit) by testing the carry bit. This technique assigns pri-
orities in a right-to-left or left-to-right manner to the signals of Fig
2-28.

Exercise 2-3: Look at Fig 2-28. List the devices in order of effective
priority, assuming that the contents of IFR are shifted left by the poll-
ing program.

Naturally it is also possible to check for combinations of interrupts
by checking the values of specific bits in the IFR register. For more
details on interrupts and polling, refer to Chapter 3 of ref. C202.

The Timers

The 6522 is equipped with two interval timers. These timers can be
used as inputs or as outputs.

When used as an output, a timer may generate either an output sig-
nal or a train of pulses.

When used as an input, a timer will measure the duration of a pulse,
or else will count the number of pulses received. When generating or
reading a pulse of set duration, the timer is said to be in ‘‘one-shot’’
mode. Either timer 1 or timer 2 of the 6522 can be used in this manner.

When used to generate or to count a continuous train of pulses, the
timer is said to be in a ‘‘free-running mode.”’ Only timer 1 may be used
in this manner.

Prior to using any timer in output mode, its counter register must be
loaded with a value: when generating pulses, the counter will either
contain the number of clock pulses to be generated, or the duration of
the pulse.

When using the timer on input, its register must be cleared. When
counting pulses, it will contain the number of pulses so far. When
sensing a pulse, it will contain its duration.

Timer 1 versus Timer 2

Timer 2 may be used on input to count pulses applied to PB6 of
IORB (see Fig 2-14). When used on output, it can only generate a
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pulse of set duration on PB6. It cannot generate a train of pulses.
Either one of these two modes is selected by bit 5 of the auxiliary con-
trol register (ACR) (see Fig2-27). ‘0’ corresponds to the one-shot
mode, and ‘1’ to the pulse-counting mode.

~

L3

L]
l

0. ONE-SHOT MODE
): FREE RUNNING MODE

O OUTPUT TO PB? DISABLED
1: OUTPUT TO PB7 ENABLED

Fig 2-29: 6522: Auxiliary Control Register Controls T1 Modes

Timer 1 is different from Timer 2 and offers additional possibilities.
It has four operating modes which are shown on Fig 2:29. It can be
used either in one-shot mode or in free-running mode. Additionally, it
may either enable or disable an output on PB7. The mode is specified
by bit 6 of the auxiliary control register. It is ‘“0’’ for one-shot opera-
tion and ‘1"’ for free-running mode.

Bit 7 specifies whether PB7 is enabled or disabled. When “0,” PB7
is disabled, when ‘‘1,”” PB7 is enabled (see Fig 2-30).

ACR7 ACR6 MODE

OUTPUT FREE RUN
ENABLE ENABLE

0 0 Generate time out INT when T1 loaded
{ONE-SHOT) PB7 disabled.

0 1 Generate continuous INT
(FREE RUN) PB7 disabled.

1 0 Generate INT and oulput pulse on PB7 everytime
(ONE-SHOT) T is loaded.

=one-shot and programmable width pulse.

1 1 Generate continuous INT and square wave
(FREE RUN) output on PB7.

Fig. 2-30: 6522 - Auxiliary Control Register Selects
Timer 1 Operating Modes
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Loading the Counters

Each timer uses a 16-bit counter. The low part must be loaded first
and the high part must be loaded next. Loading the high part of the
counter automatically clears the timer interrupt flag and starts the
timer running. Timer 1 is also equipped with a true 16-bit latch, while
Timer 2 is not. This enables Timer 1 to operate continuously, in “‘free-
running”’ mode; the latch is automatically transferred to the counter
when the counter reaches zero. For Timer 1, the values of the latches
may be read or written without affecting the counters. This is used to
generate waveforms of arbitrary complexity.

The details of timer addressing are shown on Fig 2-31.

ADDRESS WRITE READ
--04 TILL nc-wv
+ clear Tl int flag
--05 TI-H + TIC-H TiIC-H
+ THL-L»TICL
TIMER 1 + cleor TV int flag
--06 Tit-L TIL-L
--07 TIL-H TiL-H
+ clear Tl int flag
--08 T2L-L T2C-C
+ clear T2int flag
TIMER 2
--09 T2C-H T2C-H
T2L-L »T2CL

+ clear T2 int fiag

Fig. 2-31: Timer Addressing

Real Duration

The actual waveform from Timer 1 is shown on Fig 2-32. Note that
the real duration is the value of the count (‘‘N”*) plus 2, or the value of
the count plus 1.5. In order to obtain a more exact timing, the user
should therefore load in the counter register the desired number of
periods minus 2.
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N+15
(N) (N1 ©) _t5)

,2 o, SR
WRITE
ncH

Pz -

our

= be—————N ¥ 1.5 cycles

out

Fig. 2-32: Timer 1 in Free Running Mode

The Shift Register

The shift register is provided for serial-to-parallel or parallel-to-
serial conversion. The shifting speed can be controlled by three time
sources: Timer 2, Phase 2 of the clock (92), and an external clock. The
external timing source is specified by bits 2 and 3 of the auxiliary con-
trol register (see Fig 2-27). Bit 4 of the auxiliary control register speci-
fies input or output. The complete table showing the function of these
bits appears on Fig 2-33.

ACR4 | ACR3 | ACR2 Mode
0 0 0  |Shift register disabled.
0 0 1 [Shift in under control of Timer 2.
0 1 0 IShift in under control of 22 pulises.
0 1 1 Shift in under control of external clock pulses.
1 0 0 [Free-running output at rate determined by Timer 2.
1 0 1 |Shift out under control of Timer 2.
1 1 0 1Shift out under control of the 22 pulses.
1 1 1 |Shift out under control of external clock pulses.

Fig. 2-33 Shift Register Control

On output, the user will load the shift register. This will automati-
cally start the timing and shifting process. Whenever 8 bits will have
been shifted out of the register, the interrupt flag (bit 2 of the interrupt
flag register) will be set automatically. It can then be tested by the
program.
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On input, the shift register must be initialized to some value such as
«0”* in order to start the timing process. It will then start capturing
bits at the frequency of the specified timing source, such as timer 2,
phase 2 of the clock, or an external clock, as specified by bits 2, 3, 4 of
the ACR. Whenever 8 bits have been accumulated, the corresponding
interrupt flag of IFR will be triggered. The program will deposit a
value such as ““0”’ in the SR, then test continuously the value of IFR
bit 2. Whenever an interrupt is detected, the shift is complete. The
shift register should then be disabled by zeroing bits 2, 3, 4 of ACR,
while the program is storing data away. Naturally if data is coming in
continuously, the shift register will not be disabled and the program
should “‘come back’’ quickly enough not to lose data.

PROGRAMMING THE 6522

The 6522 is a combination P10, timer, and shifter. The basic input-
output operations on the PIO are performed essentially as on the
6520, except that the registers may be selected directly and that one
does not need to switch bit 2 of the control register to differentiate be-
tween them. This leads to simpler and shorter programming. How-
ever, the control facilities provided by the 6522 are extensive, and
quite different from those of the 6520. Let us therefore examine first
some examples of basic input-output, then some examples of the con-
trol options.

Basic Input

Input is accomplished by loading all zeroes in the data direction reg-
ister of the port which is to act as input, then reading the contents of
the OR. In this simple program, we will, in addition, store the data,
which has just been read, into memory location 20. The program ap-
pears below:

INPUT LDA #0
STA DDRA PORT A IS INPUT
LDA ORA READ DATA (IF VALID)
STA 8§20 SAVE THEM IN MEMORY

47



6502 APPLICATIONS

RS3| RS2| RS1 | RSO | R/W] REGISTER COMMENT
ojloto 0]l w ORB
ojo}o 0 R IRB
ojoj]o 1 w ORA controls handshake
0 0 0 1 R - IRA
0 0 1 0 - DDRB
of o 1 1 - DDRA
8 1 8 8| W TI-L latch
0 1 0 1 R nc-L counter
0 1 [o] ! TIC-H TiL-Linto TIC-L
0 1 1 0 TIL-L
0 1 1 1 TIL-H
1 0 0 ol w T2L-L latch
1 0 0 0 R T2C-L counter
I o] o 1 T2C-H triggers T2L-L into T2C-L
1 0 1 0] SR
! 0 1 1 ACR
1 ] 0 0 PCR
1 1 0 1 IFR
1 1 ] 0 IER
1 1 1 1 ORA no effect on handshakes

Fig. 2-34: 6522 Register Selection is Direct

Basic Output

Output is performed in exactly the same way as input; the data
direction register for port B will be loaded for all ones, thus specifying
all outputs. The data to be sent to port B is assumed to reside at mem-
ory location 20 so that it will be first loaded into the accumulator, then
transferred to the ORB. The reader will remember that there is no in-
struction in the 6502 which allows transferring directly from memory
location 20 to ORB. An extra instruction is therefore required to
transfer first the data from memory into the accumulator, and then
from the accumulator to ORB. The program appears below:

OUTPUT LDA #$FF
STA DDRB B = OUTPUT
LDA $20 GET DATA FROM MEMORY
STA ORB OUTPUT IT
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Using the Control Options

We will configure here port A as all inputs. It will be assumed that
the peripheral or device connected to port A will send the ‘“data
ready”’ strobe on line CA1. The strobe will be active during its low-to-
high transition. The 6522 will have to detect this ““data ready’’ strobe
transition, and the program will poll the 6522 to determine whether
any data has been received. If data has been received, it will read it
and store it at location 20 in memory. The program has already been
developed (see ‘“Basic Input’’ page 39) and appears again below:

READYIN LDA #0 A = INPUT
STA DDRA
LDA #1 CAl INT LO TO H’
STA PCR
TEST LDA IFR TEST BIT 1
AND  #$2 00000010 BINARY
BEQ TEST =17
LDA ORA READ DATA
STA $20 SAVE IN MEMORY

As usual, the data direction register is set to all zeroes to configure
ORA as inputs:

LDA #0
STA DDRA

The control register PCR will now be conditioned so that an internal
interrupt is generated whenever a low-to-high transition occurs:

LDA #1
STA PCR

The two instructions above load the binary value 00000001 into PCR.
Referring to Fig 2-23, the reader should verify that this is indeed the
correct value. Bit zero of the peripheral control register PCR specifies
which active transition of the input signal will be recognized. Since we
want the CA1 interrupt flag to be set by a positive transition (low-to-
high), PCRO must be set to the value 1.

Bits 6 and 7 of the ACR relate to the timer 1 operating mode. Since
the timer is not being used, their contents are irrelevant here. Bits 2, 3,
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and 4 of ACR specify the operation of the shift register. Since the shift
register is not used here, they should be zero, as specified on Fig 2-33.
Bit 5 of the ACR is T2 control, and therefore unused here. Bit 1 is the
PB latch enable, and is unused here. Bit zero is the port A latch en-
able. When specified (by writing a *“1’’), data present on the A input
will be latched whenever the CAl interrupt flag is set. This would be
accomplished by:

LDA #1
STA ACR

Since we assume here that polling is used, instead of a hardware in-
terrupt, the program will be responsible for reading the contents of the
interrupt flag and determining whether an interrupt has occurred. The
contents of the interrupt flag register are shown in Fig 2-28. Bit position
1 of the IFR needs to be tested in order to determine whether the CA1
‘‘data ready’’ signal has been received. This is performed by the fol-
lowing three instructions:

TEST LDA [IFR
AND #8$2
BEQ TEST

The AND instruction masks out all bits except bit position 1 so that it
can be tested.

As long as bit 1 is zero, this program will remain in this polling
loop. Once the “‘data ready’’ signal has been recognized, data can be
read from the ORA and transferred to their final memory location,
which we will assume to be, as usual, memory location 20:

LDA ORA
STA $20

Reading the contents of ORA into the accumulator will also automati-
cally clear bit 1 of IFR (the CAl status indicator), so that the internal
interrupt will be automatically reset.

It is important to remember that inferrupt flags must explicitly be
cleared every time they are used. The 6522 is organized in such a way
that the ‘“‘normal’’ operation, such as reading the contents of ORA
after detecting an interrupt, will take care of it automatically. How-
ever, the reader should be alert to the fact that if he should use ‘‘non-
standard programming,”’ errors might occur as the interrupt flag
might remain continuously on. A technique which may be used in such
a case is to write back the contents of IFR after reading it:
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STA IFR

This “‘programming trick’’ will reset only the bit which had been set to
¢“1,”* thus effectively clearing the bit without modifying any other
(unless more than one bit was ““1”’).

A Handshake Protocol on Input

We will assume here that the complete handshake sequence is used:
first the program is responsible for sending a ‘‘start” pulse (active
high) to the device. Later, the device will respond with a “‘data ready”’
strobe (active high-to-low here), and the program will be responsible
for determining that the signal has been received, then transferring the
data into memory location 20. The program appears below:

NSHAKE LDA #0
STA DDRA AISINPUT
STA ACR
LDA #30C BITS 2 AND 3 ON
STA PCR CLEAR START PULSE
LDA #$0E BITS 1, 2,3 ON
STA PCR GENERATE START ON CA2

LDA #30C
STA PCR CLEAR IT
WAIT LDA IFR INTERRUPT?

AND  #3$02 (START PULSE?)
BEQ WAIT POLLING LOOP
LDA ORA DATA READY
STA $20 SAVE IN MEMORY

Let us examine the program. As usual, port A is conditioned as input
by storing zeroes in the DDRA:

LDA #0
STA DDRA ZERO DDRA
STA ACR

We will assume here that no latching is necessary on input (see previ-
ous program if you wish to latch data on input). The PCR register
must now be conditioned so that a start pulse will be generated, active
high. The level of CA2 (the line which we will use to provide the start
signal CA1 can only be used as input) will first be set low, then high,
to guarantee a low-to-high transition. Conditioning the CA2 output
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low is accomplished by loading the value ‘110’ respectively in bits 3,
2, and 1 of PCR (see Fig 2-24). This is accomplished by the following
instructions:

LDA #30C 00001100
STA PCR

Next, the level on the CA2 output must be specified as high. This is ac-
complished by loading the value ‘111"’ in bits 3, 2, 1 of PCR:

LDA #S$0E 00001110
STA PCR

We will assume here that a brief pulse is sufficient to provide the
“‘start’” signal. Some devices might require that this pulse be of a long-
er duration. In such a case, a delay would have to be added at this
point to guarantee that the pulse remains high for a specific duration
of time. Here, we will simply turn the signal off again:

LDA #0C 00001100
STA PCR

At this point, we proceed, as in the previous program, by polling bit
one of the IFR to detect whether the CA1 has been set to one:

WAIT LDA IFR
AND  #302 00000010
BEQ WAIT

Then, as above, the data is read from ORA and stored in memory
location 20:

LDA ORA
STA  $20

r 2] l— =+ 5]
Fig. 2-35: Connecting Multiple 6522's -
Generating an IRQ
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Using Multiple 6522’s

In the case in which multiple 6522’s are used, their interrupt request
output IRQ is usually connected to the IRQ line as shown in Fig 2-35.
However, once an IRQ is received by the 6502, the program must
determine which 6522 originated it. A polling loop is generally used.
This polling loop will interrogate in turn each IFR of the devices to
determine which one has generated an interrupt. This information is
readily -available in bit 7 of the interrupt flag register, as shown in Fig
2.22. The reader will recall that bit 7 is universally used as a preferred
position for polling, since once the contents of the register under test
are loaded into the accumulator, the contents of bit 7 will condition
the sign bit of the microprocessor flags register (bit N). The next in-
struction in the program may readily test bit N and determine whether
it was ‘0’ or ‘“1.”” This is exactly what the polling program does here.
A typical polling program appears below:

LDA IFRI

BPL NEXTI
INTFOUNDI - - - (IDENTIFY 1 OF 7 CAUSES)
NEXT1 LDA IFR2

BPL  NEXT2

The program loads the contents of the IFR of the first 6522 and tests
whether it is positive. If it is positive, no interrupt has been generated
by the device and the program tests the next one, and so on. However,
if the device is found to have generated an interrupt, a specific routine
must then determine what to do next. Let us examine it.

Identifying One of 7 Possible Internal Interrupts for the 6522

Referring to Fig 2-22, it can be seen that seven possible conditions may
set an internal interrupt in the IFR register of the 6522: T1, T2, CBI,
CB2, SR, CA1, CA2. If all of the internal resources of the 6522 are
used simultaneously, as is often the case, then all possibilities should
be checked. A simple program which will identify one out of 7 inter-
rupts appears below:
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ONEOF7 ASL A

BMI TIMERI
ASL A
BMI TIMER2

ASL A

The program checks successively bit 6, bit 5, bit 4, etc., by simply
shifting the contents of the accumulator left by one bit position every
time. It should be noted that the order in which the shifts occur estab-
lish a priority of the interrupts within the device. Using the program
as shown above, Timer 1 will have the highest priority, then Timer 2,
etc. The user might want to assign different priorities to the interrupts
by testing the bits in a different order.

Generating Delays with a Timer

The reader should study the details of the timers in the manufac-
turer’s data sheets before using them. Timer 2 is simpler than Timer 1.
Both timers are not identical, and it is important to understand their
specific characteristics before using them. Since a complete study of
the timer operating modes is not necessary for the purposes of this
book, we will show here two typical examples of the generation of de-
lays, using respectively Timer 2 and Timer 1. Other examples will be
presented in the applications chapters.

Generating a One-Shot Delay with Timer 2
The program appears below:

ONESHOT2 LDA #0
STA ACR  SELECT MODE
STA T2LL LOW-LATCH=0
LDA #301 DELAY DURATION
STA T2CH HIGH PART=01HEX. START
LDA #$20 MASK

LOOP BIT IFR  TIME OUT?

BEQ LOOP
LDA T2CL CLEAR TIMER 2 INTERRUPT

Bits 6 and 7 of the ACR must be set to zero to specify the one-shot

54



THE INPUT OUTPUT CHIPS

mode (PB7 not used with T2). Since we assume here that none of the
other resources such as the shift register are being used, we simply
load all zeroes into the ACR register:

LDA #0
STA ACR

Timer 2, like Timer 1, contains a 16-bit OR so that the two halves of
the register must be loaded separately. We will first load the low half,
then the high half:

STA T2LL
LDA #8301
STA T2CH

Loading the value $01 into T2C-H also results in clearing any inter-
rupt flag and starting the counter automatically.

Fig 2-28 shows that bit 5 of the IFR is the one indicating that Timer
2 has timed out. Bit 5 of the IFR therefore must be tested for the value
*¢1,”” This is accomplished by the next three instructions:

LDA #$20 BIT5=1
LOOP BIT IFR
BEQ LOOP

The value 20 hexadecimal is equal to ““00100000.”” It is used to test
whether bit 5 is indeed a‘‘1.”” The BIT instruction performs a logical
AND, without modifying the contents of the accumulator. As long as
bit 5 remains ‘“0,”’ the program loops, waiting for the Timer 2 inter-
rupt. Whenever Timer 2 generates the interrupt, it is detected, and the
program exits the loop.

Finally, the program must explicitly clear the Timer 2 interrupt be-
fore branching to another task. This could be accomplished by reload-
ing a new value into the counter register. However, since this program
should be useful in any environment, we make no assumption as to
what will be done after this program terminates. The interrupt flag
will be cleared either by writing into T2C-H or by reading T2C-L.
Since we do not want to start the counter running again, we will not
write in T2C-H, but instead read T2C-L, simply to clear the interrupt:

LDA T2CL
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Generating a One-Shot Delay with Timer 1

We will use Timer 1 here in a manner essentially analogous to Timer
2 above. However, Timer 1 is equipped with a true 16-bit latch regis-
ter, unlike Timer 2. Ther program appears below:

ONESHOT1 LDA #0
STA ACR 1-SHOT MODE - NO PB7
PULSES
STA TILL LOW LATCH
LDA #$01 DELAY
STA TICH LOADS ALSO TiCL AND

STARTS
LDA  #320
LOOP BIT IFR TIME OUT?
BEQ LOOP

LDA TILL CLEAR INT FLAG

The program is essentially analogous to the one above, and should be
self explanatory. The only difference is that the low latch is loaded
first, then the program writes into T1C-H, the high part of the counter
proper. This instruction also results in transferring the contents of
T1L-L into T1C-L (see Fig 2-34 showing the 6522 internal registers)
and starts the counter. The rest of the program is identical.

Generating a Pulse

The above programs will generate a delay for a program. If an ac-
tual pulse must be generated, then the proper output pin must be spe-
cified. For Timer 1, the PB7 pin will be used to provide the output
pulse PB7 will be an output if either DDRB7 or ACR7 equals ““1.”

Timer 2 does not send a direct pulse on a pin for output. The pulse
must be generated by adding instructions which explicitly turn on and
off one of the bits of the port. However, Timer 2 may count pulses
easily in its pulse-counting mode. Pin PB6 is then used for this pur-
pose. This underlines again the practical differences between these
timers. In any practical application, the reader is encouraged to review
the manufacturer’s data sheets to take best advantage of them.
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Shifting in and out

The shift register SR is connected to pin CB2 of the 6522. All pulses
will be generated or sensed on this specific pin. The combination of
bits 2, 3, and 4 of the ACR determines the way in which the shifter
operates. The 8 combinations are shown on Fig 2-33 above.

In our examples so far, the contents of bits 2, 3, 4 of the ACR have
always been zero, so that the shifter register was disabled. The shifter
will shift in or shift out under control of one of three possible timing
sources: Timer 2, Phase 2 of the clock, or an external clock. In addi-
tion, it provides a special mode with a free running output at the rate
determined by Timer 2. The reader is again referred to the manufac-
turer’s data sheets for the complete specifications on the shifter. We
will simply present here two typical examples of shifting in and shift-
ing out.

Shifting in With an External Clock
The program appears below:

SHIFTIN LDA #0
STA ACR CLEAR SR
LDA #$0C EXTERNAL CLOCK MODE
STA ACR START SHIFTER

LOOP LDA IFR DONE FLAG?

AND #304 TEST BIT 2
BEQ LOOP WAITING LOOP
LDA SR READ 8 BITS INTO ACC
STA  $20 SAVE IN MEMORY

The shift register is first cleared by loading zeroes into the ACR:

LDA #0
STA ACR

Then the correct operating mode is specified by loading the value
““011”’ in bits 4, 3, 2, respectively of the ACR:

LDA #30C
STA ACR
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This specifies a shift-in under control of an external clock (see Fig
2-33).

Once the 8 shifts have occurred, the shifting mechanism is auto-
matically disabled, and the SR interrupt flag is set in the IFR register.
After the shifting has been started, the program therefore simply
checks the contents of bit position 2 of the IFR (see Fig 2-28) to verify
whether it is “‘1.”’ The polling loop appears below:

LOOP LDA IFR
AND  #$04
BEQ LOOP

At this point, the contents of shift register SR simply need to be
transferred into memory location 20 as usual:

LDA SR
STA  $20

Shifting out Under Phase 2 Control

The program is essentially similar to the one above except that the
control bits to be loaded in the ACR are different, in order to specify
the proper operating mode. Assuming that we simply have to send one
word of 8 bits out, no waiting loop is necessary here to determine
whether the shift is finished or niot. The program appears below:

SHIFTOUT LDA #0
STA ACR CLEAR SR
LDA #318
STA ACR 62 OUT MODE
LDA $20 READ DATA FROM
MEMORY
STA SR

As above, the shift register is first cleared, then the ACR is loaded
with the value ‘‘18’’ hexadecimal, which specifies the combination
‘110" into bit positions 4,3 and 2. This specifies the shift out at a rate
controlled by phase 2 of the system clock:

LDA #0
STA ACR
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LDA  #$18
STA ACR

The data is then fetched from memory location 20, and deposited into
the shift register. Depositing the data into the shift register automati-
cally starts it.

LDA $20
STA SR

If we had to send a succession of 8-bit words, the program here should
wait for one shift to be completed before starting the next one. This
would be accomplished by a waiting loop like the one above. Once 8
bits have been shifted out, the 6522 automatically sets bit 2 of the IFR
(see Fig 2-28) . The program therefore would simply test continuously
bit 2 of the IFR until it takes the value ‘‘1.’” Once the value ‘‘1’’ has
been detected, the shift will be resumed.

Summary of the 6522

The three functions of this component are: PIO, timer, shift. Addi-
tionally, complex control signals can be specified for the PIO and the
timer. The function of the possible control signals and options has
been described. This component should be viewed as a set of three sep-
arate functions. The functions of Port A and Port B are essentially
similar but not symmetrical: the two timers have some common fea-
tures but offer different possibilities. Finally, the shift register is
essentially symmetrical on input and output and can be used to receive
or transmit bits or words at any set frequency from a number of exter-
nal clock sources.

Exercise 2-4: Save in a 2-word memory table at location BUFFER two
successive data words from DEVICE 1. DEVICE 1 supplies an active
low-to-high READY strobe. It requires an acknowledge signal (high
Dpulse).

Exercise 2-5: Same as 2-4, except DEVICE 1 requires an active-low
START pulse, and responds with the READY signal.

Exercise 2-6: Send data to DEVICE 2 from memory location BUF-
FER. DEVICE 2 supplies a BUSY signal when not ready.
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Exercise 2-7: Same as 2-5, but DEVICE 2 requires a STATUS strobe
to supply a READY/BUSY answer.

Exercise 2-8: Turn a printer on with a “‘1’’ on the control line, wait for
READY, send a character, turn it off.

Exercise 2-9: Count 10 input pulses on PB6.
Exercise 2-10: Generate a pulse of 1 ms on PB7.

Exercise 2-11: Shift out 8 bits from memory location BUFFER at
Timer 2 rate.

BUFFER A
g
>

OORA

n :>E®r
s : p—

PORT 8

(PBO/PBS = CS51/CS2;
PB7 =IRQ)

BUFFER B

Fig. 2-36: 6530 Internal Architecture
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THE 6530 ROM-RAM 1I/0 TIMER (RRIOT)
(RRIOT stands for ROM-RAM-1/0-Timer).

The 6530 is a special combination component which combines four
functions usually distinct: a PIO, a timer, a RAM and a ROM. The in-
ternal architecture of the 6530 is shown on Fig2-36. It is equipped
with the usual two PIO ports, each one of them with its own data-di-
rection register. However, there are no control lines or interrupt logic
associated with the ports. The timer is connected to port B. The RAM
memory provides 64 bytes, the ROM provides 1K bytes. A ROM, once
programmed, cannot be changed. Since it is uneconomical to produce
ROM’s in small quantities, the 6530 is only used in situations where a
large number of identical components is going to be produced. As an
example, the KIM board uses two 6530’s which contain the internal
control program or ‘‘monitor.”’

Three pins on this component have a dual function: CS1 and CS2
are mask options instead of PB6 and PB5. Also, PB7 may be used as
an interrupt request IRQ.

The Interval Timer

The interval timer is equipped with an 8-bit register, and may be
used in one of four modes. Depending on the values A0 and Al of the

A2 Al AO
o 0 O BUFFER A
o 0 RA .
op Note: A3 specifies
whether interrupt
0 1 0 BUFFER B is used.
o 1 DDRB
1 0 0 TIMER 1T +IRQ 10 PB7
1 0 1 (W) TIMER 8T NO IRQ to PB7
(R} INT FLAG
] 1 0 TIMER 647 +IRQ 1o PB7
1 1 1 TIMER 10247 NO IRQ to PB7
(R) INT FLAG

Fig. 2-37: 6530 Memory Map
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address lines, it will count in increments of 1, 8, 64, 1024 times the sys-
tem clock. To the programmer, the timer appears as a set of 4 memory
locations as shown in Fig 2-37.

When using the timer, pin PB7 may be used as an interrupt pin.
When used as an interrupt, pin PB7 must be programmed as an input.
When not used as an interrupt, it may be used for any usual purpose.
For details on the utilization of PB7 as interrupt, the reader is referred
to the manufacturer’s data sheets.

THE 6532 RIOT

The 6532 is essentially a 6530 without the ROM. The RAM, how-
ever, is larger: it provides 128 words. In addition, the PA7 line on this
device may be used an an edge-detecting input. When this mode is used,
an active transition will set an internal interrupt flag (bit 6 of the inter-
rupt flag register).

The internal architecture of the 6532 is shown in Fig 2-38. The ad-
dressing of the chip is shown in Fig 2-39. The rest of the operation of
the 6532 is essentially like that of the 6530.

Ports A and B are not symmetrical. The main difference between
the two ports is that port B is equipped with push-pull buffers which
are capable of sourcing 3 mA at 1.5 volts. This allows the direct con-
nection of this port to LED’s or Darlington transistors. Further, port
A reads directly from the pins. On port B, data is read from the output
register instead of the peripheral pins.

—
DATA g a b PORT A
BUS 3 § {A? moy be conirol)

]
3

I

RAM ~ TIMER
ADDRESS
ADDRESS
e T poomss
® L K—1. oxre
g; § {87 moy ba control)
CONTROL '
g2 QE
R L
R et oo ]

Fig. 2-38: 6532 Internal Architecture
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R/W] SELECTION

x
(7]

A4 | A3

']
>
>
(=]

- RAM
ORA
DDRA
ORB
DDRB
WRITE TIMER +17
+87
+ 647
+ 10247
READ TIMER
READ INTERRUPT FLAG
WRITE EDGE DETECT CONTROL

1
1
1
1

« e s s w0

O~ —-0—~0-=0"

[+] -

b — e - - — - — D
- ———-———_—_0O0OO

t, . ~—-po~—-=-00O"
©o—-—-000CO: 1+ ¢

03

* disable (O)/enable (1) INT from timer to IRQ
** disabie (0)enable (1) INT from PA7 1o IRQ
*** negoative (0)/positive (1) edge detect

Fig. 2-39: 6532 Addressing
SUMMARY

Most applications will require at least the use of two or more ports
on one or more PIO’s, and the use of a programmable timer. Still
more complex applications will require the use of control signals and
the possible use of automated shifts. All the components we have re-
viewed - the 6520, the 6522, the 6530 and the 6532 - provide two PIO
ports. Except for the 6520, they all provide at least one programmable
timer. A comparison table of the four input-output devices appears
on Fig 2-40.

One or more of the above PIO’s will be used in all the applications
in this book.

6520 6522 6530 6532
PORT A LINES 8 8 8 8
PORT B LINES 8 8 5t08 8
CONTROL LINES, A 2 2 0 0
CONTROL LINES, B 2 2 0 (]
DDRA 1 i yes yes
DDRB 1 1 yes yes
TIMER 1 - yes yes yes
TIMER 2 - yes - -
ROM - - 1K X8 -
RAM - - 64 X 8 128 X 8
OTHER - add 'l control registers 4 timer ratios | 4 timer ratios
INTERRUPT 2 1 optional 1

Fig 2-40: Comparison Chart of the Four PIO's
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CHAPTER 3

6502 SYSTEMS

INTRODUCTION

The applications presented in this volume will be connected to a
“‘standard’’> 6502 system. The organization of such a ‘‘standard
system’’ will therefore be presented first. Then, some real 6502 boards
will be described and will be shown to be consistent with the standard
model just introduced.

In order to present realistic applications, it is necessary to define an
exact hardware configuration to which the applications are effectively
connected. The majority of the examples presented in the book are di-
rectly applicable to the SYM board, and can be readily adapted to the
KIM board. One section of the next chapter will specifically present
KIM programs. SYBEX does not endorse any board or any manufac-
turer. Simply, for educational purposes, it is more practical to present
applications directly applicable to existing boards, rather than invent a
fictitious one. Most programs written for the SYM are compatible with
the KIM, and can be readily adapted to other boards, such as the
AIMG6S5. Thereader is encouraged to exercise his own judgment in deter-
mining which board will be best suited to his needs.

The architecture of the KIM, SYM, and AIM 65 are presented in this
chapter. SYM is presented in more detail so that the reader who does not
have a SYM can understand the interconnections used in the application
programs presented in the following chapters. However, it should be
stressed again that any other board can be used, and that the changes re-
quired in the programs are usually minor.
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A “STANDARD” 6502 SYSTEM

Any standard microprocessor system includes at least the microproc-
essor unit (MPU) and its clock circuit, the ROM, the RAM, and one or
more PIO’s. The organization of such a standard system, using the
6502, is shown in Fig 3-1.

osg‘?i:ol r___...4 {} Aoonziaus > EXPANSION

PORT A

RAM ROM PIO

(—>
6502 : (" (7
| (o
Ot U1 $1r
K=

DATA BUS >
U I U EXPANSION
>

( CONTROL 8US
\

4

CONTROL
LOGIC

1
t—

+
€

Fig. 3-1: Organization of a “Standard” 6502 Syst

The 6502 incorporates most of the clock’s circuitry within the micro-
processor chip, so that only an external crystal and an oscillating circuit are
necessary. The 6502 and its clock circuit are shown on the left of the
illustration. The 6502, like any *‘standard’’ microprocessor, creates three
busses: the address bus (16 lines), the data bus (8 lines, bi-direc-
tional), and finally the control bus.

In the standard system, the RAM memory (read-write memory), the
ROM memory (read-only memory), and the P1O are shown as separate
chips connected to the 3 busses. The ROM will typically contain a moni-
tor program necessary for using the microprocessor board resources, or
else user programs (in industrial applications). The PIO will create two
ports (8 lines each) for communicating with external devices, plus perhaps
some additional control lines. In any practical application, at least two
PIO’s will be necessary to provide a sufficient number of 1/0 lines. Some
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additional logic is usually required for address decoding and other
functions.

Because several combination-chips are available in the 6502 family,
the ROM, the RAM, and the PIO may be combined on one or more
chips. However, any system using the 6502 will normally incorporate all
the logical elements of Fig 3-1.

Let us now examine some real boards and how they relate to our stan-
dard board.

Fig. 3-2: Photo of KIM-1

THE KIM-1

The KIM-1 was an early board introduced by MOS Technology in
support of their 6502 microprocessor. It incorporates a minimal number
of components, is equipped with a hexadecimal keyboard and with 6
LED’s, so that it can be used as a low-cost stand-alone complete micro-
computer board. It is shown on Fig 3-2. Its internal organization is
shown on Fig 3-3.

The KIM-1 includes a separate 1K by 8 RAM (for the user) and two
6530 combination chips. The reader will recall from the previous chap-
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ter that the 6530 is a combination chip providing a P10, a programma-
ble timer, a ROM, and a RAM. On this board, thereis no need for anex-
ternal ROM memory since the amount of ROM memory provided by
the two 6530’s is sufficient to contain the system monitor. Each 6530
also contains 64 bytes of RAM which are partly used by the system
monitor.

CQOCK EXPANSION
CRCUT ADORESS BUS U > CONNECTOR

1K X 8 6530 ’ 6530 15)
6502 RAM 2 <’r‘_. #f
T om T
S 0 1 0 ug
b

a
AFPLICATIONS CONNECTOR J

Fig. 3-3: KIM-1 Internal Organization

Additionally, the board is equipped with a keyboard, 6 LED’s, a tape
recorder interface, and a teletype interface. It can be expanded exter-
nally through two edge connectors, called respectively the expansion
connector and applications connector, as shown on Fig. 3-3. The
system memory-map is shown on Fig 3-4. The signals for the two con-
nectors of the KIM are shown on Fig 3-5 and 3-6.

The reader should ascertain that the organization of this board does
meet the description of our standard 6502 system as shown on Fig 3-1.
The details of the pin interconnects are useful to those readers who will
want to connect the applications presented here to this particular board.
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00

1F
STACK POINTER o

1C00
22 KBColD
21 KB Col A
20 KB Col E
19 KB Col B
18 KB Col F
17 KBRow0
16 PBS

15 PB7

14 PAO

13 PB4

12 PB3

11 PB2

10 PBI

9 PBO

8 PA7

7 PA6

6 PAS

5 PA4

4 PAl

3 PA2

2 PA3

1 Vss (GND)

[-a]
-]

ROM

6530 #2
KIM
ROM

6530 M1

]
'
1 o~
Lene-” Y
(EXPANSION}

| REGISTER BUFFER

4K
EXPANSION

64 Byte RAM, 6530#1 KIM RAM + Applications RAM

64 Byte RAM, 653042

170 & Timer, 653041 (KIM 1/0)
170 & Timer, 6530#2 (Applications 1/0)

Fig. 3-4: KIM-1 Memory Map

PEHOUMTI«RCZZURunAC<EX<N

KB Row 1

KB Col C

KB Row 2

KB Col G

KB Row 3

TTY PTR

TTY KYBD

TTY PTR RTRN (+)
TTY KYBD RTRN (+)
AUDIO OUT HI
+12V

AUDIO OUT LO
AUDIO IN
DECODE ENAB
K7

K5

K4

K3

K2

K1

KO

Vee (+5V)

Fig 3-5: KIM Application Connector
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Fig. 3-6: KIM Expansion Connector

Vss (GND)
Vee (+5)

SST OUT
K6
DBO0
DB1
DB2
DB3
DB4
DB5
DB6
DB7
RST
NM1
RO

Fig. 3-7: SYM
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RAM/R/W
2
PLL TEST
R/W
R/W
92
ABIS
ABl14
ABI13
ABI12
ABl1
ABI0
AB9
AB8
AB7
AB6
ABS
AB4
AB3
AB2
ABI
ABO
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THE SYM-1

The SYM-1 board was introduced by Synertek Systems as an expand-
ed version of the previous board. A photo of the SYM appears on Fig
3-7. Its internal organization is shown on Fig 3-8.

XTAL

[
o
=
o 1o
[ w
[ OPTIONAL 4
axe [ 101 | gn o522 ss22 a5z Z
wom {111 | e e Mot " 8
:_J-_ 1”70 TIMER TImER TIMER
T
'

CONTROL - - N

CONNECTOR

CONNECTOR
AUX FORTS OPTIONAL FORTS
) ® A ®

Fig. 3-8: SYM-1 Internal Organization

The essential differences from the previous board are:

¢ Itis equipped with a separate 4K by 8 ROM. A larger ROM size al-
lows a more complex monitor to reside on the board.

* It is equipped with more complex input-output chips and has three
of them instead of two, thereby offering more 10 ports and resources.
Because of the extra ports, it also has one more applications connector
than the previous board.

¢ Additional input-output facilities are available such as four input-
output buffers and part of a CRT interface.

Other miscellaneous differences exist between these boards but are
not relevant for the purposes of this book.

The system memory map is shown on Fig 3-9, and a more detailed
RAM memory map is shown on Fig 3-10. The details of the three con-
nectors are shown respectively on Fig 3-11, 3-12, and 3-13.
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0000 ON BOARD RAM
(1K TO 4K)

8000 ON BOARD ROM
MONITOR (4K)

AQ00] 170 DEVICES
6522 #1, 6522 #2, 6532 RAM,
6532 1/0, 6522 #3

€000 OPTIONAL ROM
8K BASIC
E0CO OPTIONAL ROM

ASSEMBLER/EDITOR

FF80)

FFEF L_INTERRUPT VECTORS (6532)

Fig. 3-9: System Memory Map

ON-BOARD RAM

OOFF [
OVFF
ON-BOARD RAM
O2FF L e e e e e e - =
03FF ON-BOARD RAM
0400
OPTIONAL
ON-BOARD
RAM
O7FF
0800
OPTIONAL
ON-BOARD
RAM
OBFF
0C00
OPTIONAL
ON-BOARD
RAM
OFFF

Fig. 3-10: RAM Memory Map

}PAGE 0
} PAGE 1
} pAGE2
} PAGE 3

6502 SYSTEMS

71



6502 APPLICATIONS

1 SYNC A ABO
2 RDY B ABI
3 g1 C AB2
4 IRQ D AB3
5 RO E AB4
6 NMI F ABS
7 RES H AB6
8 DB7 J AB7
9 DB6 K ABS8
10 DBS L AB9
11 DB4 M ABI0
12 DB3 N ABI1
13 DB2 P ABI2
14 DBI1 R ABI13
15 DBO0 S ABl4
16 18 T ABI15
17 DBOUT (1) U 2
18 POR A R/W
19 Unused w R/W
20 Unused X AUD TEST
21 +5V Y [73
22 GND z RAM-R/W
Fig. 3-11: Expansion Connector (E)
1 GND A +5V
2 APA3 B 00
3 APA2 C 04
4 APALI D 08
5 APA4 E 0C
6 APAS F 10
7 APA6 H 14
8 APA7 J iC
9 APBO K 18
10 APBI L Audio In

Fig. 3-12: Application Connector (A)
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KB COL A
KB COL D

(1): Jumper Option
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11
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13
14
15
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Audio Out (LO)

RCN-1 (1)

Audio Out (HI)

TTY KB RTN (+)

TTY PTR (+)

TTY KB RTN ()

TTY PTR (-)

KB ROW 3

- KBCOL G

KB ROW 2
KB COL C
KB ROW 1

Fig. 3-12: Application Connector (A) - (continued)

GND
—VnN
2PA 1
2CA2
2CB2
2PB7
2PB5
2PB3
2PB1
2PA7
2PAS
2PA3
RES
3CB1
3PB2
3PBO
3PA6
3PA3
3PA4
3JPAS
3 PB 5 (B)
3PB7(B)

(B): Buffered
Fig. 3-13: Auxiliary Application Connector (AA)
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+5V
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2PB6
2PB4
2PB2
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2PA4
3CAl
SCOPE
3PB3
3PB1
3PA7
3PAO
3PA L
3PA2
3 PB4 (B)
3 PB 6 (B)

73



6502 APPLICATIONS
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Fig. 3-14: Memory Map for the 6522's

AdIF
AdIE
A41D

A41C

A407

A406

A405

Ad04

A403
A402
A401

A400

TIMER + 1024

TIMER + 64T

TIMER + 8T

TIMER + 1T

(W) EDGE DETECT
(R) INT FLAGS

(W) EDGE DETECT
(R) TIMER

(W) EDGE DETECT
(R)INT FLAGS

(W) EDGE DETECT
(R) TIMER

DDRB

ORB

DDRA

ORA

Fig. 3-15: Memory Map for the 6532
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The memory map for the 6522’s is shown on Fig 3-14, while the mem-
ory map for the 6532 is shown on Fig 3-15.

Since some implementation details will be used (or worked around) in
some of the application programs, two relevant details are presented
below.

Fig 3-16 shows the four buffered outputs available on PB4 through
PB7 of 6522 #3. Fig 3-17 shows the connection to the LED’s and the
keyboard.

6522
#3

AA CONNECTOR
PB4 t———{ BUFFER }——oO v
PB5 | o3
res T
PB7 | O 22

Fig. 3-16: The Four Buffered Outputs

THE AIM 65

The AIM 65 is shown on Fig 3-18. This unit, developed by Rockwell
International, consists of two boards. One of them is the microcompu-
ter board, equipped with a 20-column dot-matrix printer, and a 20-char-
acter alphanumeric display. The second board is a full ASCII keyboard,
which is attached directly to the other one. The printer operates at up to
120 lines per minute, using a five-by-seven dot matrix to print the com-
plete ASCII 64-character set (upper case only). In its minimal version,
the AIM 65 is equipped with a comprehensive monitor (8K) 1K of RAM,
two 6522’s, one 6532, plus the usual interfaces (teletype, two audio cas-
sette interfaces, and naturally the keyboard interface). Several addi-
tional chips can easily be placed on the board. Further, the user appli-
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Fig. 3-17: Keyboard and LED Connection
Fig 3-18: AIM 65 is a Board with Mini-Printer
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cations connector is identical to those described for the previous
boards. A user developing applications for this specific board will there-
fore only have to modify the programs presented here to fit the memory
assignments of the AIM 65 PIO’s.

OTHER BOARDS

Other boards are manufactured by various manufacturers such as
Ohio Scientific.

Overall, all 6502 boards fit the description of our “standard system.”
As long as they use the same I/ O chips (and nearly all do, as these chips
offer strong advantages), there should be virtually no modification
needed to the programs presented in this book, except for the PIO ad-
dresses, and the possible unavailability of specific 170 lines.

The SYM A and E connectors are equivalent to the KIM and AIM
edge connectors. The vertical board, on the left of the power supply of
Fig 3-19 below, is a 16K memory expansion board connected through the
E connector.

At the foreground, two experiments are connected through the A con-
nector: a hexadecimal keyboard, and a microprinter. They are described
in chapter 6.

Fig 3-19: KIM/SYM/AIM Connector Compatibility
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CHAPTER 4

BASIC TECHNIQUES

INTRODUCTION

In this chapter, we will connect a 6502 board to basic input-output
devices. We will connect it to simple output devices such as light-emit-
ting-diodes (LED’s), relays, and a loudspeaker. On input, we will con-
nect it to a set of switches. Then, we will use these resources to start
developing simple application programs, such as a Morse generator, a
time-of-day clock, a simple home control program, and even an auto-
matic telephone dialer. We will then present direct applications of
these techniques: a siren, a pulse meter, a music program, a mathe-
matical game. Then, in the following chapter we will develop more
complex programs using these basic input-output devices and more
complex ones.

Few components are needed to actually realize the applications
board for this chapter. A picture of the board is shown in Fig 4-0.
All the components can be purchased at low cost from any electronics
store. The reader is strongly encouraged to acquire these few electronic
components and to wire them as indicated in this chapter, in order to
effectively apply the programs that will be described. Naturally, this
will require access to a 6502-based board.

In order to present real programs, the hardware configuration of
the SYM board is used in the first part, and the KIM for the second
one. However, all of these programs should run with minimal modifi-
cations on any other 6502 board (see Chapter 2).
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The programs to be developed in this chapter are simple, but they as-
sume a basic understanding of the 6502 instructions, as provided by
the preceding book in the series, reference C202 (‘‘Programming the
6502%).

The list of components required for the applications programs in
this chapter is:

perforated board )

switches 4

LED driver 1)

LED’s (1 or more)

12 V relays A3)

speaker (1) (high impedance preferred)
variable resistor 1)

resistors

male 120 V AC plug ¢))
female 120 AC plugs )

The hardware connection of the various components on the board
will be described for each application.

It is not indispensable to assemble an applications board to understand
this chapter. However, many exercises will be suggested in this chapter
and the following ones. Although they can be developed on paper, true
programming expertise is best acquired through actual experimenta-
tion. The reader is therefore again encouraged, either before or after
reading this book, to start programming on real hardware.

The goal of this chapter is to teach the basic hardware and software
interfacing techniques which are required to connect any “‘standard’’
6502 board to simple external devices. At the end of this chapter, you
should know how to use the main resources of the input-output chips,
and how to write programs which will sense and control input-output
devices. We will build upon this knowledge in the next chapter and
develop more complex industrial and home applications.
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Fig. 4-0: Complete System with Power Supply, Micro-
computer Board, Tape Recorder and Applications Board
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SECTION 1: THE TECHNIQUES

RELAYS

A relay is used to control an external high voltage or high current
circuit: the control circuit is isolated from the external one through the
relay. A relay requires DC current. The current flows through a coil,
producing a magnetic field. This field will provoke in turn the closure
of a movable contact. The external circuit may be alternating current
(AC) or direct current (DC). In order to control external devices using
a significant current of voltage, such as appliances, we will use relays.

The SYM board has a special provision for high current or high
voltage devices. Four buffered output ports are available on the
board. They are respectively connected to bits 4, 5, 6, and 7 of the in-
put-output register B of the PIO (6522-U29) (see Fig 4-1). We will,
therfore, directly use these special outputs which can control relays.
On any other board which has only P10 outputs (such as KIM) a tran-
sistor or buffer must be used. The use of a 7404 Hex Inverter is
shown on Fig 4-2 to control three external relays from two output lines
of a 6530.

6522
#3

AA CONNECTOR

PB5 2
oo |— [ BOFER }—o02
PB7 0 2

Fig. 4-1:1/0 Buffers
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- a4 O

7 FRAY D
6530 .

| |
diissni]

Fig. 4.2: 6530 Relay interface

3

| D |

The Hardware Interface

The connection diagram for a single relay appears on Fig 4-3. This
relay may be, for example, a 12 volt relay with a 50 to 500 ohms coil.
The contact can be SPST (Single pole, single throw = one contact) or
SPDT (Single pole, double throw = two contacts) at 10-15 amps. The
current rating of the relay contacts should be sufficient to handle the
external device connected to it. Most house appliances do not draw
more than 10 to 15 amps so that the above specifications should be
sufficient for home applications.

ouTPUT . (g eNA
EXTERNAL
¥ 1" N DEVICE

+12v

Fig. 4-3: Connecting a Simple Relay

Note on the illustration that a clipping diode is connected in parallel
to the coil. This is an important precaution with any relay to avoid
damage to the PIO buffer or amplifier. A reverse voltage spike occurs
when the relay is turned off. Any diode which will handle the voltage
may be used. For example, an IN914 should be sufficient for our pur-
poses.
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RELAY

1 J iI

RESISTOR

Fig. 4-4: Precautions on Device Side

On the device side of the relay, two precautions can be taken: a
capacitor may be placed in parallel to the output to absorb the surge
due to contact closure (this insures a longer life for the relay contacts);
also, if a significant current may be drawn, a resistor should be placed
in series (see Fig 4-4).

A double-pole relay can be connected in exactly the same manner,
and the connection diagram appears in Fig 4-5. Such a relay is capa-
ble of switching two independent, separate circuits simultaneously.

1

(3 CONTACT DUAL OUTPUT)

Fig. 4-5: Connecting a Double Pole Relay

Let us now consider a practical application. We will connect two re-
lays, R1 and R2 respectively, to bits 6 and 7 of port B of the SYM PIO.
These two relays will be used to control AC devices. In the simplest
case, we will assume that these AC devices are two independent lamps.
This will allow us to test the program easily, by merely verifying
whether the lamps are turned on and off correctly. Naturally, instead
of a lamp, the device could be any household device or appliance
which does not overload the relay. The interconnect diagram appears
in Fig 4-6.
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RELAY R1
AA -22
(PB7) o—t
EXTERNAL
CIRCUIT
, O——
+12v /
RELAY R2
AA-Z Oo——t——0
(PBS) —o—0
[ ExTERNAL
O0—}———0 CiRCUITS
+12v o=\ m— 4

Fig. 4-6: Connecting Two Relays to the PIO

Let us inspect Figs 3-11, 3-12 and 3-13 showing the connection points
for the three SYM connectors: we see that the four buffered oputputs,
called PB4, PBS5, PB6 and PB7, are available repectively on pins Y,
21, Z and 22. The connection points marked PB5 through PB7 on our
illustration, therefore, simply need to be connected by a wire to the
appropriate pin of the ‘‘auxiliary application connector.”’

CONNECT 1 CTRLY ermmmmrmemee——pd
TO 120V AC

OUTLET H

RELAY 2

CIRL2

RELAY 1 .

AT g

CMN2
(ANY OTHER RELAY)

F=ut

120v
FEMALE FEMALE
PL UG

Fig. 4-7: External Circuit for the Relays
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On the external circuit side of the relay, one AC plug is used which
will be connected into a wall outlet and supply power to the two out-
lets which will be controlled by the microcomputer. These two female
outlets are connected to the relays as indicated on Fig 4-7. They are
powered in parallel from the AC plug. However, either one of them
can be turned on independently under microcomputer control. Let us
now implement the software control for these relays.

AC00 IOR-B
ACO5 TIC-H
AC06 T
ACO7 TIL-H
ACOB ACR

ACOF

Fig 4-8: Memory Map for 6522 #3 (Third 6522 of SYM)

The Software Interface

Each of the two circuits connected to relays R1 and R2 will be
turned on whenever the corresponding relay is actuated. The relay will
be turned on by setting the corresponding control bit to 1. By inspect-
ing Fig 4-8, it can be seen that Port B for the 6522 #3 is located at
Memory Address AC00. The contents of memory location ACO0 are
illustrated on Fig 4-9. Let us now turn the relays on and off.
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MEMORY ADDRESS
acoo: | 7| ¢

—» PB4 (UNUSED)
» PBS (RELAY R3)
»- PB6 (RELAY R2)
- PB7 (RELAY RI1)

Fig. 4-9: Port B of 6522 #3

First, we must configure Port B as an output port. To simplify, we
will specify that bits 0 through 7 be outputs, even though we use here
only bits 5, 6, and 7. The convention could be changed in a different
application. It will be remembered from Chapter 2 that, in order to
specify the direction in which input-output lines will be used, the
corresponding bit position of the Data Direction Register must be
loaded with a zero or a one. A one in the Data Direction Register will
specify an output. A zero will specify an input. Loading all ones in the
Data Direction Register guarantees that all bits will be used as out-

puts.

p—
o |t O
b u
(]
ar
t
CTRL HH
-0 ] O— CMN2
11
"
1"
1
Y
21 RELAY
Y RELAY 2
Z RELAY 3
Fig. 4-10: Detail of Relay Connection
on the Applications Board

As a remark, when programming, it is a good policy to always make
things as simple and consistent as possible. Since we assume here that
(for the time being) no other devices are connected to the other lines of
Port B, it is safer to configure all lines as either inputs or outputs.
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Specifying all bits as outputs will be accomplished by the following
two instructions:

LDA #3FF LOAD A IMMEDIATE WITH 11111111
STA $AC02  STORE A INTO ADDRESS AC02
.HEXADECIMAL

It can be verified on Fig 4-8 that ACO2 is the address of the Data Di-
rection Register for Port B of the 6522 device #3. ‘“‘FF’’ hexadecimal is
equivalent to ““11111111” binary. Let us now turn on the relay con-
nected to PB6.

LDA $AC00 READ CURRENT VALUE OF PB
ORA #5340 FORCE PB6 TO 1
STA $AC00  OUTPUT

The first instruction is used to read the current value of Port B. Be-
cause several devices or relays may be presently connected to Port B,
we do not want to simply write a pattern such as ‘“01000000’’ into
Port B; this would turn on the relay connected to PB6, but would also
turn off all the other relays! Therefore, we want to read the present
status of PB and only change a single bit, PB6. The change is accom-
plished with the logical OR instruction, the second in our program
(ORA). The logical OR respects the integrity of all the bits, and forces
to ‘1’ the specified bit location. If we wanted to turn on PB7 instead
of PB6, the pattern ‘‘80° (hexadecimal) would be used, instead of
““40.”” Finally, the resulting bit pattern is stored at address AC00,
which corresponds to PB; the relay connected to PB6 is then turned on.

Exercise 4-1: Write the three-instruction program which will turn on
the relays connected to PB6 and PB7 simultaneously.

Let us now turn off the relay connected to PB6:
LDA $SAC00 READ THE CURRENT STATUS OF PB
AND #$BF SET BIT6 TOO
STA $AC00 STORE RESULTING VALUE IN PB

The logical-AND instruction is used to force a ‘‘0’* at the specified bit
location. All other bit locations are not affected. (‘*‘BF’’ hexadecimal
is ¢“10111111”’ in binary.)
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Note: The AND instruction is traditionally used to zero a specified
bit location. However, an identical result may be obtained using the
EOR instruction. The program remains the same except that the AND
instruction becomes:

EOR #%40

The advantage is that the pattern used to turn off is the same as the
one used to turn on. This eliminates a possible mistake. The reader
should naturally verify that this is a legitimate way to force a zero.
This is because the exclusive OR of ““1°” and ¢“1”’ is “‘0.”’ If bit 6 was
a *“1,” the <“40’’ pattern will therefore force it to a zero. All other bits
will be unaffected.

Verification

Let us verify now that these simple instructions are indeed sufficient
to turn our relays on and off. We will connect two lamps, or two de-
vices, to the two relays and type in these instructions at the keyboard,
then verify that the lamps are turned on or off. Since the keyboard re-
quires that input be in hexadecimal form, here is the hexadecimal
equivalent of the two above programs:

To turn the relay on:

AD 00 AC

09 PATTERN (PATTERN stands for an 8 bit pattern)
8D 00 AC

The program to turn the relay off is:
AD 00 AC

49 PATTERN

8D 00 AC

If you have a board you should now key in these two programs and
verify their correct operation.

SWITCHES

Two main types of switches may be connected: a push-button
(SPST switch) or a two-position switch (SPDT). The connection of an
SPST is illustrated in Fig 4-11. With the connection indicated, the
switch is in the logical state ‘1>’ when the contact is open and in state
0> when the contact is closed. If the opposite should be desirable,
the polarities would simply be reversed on the switch contact.
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The connection of an SPDT switch (a two position switch) is illus-
trated in Fig 4-12. The connection is straightforward. One of the con-
tact positions will be logical state ‘‘1,”” while the other one will be logi-

cal state ¢‘0.”

PORT

10K
INPUT 4

GND

Fig. 4-11: Connecting an SPST

+5v

GND

Fig. 4-12: Connecting an SPDT

Connecting Four Switches

We will use lines 1, 2, 3, and 4 of Port B of the 6522, as four input
lines used to sense the status of the external switches. The actual con-
nection appears on Fig 4-13. Let us examine the program.

+5V———0
PBI
(A"]O) © —0 switch S1
GND + 5V —0
PB2 o _5 _
(A—11) switch 52
o83 +5V—0 GND
(a—12)© —f.wichs3
PB4 . GND +5v—o0
(A—13) © switch $4
GND

Fig. 4-13: Connecting Four SPDT Switches to the SYM
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GRND 1

H |
-+ 1
H

Fig. 4-14: An SPDT Switch

MAIN
GRND

] hl

| —
o | TH I H H
il ':‘]["’1‘_

[

L 1T

Fig. 4-15: Connection Detail for Four SPDT's

The Software Interface

We first need to configure PB1, PB2, PB3, and PB4 as input lines
on Port B. This is accomplished by loading the appropriate pattern in
address ‘“A002,” the data direction register for Port B.

LDA #3EO SET BITS 01234 AS INPUTS
STA $A002

The pattern ““EQ”’ is used to configure lines 0, 1, 2, 3, 4 as inputs
and lines 5, 6, 7 as outputs (they may be connected to external relays).
‘“E0”’ hexadecimal is ‘“11100000”’ in binary. Each ‘0"’ sets an input.
Each ““1”’ sets an output. *‘E1”’ could also be used.

Let us now read the value of the switch and branch to a specified
memory location determined by this value.

LDA #SWITCHPTR 02’ FOR SI, ‘04"’ FOR S2, ‘08’
FOR S3, “10”” FOR S4

BIT $A000 A000 IS ADDRESS

BEQ ANYADDRESS WILL BRANCH TO SPECIFIED
ADDRESS IF SWITCH WAS ZERO
(OFF)
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Alternatively, if we wish to branch to a specified memory location if
the switch is ‘1°’ (on), we would substitute the instruction BNE in-
stead of the BEQ in the last line of the program.

Testing the Program on the Board

The hexadecimal code for the above program is:

A9 SWITCHPTR
2C 00 AO
FO ANYADDRESS or “DO’”> ANYADDRESS

SPEAKER

An external speaker may be connected directly to a pin of one of the
PIO devices. Pin 7 is often more powerful and is generally used. On
the 6522 device, the polarity of the PB7 output signal can be controlled
by one of the internal interval timers. The timer will be used to gener-
ate a tone of given frequency. The preferred position for connecting
the speaker will therefore be PB7. The connection diagram appears
on Fig 4-16.

PB7
(A—15)

ZAR

+5v
Fig. 4-16: Connecting the Speaker
When the buffered output of the SYM is used (6522 #3) a resistor
should be placed in series with the speaker to limit the output current.

Instead of connecting the speaker directly to a PIO output pin, the
circuit of Fig 4-17 may be used to provide a louder sound.

K
1

Fig. 4-17: Obtaining a Louder Output

ouTPUT
AN © 2%%

Warning: a variable resistor is shown on Fig 4-17 for convenience.
However, if it is set to zero, it will probably burn, and destroy the cor-
responding output transistor (this applies also to SYM).
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The Software Interface

A sound can be generated by the speaker by merely turning it on
and off at the desired frequency. The sound will not be as ‘‘clean
sounding’’ as one from a musical instrument since it will have been
generated by a square wave. However, it will be sufficient for our
needs and can be clearly identified by its frequency. We will now build
a practical application

A MORSE GENERATOR

We will develop here a program capable of generating a Morse code
corresponding to any letter of the alphabet. Ths program will activate
a loudspeaker, so that we can verify that the proper Morse code is be-
ing generated. In addition, it will have the capability of turning on or
off an external device so that this morse code could for example be
transmitted over a communications link.

” ] = 7
o

STACK UNUSED TABLE

PAGE PAGE2 PAGE)

Fig. 4-18: Memory Allocation for the Morse Program

The conventions used by this program are the following:

The program itself will be stored in Page 3 of the RAM, i.e., start-
ing at location 300. This is illustrated on Fig 4-18. This program con-
tains a Morse equivalence table which will serve to generate the proper
bit pattern for any given ASCII character. It will be shown below how
this table is generated. It is assumed that the first character to be con-
verted to Morse is contained in the accumulator at the time the pro-
gram is started.
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Further, the speed of the transmission will be adjustable through
the variable SPEED, stored in Page 0 at memory location FO (See Fig
4-18). Each time unit (such as the duration of a dot in Morse code) is
expressed internally in milliseconds. Putting the value 100 into vari-
able “‘SPEED”’ will result in the duration being 1/10th of a second.

Before the program is started, it is assumed that CHAR and SPEED
have valid contents, and that the accumulator contains the first
character to be transmitted. An external subroutine could call this
subroutine repeatedly in order to transmit a string of characters. It is the
responsibility of this subroutine to deposit a character in the
accumulator every time it calls the Morse transmitter.

Let us now examine the algorithm used to transmit the Morse code.

{

GET ASCII CHARACTER

IN ACCUMULATOR
YES
SPACE?
SPACE
NO "~ DHAY
VALID ASCii?
{2C.5A] HEX et EXIT 7 PERIODS

CONVERT TO
MORSE CODE

—3 |

SHIFT OUT NEXT
MORSE BIT

1

GENERATE SHORT
OR LONG TONE

]

DELAY 1 PERIOD

t

t YES

DELAY 2 PERIODS
=SPACE BITS

it

DELAY BETWEEN
SUCCESSIVE CHARACTERS

EXIT Fig. 4-19: Morse Transmission Flow Chart
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This algorithm is illustrated on the flow-chart of Fig 4-19. The pro-
gram first checks for a space character. If found, it will generate no
signal for seven time periods, plus the delay between successive char-
acters.

It then verifies that the ASCII character contained in the accu-
mulator has a valid hexadecimal code. Legal codes must be between
“2C”* and “‘SA” inclusive, in hexadecimal (assuming a 7-bit ASCII
code). Otherwise, an error exit occurs. After validation of character
code, this ASCII code must be converted to its morse equivalent.
The technique will be explained later.

The binary encoding of the morse code will consist of a ““START”’
bit ( a ¢“1’"), followed by a *0”’ for a ¢.””, and a ““1”” for a ““‘—"".
All unused bits within the 8-bit word, to the left of the start bit,
will be set to ¢“0.”’ This conversion will be performed by the program
by a table lookup described later. Let us now assume that the binary
version of the morse code has been obtained. The sequence of tones
must be generated. The contents of the accumulator will be shifted out
left until the START is found. Following the detection of the START
bit, every ¢“0”’ will be interpreted as a ¢‘-’” and every “‘1”’ will be inter-
preted as a ‘‘—’, up to the eighth bit. For every 0" shifted out, a
short tone will be generated. For every ““1”’ shifted out, a long tone will
be generated. The tone generation will also be described later in detail.

After generating the tone corresponding to a bit, a 1-period waiting
time is inserted, and the next bit of the Morse code is checked until the
last one (the eighth) has been found.

Following the transmission of the squence of tones for a Morse
character, a two period delay is generated. This corresponds to *‘space’’
bits which are normally inserted at the end of every transmission for a
character. A one-period delay is then generated which separates suc-
cessive characters.

ENTER A START BIT

IN A BINARY CODE:
BINCODE = 000000t

GET NEXT SIGNAL
OF MORSE CODE
Py
w YES o bone
NO
<o ——>——"
(DASH) oon
SHIFT BINCODE LEFT SHIFT BINCOOE LEFT
ENTER A "1 ON RIGHT ENTER A 07" ON RIGHT

Fig. 4-20: Converting Morse to Binary
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The sequence is clearly illustrated on the flow-chart of Fig 4-20 and
should be verified by the reader. Let us now examine in detail the spe-
cific problems which we have not yet resolved.

Converting ASCII to Binary Morse

We want to establish here a correspondance table between the ASCII
character and the binary representation of its Morse code. Let us illus-
trate this in an example.

The character ‘“B’’ has a Morse code of ¢ — ...~

Every ‘-’ will be encoded by a *‘1,”’ and every ‘*-”’ by a‘‘0”. The
binary equivalent of ¢ — . . .” is, therefore, ‘“1000”’.

In addition, by convention, we will add a START bit (a “‘1’’) to the
left of the code we have just generated. The resulting code at this point
is: ¢“11000.”’ Finally, every binary Morse code will be contained in an
eight-bit word. The remaining bits to the left of the START bit will now
be set to zero. Our resulting eight-bit code is therefore: ‘‘00011000.”’
In hexadecimal, this is <“18”°.

The hexadecimal representation of the binary morse encoding for B
is: ““18”.

As an example, the table below shows the hexadecimal equivalent
of A, B, C, D. A complete equivalence table for all legal morse characters
appears on Fig 4-22. The algorithm corresponding to the technique
just described is illustrated by the flow-chart of Fig 4-23.

Letter ASCH Morse binary hexadecimal
A 41 J— 00000101 05
B 42 — 00011000 18
C 43 —_— 00011010 1A
D 44 —_ 00001100 oC

Fig. 4-21: Converting ASClI to Morse
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We now have established an equivalence table for all the ASCII
characters. This table will be called the ‘‘Morse table’’ and will be
stored at the end of the program (see Fig 4-18). Whenever we re-
quire the Morse code equivalent of a specific character, we will access
the proper entry table and find there the binary code. This will be de-
scribed later when we discuss the actual program.

Hex
Character Morse Code ASCH Table Value
______ 2C 73
— — e — 2D k)
L == — 2E 55
/ —_—e— 2F 32
g | ————— 32 3F
| I 3t 2F
2 ] == 32 27
3 e —— 33 23
4 e — 34 21
L [ 35 20
6 —_— 36 iz
7 —_—— 37 38
8§ ] @ ——-.. 38 3C
9 ] = 39 3E
: User definable 3A 21
H “ " 3B 21
< .« " 3C 1
= “ " 3D 21
> “ " 3E 21
[ I e 3F 4C
@ User definable 40 o1
A — 41 25
B — 42 18
C —— 43 1A
D —_ 44 aC
E 45 22
F — 46 12
G — 47 2E
H 48 12
I 49 24
] _— 4A 17
K _— 4B 2D
L — 4C 14
M —_— 4D 27
N — 4E a6
o] —_— 4F aF
P —_— 50 16
Q _— .- S1 1D
R — 52 2A
S 53 28
T —_ 54 23
U - 55 @9
v — 56 1
w _— 57 2B
X _——— 58 19
Y —_— - — 59 B
z _— SA 1C

Fig. 4-22: Morse Equivalence Table
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EXAMINE RIGHT SYMBOL

OF MORSE CODE
NETBIT=1 NEXTBIT=0

l—“____J

SHIFT NEXT BIT RIGHT
INTO RESULT

!

EXAMINE NEXT MORSE
SYMBOL

YES

ANY LEFT?

lno

SHIFTINA “1”

{

SHIFT INO’S UPTO 8 BITS

|

ouT

Fig. 4-23: Flow Chart for Generating Hexidecimal
Morse Code
Generating a Tone with the Timer

Our next problem will be to generate a tone of set duration and fre-
quency. We will use here a timer.

i

72

Fig. 4-24: Squére Wave Generates Tone in Speaker
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The tone will be generated at the speaker by sending it a square
wave of the required frequency. This is illustrated by Fig 4-24. The
timer can be used to generate this waveform automatically. In order to
obtain this result, we will set the appropriate bits in the control register
ACR (see Fig 4-25), then simply control the length of time during
which this tone or wave form is generated. The actual timing diagram
appears in Fig 4-26. §2 at the top of the illustration is Phase 2 of the
system clock. In most standard 6502 systems the clock has a 1 micro-
second period. The pulse generated by this timer appears on the PB7
output pin. It will last N + 1.5 subcycles, where N is the value depos-
ited in the counter. This is because the counter of the timer decrements
from N down tc 0, and inverses the output port with the next high-to-
low transition of the clock. This is illustrated on Fig 4-26. An interrupt
(IRQ) is also generated at the same time, but will not be used here.

7 , 6 5 4 , 3, 2 1 0
T { 1
12 PB PA
n CON- SHIFT REGISTER | LatcH |LaTCH
CONTROL | 1rot CONTROL ENABLE |ENABLE|

Fig. 4-25: 6522 Auxiliary Register

Fig. 4-26: Timing Diagram for Tone Generation
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In order to use the timer, we must, therefore, deposit an appropri-
ate value N in its counter. However, as soon as the contents of the
counter are written, the counter starts running. Since the counter is a
16-bit register, we cannot load it in a single data transfer from the
microprocessor. It must be latched. The timer is, therefore, equipped
with an internal 16-bit latch called T1L. The low part of the latch is
called T1L-L, while the high part of the latch is called T1L-H. The
value N will be deposited in TIL-L and in TIL-H. At this point the
16-bit contents are specified but nothing happens yet. In order to start
the timer, we will give a special command which will transfer the con-
tents of the latch into the actual counter. This is the ‘‘write TIC-H”
command which appears on the fourth line of Fig 4-27:

LDA #VALUELO

STA $A006 LOAD LOW LATCH

LDA #VALUE HI

STA $A007 LOAD HI LATCH

STA $A005 TRANSAER  LATCH=START

Fig 4-27: Program to use Timer 1

{

SET ACR6 AND
ACR7TO 1™
= SET FREE RUNINING MODE

{

STORE VALUE
IN LATCH

{

LOAD IT
INTO COUNTER
=START TONE

{

PLAY TONE FOR
DURATION “DELAY""

{

TURN OFF ACR7
= STOP TONE

i

out

Fig 4-28: Gonerate Tone of Set Duration with Timer 1
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The sequence of events to use the timer should now be clear. It is de-
scribed on the flow chart of Fig 4-28. First, we will set the appropriate
bits of the control register ACR to the required values. The timer
operates in ‘‘free-running’’ mode where it generates a square output
on PB7. This is obtained by setting bits 6 and 7 of ACR to “‘0”” and
“1* (see Fig 4-29 and 4-30). Next, the appropriate value N will be
stored in the latch. Then, it will be transferred into the counter itself to
start it. This will be the starting point for the tone being generated.
Every time that the counter decrements to zero, it will reload the value
stored in its latch register automatically. The timer will therefore from
now on automatically generate a square wave with a half-period of
approximately N+2. (This is approximate because the low part of the
pulse hasan N + 1.5 duration whereas the upper part of it hasan N +
2 duration).

ACR7 ACR 6 MODE

OuTPUT FREE RUN
ENABLE ENABLE

.0 0 Generate time out INT when T1 loaded
{ONE-SHOT) PB7 disabled.
0 1 Generate continuous INT
(FREE RUN) PB7 disabled.
1 0 Generate INT and output pulse on PB7 everytime
{ONE-SHOT) T1 is loaded.

=one-shot and programmable width pulse.

1 1 Generate continuous INT and square wave
(FREE RUN) output on PB7.

Fig. 4-29: 6522 ACR Selects Timer Modes

L]
l

0: ONE-SHOT MODE
1: FREE RUNNING MODE

0: OUTPUT TO PB7 DISABLED
1: OUTPUT TO PB7 ENABLED

Fig. 4-30: Bits 6 and 7 of ACR
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LIKE

STHIS IS A SUFFCUTINE MHICH ACCEFTS ASCII CHARACTERS
FIN THE RANGE 2CH TO SAH (FLUS 20H FOR SFACE: AND FLAYS
STHEIR MORSE COZE EQUIVILENT ON A SFEAFER HRCH ID OF TO
FFE7e 45S22-U2E. 1T ALSO TURNS ON &ND OFF FRO. $%22-
5UTS. AND WITH A SUITABLE DRIVER, THIT BIT Can REY &
TRANSHITTER. A MAIN FROGRAM WILL CALL THIS5 SURFGUTINE
FWITH THE ASLII MHARACTER TN THE ACCUMULATGR.

JEXAMFLES OF THE RAIN FRDGRAM WOULD BE ONE THAT

FGETS INFUT FROM A!TERMINAL AND SENDS MORSE CODE CUT
STHROUGH THIS FRIGRAM, 0OF A PROGRAM WHTCH RANDOMTZES

i A SERIES A CHARACTERS ANDI SENDS THMEM FOR CODE FRACTICE.
§THE FORRAT FOR THE MORSE CODE CAHRACTERS IN THE TABLE
51§ 7 MOVING FROM LEFT 10 RIGMT y THE FIRST HIGH

FRIT (A ONE) I5 THE START BIT. AND AFTER THIS «

JEACH ONE IS A DASH. AND EACH ZERD IS A DOT.

SPEED=3F0
COUNT=$F1
CHAR=$F2
.=$300
MORSE  CMF 4320 $1F A SPACE, O SPACE ROUTINE
HEG SPACE
CHP #32C #SEE IF ASCIL COIE
BCC EXIT i IS LESS THEN 2CH, AND RETURN IF SO.
CHP #3358 iSEE IF ASCI1 CDDE IS OVER
BCS EXIT ‘ =aH: AND RETHRN IF SD
Tax UT CODE IN INDEX REGISTER
LDA TABLE-$2C»X iGET MORSE CHARACTER
LDY 988 FNUMKER: OF BITS 10 BE _RQIATED EROM ACCUMULATOR
STY COUNY
STARTB ASL A
DEC COUNT
BCC STARTE SSHIFT A UNTIL START BIT FOUND
STA CHAR
NEXT  LDA CHAR
asL A iNOW SHIFT OUT MORSE CODE (1=DASH, 0=DCT)
STA CHAR
LDY #81 FpOT= 1 TIME FERIOD. DEFAULT TO HOT
BCC SEND F CARRY CLEAR, fnt
LDY 833 FELSE DASH €3 TIME FERINDS)

; THMIS SECTION SENDS A HEIGH OUTFUT FOR (Y REGISTER ) NU
Ff TIME FERIOIS. AND THEN A LOW FOR § TIME FERIOD.
SEND LDA #3CO
STA $A00H 3SET TIMER MOUE TOFFEE RUNNING RODE
LOA #30 i THIS Ul nFy
STA $A006
LDA 3304 ANTE THIZ VALUE SFTFEAINT THE TOND
STA $A007 ne o OTHE QUTEUT (RPFLOY §000R7.
STA SA00S FTHIS S14ALTS TOME
LA 881 FTURN DN OUTEUT BIT-FHO
STA 3A000
JSR DELAY FDELAYFOR ELEMENT TIME FCRIDD
LDA $30
STA SAOQOE i TURN DFF TONF
STA $a000 FTURN DFF DUTFUT EBIT fFI0)
LBY #8301
JSR DELAY SUELAY FOF 1 TIME FERIOD(SFACE LTTWEEN ELERENTS)
DEC COUNT $RECREMENT COUNT -SEE IF 8 KITS WFRE ROTATED
BNE NEXT i If NOT, DO ANOTHER ELEMENT
FINISH LDY #32 §DELAY FOR 3(TWO HERE PLUS PREVIOUS SPACE
Exir ;’?: DELAY 4 AT END OF LAST ELENENT) TIHME PERIOOS(SPACE BET
x
3 THIS DELAYS FOR (Y REGISTER) SSFEEDS.004 SECONDS
DELAY TYa
ASL
ASL
Tay
3 LbAa SFEED
n2 LDX #$%Fa
m DEX
PNE D1
SEC
SBEC 833
BNE D2 $DELAY FOR 7 TIME PERIODS
DEY + (SPACE KETWEEN WOXDS)
BNE D3 SRETURN FROM MORSE FRNGRAM
RYS
SPACE LDY $%7
SR NELAY
L3153
TARLE SRYTE 873,331

A
a

$32.33F s $2F

BYTE 427,823,$21+$20+,930,338
LBYTE $3C,$3E:$01,801,801,%01
BYTE $01,34C,$01,305:818,81A

Fig. 4-31: The Morse Program
(Full-size listing in Appendix C)
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0081 0384: 05

QOR1 0387: 18

ooa1  0366: 1A

oopr 0389: OC +BYTE $0C/+$02:812,$0E,$10,804
oogt 038a: 02

oog> 03BB: 12

noR>  038C: OF

oop> 038D 10

00RD 036E: 04

onBY  03BF: 17 CBYTE $17,800,414:$07,806,30F
0082 0390: 0D

0083 0391: 14

0083 0392: 07

0083 0393 06

0083 0394 OF

0083  0395: 16 +BYTE $14+$10+80A+308,$03,809
0083  0396: 1D

0084  0397: 0a

0084  0398: 08

0084  0399: 03

0084  039A: 09

0084  039B: 11 <BYTE $11+808,$19,81R.81C
0085 039C: OR

0085 0391 19

0085 039€: 1B

ongs  039F: 1C

SYMEOL TRELE:
SFEED 00FO COUNT 00F1 CHAK 00F2

MORSE 0300 STERTR 0314 NEXT 031K
SEND 0326 FINISH 0351 EXIT 0354
DELAY 0357 n3 035K s o3sn
s 035F SKFACE 036k TAHLE 0371

Fig. 4-31: The Morse Program (continued)

The tone must be played during a set duration called here ‘‘DE-
LAY.” The duration of this delay can be implemented through soft-
ware or hardware techniques. A software loop will be used in this pro-
gram. Finally, the tone must be stopped when the specified delay has
been achieved. This will be performed by turning off bit 7 of ACR.

The reader should refer to the flow-chart of Fig 4-28 and make sure
that he understands the sequence of actions necessary to use the timer.
The actual implementation will be presented below along with the pro-
gram.

The Morse Program

We will follow here the flow-chart which has been presented on Fig
4-19 and develop the corresponding program. A number of specific
techniques will be used in this program:

Indexed addressing will be used to retrieve the binary encoding of
the Morse code for a given ASCII character.

The hardware timer will be used to generate a tone of fixed fre-
quency. A software delay will be implemented to regulate the duration
of the tone.
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Nested loops will be used to implement a multiplication in the delay
loop.

Let us now examine the program. It assumes that the accumulator
has been loaded with the value of the ASCII character whose Morse
code is to be transmitted. (See memory map on Fig 4-18). For flexibil-
ity, the speed of transmission is adjustable. It is expressed in units of 1
milliseconds (.001 second). The variable ‘‘SPEED’’ at memory loca-
tion ““00F0’’ must be set prior to entering this program. For example,
if “SPEED”’ is set to the value 1000, the duration of a **-”” will be
1000 x .001 = 1 second. The program will reside in Page 3, starting
at address ‘‘0300” hexadecimal.

The beginning of the program is:

SPEED = $00F0
COUNT = $00F1
CHAR = $00F2

* = $0300

The first four lines are assembler directives. The first three direc-
tives assign respectively the memory addresses 00F0, 00F1, 00F2, to
SPEED, COUNT, and CHAR respectively. The fourth directive spe-
cifies the value of the pseudo address-counter to be 0300 hexadecimal,
i.e., specifies that the first executable instruction in the program will
reside at memory address 0300.

We must first check that the character in the accumulator is a legal
code. This is accomplished by:

MORSE CMP #$20 IS IT A SPACE CODE?

BEQ SPACE

CMP #$2C  ERROR IF LESS THAN 2C
BCC EXIT

CMP #$5B OR MORE THAN 5B

BCS EXIT

The first two lines check whether the character in the accumulator is
a ‘“‘space”” character (20 hexadecimal). If so, a delay of seven time
periods is implemented followed by the normal delay between charac-
ters.

The next four instructions verify that the ASCII code is between
“2C” and “SA” inclusive. This is the range of valid ASCII characters
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for Morse transmission. If an illegal character is found, an error is
detected, and a jump occurs to location ““EXIT.”’ In order to keep the
program simple and educational, no specific action is taken here at
location EXIT to flag the error. The reader is strongly encouraged (as
an exercise) to add specific instructions at location EXIT which will
flag the erroneous character found in the accumulator. In this pro-
gram, there will simply be no transmission for this erroneous char-
acter.

Once a legal ASCII character has been found in the accumulator, it
must be converted into the binary code which will be used to generate
the sequence of sounds. The binary Morse code corresponding to
every permissible ASCII character is stored at the end of the program,
from memory location 36B to memory location 399. We would like to
retrieve the first entry of the table for the ASCII character 2C, the
next entry of this table for the next sequential ASCII character, and so
on. This is a typical case where we wish to use indexed addressing.
However, an extra problem arises here: the ASCII characters are num-
bered from 2C on, rather than from “‘0’’ or from ‘“1’’ on. The solu-
tion is quite simple, and appears below:

TAX
LDA TABLE-$2C,X

The ASCII is transferred into the index register X so that it may be
used as an offset. In order to take into account the fact that the charac-
ters are numbered from 2C on, the base of the table is simply specified
to be not the real base at address 36B, but the address table minus 2C
(hexadecimal). The binary code can then be loaded in the accumulator
with a single indexed memory access (see Fig 4-32).

TABE—2C T
CHARACTER
P ASCIl 2C
TABLE": 36A (FIRST CHARACTER)
MORSE
TABLE
TNDEX
X: HARACT
- CHARACTER

Fig 4-32: Using Indexed Addressing to Retrieve Morse Code

104



BASIC TECHNIQUES

Our binary Morse code is now in the accumulator. Let us recall here
that this code contains a leading 1, which is the START bit, followed
by the 0’s and the 1’s representing the dashes and the periods. Any un-
used bits to the left of the START bit have been set to 0. The contents
of the accumulator will, therefore, be shifted left until a START bit is
found, then the “real” bits corresponding to the dashes and the periods
will be used to generate sounds. The program is:

LDY #3508 NUMBER OF BITS TO BE ROTATED

FROM A
STY COUNT
STARTB ASL A
DEC COUNT
BCC STARTB SHIFT A UNTIL START BIT FOUND
STA CHAR
NEXT LDA CHAR
ASL A * SHIFT OUR MORSE CODE (1 =DASH,
0=DOT)
STA CHAR DOT=1 TIME PERIOD, DEFAULT
TO DOT
LDY #$01

BCC SEND IF CARRY CLEAR, DOT
LDY #3503 ELSE DASH (THREE TIME PERIODS)

The index register Y would normally be used as a counter in order to
stop the successive left shifts of A, once 8 bits have been shifted out.
However, the SEND routine, which will generate the sound, requires
that the Y register be loaded with a duration of the sound to be gen-
erated. We can, therefore, not use index register Y for the purpose of
shifting out the bits. The next idea that comes to mind is to reuse the
index register X which is now available. Unfortunately, our conven-
tion in this program is that the DELAY routine uses index register X.
Since neither of the two Index Registers is available as a counter, we
will have to use a memory location. This is location COUNT. An im-
portant remark is that when writing the program, we might well have
coded this portion of the program before coding routines SEND or
DELAY. In such a case, we would probably have used index regis-
ter X or Y here to store the number of bits to be shifted from the accu-
mulator. Later on, we would have discovered the necessity of using
these same registers in the routines SEND or DELAY. This is when
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programming discipline takes its full importance. If it is found that
other routines should require the use of X and Y, one must go back in
the coding and change the code in the program that precedes by using
a memory location named COUNT instead of a register. Forgetting to
do this is unfortunately a classical error. In that case, the other rou-
tines will accidentally destroy the contents of registers X and Y, and a
severe programming error will occur. As a programming discipline, it
is therefore strongly recommended to write explicitly in the comments
at the beginning of every routine which registers are changed or de-
stroyed by this routine. The conventions for communicating and pass-
ing information between subroutines or segments of a program should
be completely clear before writing a new routine.

The left-most zeroes contained in the accumulator are ignored and its
contents are shifted out until a START bit is found. Once the START
bit has been found, every bit shifted out of the left of the accumulator
represents either a ““.>’ or a *“—”’ depending on whether it is ““0’* or
““1.”” Once the bit shifted out of the accumulator has been identified,
we will go to location SEND in order to generate the appropriate tone.
Since the contents of the accumulator will be changed by the subse-
quent processing, they must be preserved in memory prior to going to
SEND. This is the purpose of the second instruction STA CHAR.

ADDRESS WRITE READ
--04 it nc-v
+ clear T1 int flag
--05 THL-H + TIC-H TiIC-H
+ T1L-L »=TIC-L
TIMER | + clear Tl int flag
--06 TIL-L TIL-L
--07 TIL-H Tit-H

+ clear T1 int flag

--08 T2L-L T2C-C
+ clear T2 int flag
TIMER 2
--09 T2C-H T2C-H
T2L-L »T2CL

+ clear T2 int flag

Fig. 4.-33: Memory Map for Timer 1
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Having thus preserved the accumulator’s contents at the memory loca-
tion CHAR, the Index Register Y is loaded with the duration corre-
sponding to the bit which just fell through the accumulator: a “‘1”” if it
was a dot, a *“3”” if it was a dash. The purpose of the STA CHAR, fol-
lowed by LDA CHAR, which seems useless, is due to our desire to re-
enter this program at “NEXT”’ with an LDA CHAR instruction.

The SEND Routine

The SEND routine uses timer 1 of the 6522 to generate the tone of
set frequency. The memory map for the timer appears on Fig 4-33.
The timer must first be set in the free-running mode. This is accom-
plished by:

SEND LDA #$CO
STA #AO00B

The value CO is deposited at address AOOB which is the ACR or
Control Register. It turns on bits 6 and 7 as required by the timer (see
Fig 4-29 for details). The value 0400 hexadecimal is then deposited at
memory addresses A006,A007:

LDA #3$00
STA $A006
LDA #3$04
STA $A007

These memory locations are respectively the low and the high part
of the T1L or latch. It sets the frequency of the tone to be generated.
0400 hexadecimal is in binary: 00000100 00000000 or 1024. A half-
period of the clock is approximately N + 2 or 1026. The period is
therefore:

T = 2052 microseconds
And the frequency is N = 1 + T = approximately 500 HZ

We must now start the tone and stop it after the specified duration.
The tone is turned on by:

STA $A005
This instruction transfers the contents of the latch into the counter
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register and starts the external waveform. We have indicated that
this program also turns on ‘‘manually’’ PBO so that an external device
such as a transmitter can be activated simultaneously with the genera-
tion of the tone in the speaker. This is accomplished by:

LDA #301
STA $A000

It is assumed here that PBO has been configured as an output port
prior to execution of this program.

The duration of the tone is implemented by the subroutine DELAY::
JSR DELAY. We will examine it below. Once the tone duration has
elapsed, it must be turned off. This is accomplished by:

LDA #3$00
STA $A00B TURN OFF TONE
STA $A000 TURN OFF OUTPUT BIT (PB0)

Finally, we must leave one unit of silence between two tones. This
is implemented by:

LDY #301
JSR DELAY 1-PERIOD DELAY

Finally, we must decrement our bit counter, contained at memory
location COUNT, in order to check whether any more bits need to be
shifted from the accumulator. This is accomplished by:

DEC COUNT 8 BITS DONE?
BNE NEXT IF NOT, GO BACK

Once a complete character has been transmitted, two more units of
delay must be implemented to separate this character from the next
one. This is accomplished by:

FINISH LDY #8302
JSR DELAY
EXIT RTS
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The DELAY Subroutine

This subroutine will implement a delay of: (contents of Y
Register) X (SPEED) X .001 seconds. The delay will, therefore,
be computed as the multiplication of three numbers. We will use
here a special technique of nested loops in order to avoid performing
a classical multiplication. The routine appears below:

DELAY LDA SPEED
D2 LDX #SFA
D1 DEX
BNE Dl
SEC
SBC #3$01
BNE D2
DEY
BNE DELAY
RTS

The corresponding flow-chart appears on Fig 4-34.

DafY
——‘—'—r A= ;PEED J
—‘*'[ COUNTER=CT J D2

{
rCOUNTER =COUNTER —l‘] [8]]
{

e
OUTER DELAY

LOOP * YES

Fig. 4-34: Flow Chart for Delay
109



6502 APPLICATIONS

The first delay loop is the one corresponding to D1. Let us compute
its duration (the time of each instruction is in parentheses):

(3) LDA SPEED
(2) LDX #3C6 C6 HEX = 198 DECIMAL
(2) DEX

(3) BNEDI

The duration of the delay introduced by these first four instructions of
the programis: 3 + 2 + (2 + 3) x 198 — 1 = 994 microseconds.
The following two instructions are:

(2) SEC
(2) SBC #3501

Their durations are two microseconds each. These two instructions
add, therefore, an additional delay of 4 microseconds. They are used
to subtract 1 from the content of the accumulator. This is because
both Index Registers X and Y are already used in this program as
counters, so that the accumulator must be used as a third counter. Un-
fortunately, there is no decrement instruction which operates directly
on the accumulator and a formal subtract instruction must be used.
The reader will remember that the carry must be set prior to a sub-
tract. This is the purpose of the SEC instruction prior to the SBC. The
next instruction is:

(2/3) BNE D2

This is a second delay loop. Every time that the branch is successful,
it requires three microseconds, and when it is not successful it requires
2 microseconds. The total delay from the entry point DELAY to this
point in the subroutine is, therefore, 995 + 7 = 1002 microseconds =
1 millisecond.

A delay of 1 millisecond will be generated every time that the loop
D2 is executed. Since D2 contains the value of SPEED, these two
loops are implementing a delay of SPEED x .001 second, which is
what we wanted. Once this total delay of SPEED x .001 second has
been achieved, one more loop is implemented using the Y Register:

DEY
BNE DELAY
RTS
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This final loop multiplies the previous delay by the value contained
in Register Y. At this point, we have obtained the desired total delay
Y x SPEED X .001 seconds, and we return (RTS).

Using the program. In order to use this program, it is suggested that
you choose a slow transmission speed initially, unless you are familiar
with Morse code, and that you generate a single character at a time.
Once you see that your program works correctly, you should write a
short subroutine which will feed characters to your Morse program.
You can then verify that the Morse transmission proceeds correctly
for any string of characters.

Exercise 4-2: Write a subroutine which will feed your program a string
of N characters contained in a table starting at address TABLE.

Exercise 4-3: Read the keyboard, and generate the corresponding
Morse signals.

TIME OF DAY CLOCK

We will develop here a Time of Day Clock routine which will main-
tain the time in hours, minutes, and seconds in three dedicated mem-
ory locations. If desired, this program could be readily extended to
store fractions of a second, or any other time unit desired. The mem-
ory map for this program appears on Fig 4-35. As usual, memory
locations in Page O (zero) are reserved for the variables. The hours,
minutes, and seconds are stored respectively at memory locations
00F4 (hexadecimal), 00F5, 00F6. One more memory location is used:
00F7 contains the variable COUNT.

o0

TINg

T
L HOUR

.
CURRENT s N

T ro sCS vy
L2 COUNT
008 [
o08E > A0
PAGE § PAGE) TIMER

Fig. 4-35: Time-of-Day Memory Map
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To start the clock, the program will be typed in, then the current
24-hour time plus one minute should be entered in locations SECS,
MIN, HOUR.

Then A7 must be entered in location A67E (for SYM), and 03 in
location A67F. This is an interrupt vector, and will be explained later.
Finally, enter ““GO 0390; then, at the exact time which has been en-
tered in SECS, MIN, HOUR, press ‘“‘CR”’.

The correct time will be kept from now on by the clock in SECS,
MIN, HOUR.

The variable COUNT stores 20th of a second units. It is initialized
with the value 20, then decremented every 20th of a second. The decre-
mentation signal is a hardware interrupt generated by an interval timer
contained in the 6522. The flow-chart for the program appears on Fig
4-36. The first phase is the initialization phase where the timer is load-
ed with the appropriate counter value to generate an interrupt after
50 milliseconds (1/20th of a second). Variable COUNT is initialized to
the value 20, and the timer is started.

Whenever the timer times out, 1/20th of a second has elapsed and
an interrupt is generated. On receiving an interrupt, the microproces-
sor will preserve its registers, reload the counter register of the timer
with the appropriate constant for the generation of another interrupt
50 milliseconds later, and start the timer. The memory location
COUNT will be decremented, since a 20th of a second has elapsed.
The value of this location will be tested for the value ““0.”’ If it is not
*0,”” exit from this routine occurs. Whenever COUNT goes through
the value “0,” it is reset to *“20,’’ and the memory location SECS (the
number of seconds) is incremented by 1.

Every time that SECS is incremented by 1, it is checked for the value
““60.”” If the value 60 is reached, SECS must be reset to ““0’’ and MIN
(the number of minutes) must be incremented. Similarly, MIN must
be checked for the value ““60.”” If MIN has reached “60,”’ it is reset to
““0”” and the number of hours is incremented. If the number of hours
reaches ‘24,” it is reset to *‘0.”* Exit from this routine then occurs.
The program will remain dormant until the next interrupt is received.
In order to display the contents of this time-of-day clock, the user
needs simply to examine the contents of memory locations F4, F5, and
F6. A display routine could also be written to display the value of
these memory locations automatically.

The program appears on Fig 4-37 and it is self-explanatory. The
first segment of the program is the initialization segment INIT which
sets the variable COUNT to ““20’’ decimal = ‘14’ hexadecimal. It
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iNITIALIZE COUNT TO
20 (1/20th sec.) LOAD TIMER
WITH 50 MS count

I START TIMER l

RETURN
CLOCK
(INTERRUPT)
[ PRESERVE STATUS I
r RELOAD TIMER ]
WITH 50 MS

r START TIMER J

' TICK OFF 1/20th sec.
(DECREMENT COUNT)

{

COUNT =07 NO EXIT
{1 SECOND ELAPSED) ——

YES
RESTORE COUN
1020

INCREMENT SECONDS
INDICATOR “"SECS™”

t

RESET SE
INCREMENT MINUTES

NO
o
* YES
l —RESET MIN. TO ZERO l
INCREMENT HOURS
Fig. 4-36: Time-of-Day } NO
' YES
Ii RESET HOUR 1O
ZERO

l RESTORE REGISTERS J

EXIT
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LINES LOC CODE LINE

SFIRST LOAD AT IN LOCATION ASTE, AND 03 I ADTF

0002 o0 STHIS IS A REAL TIME CLOCK KOUTINE % HICH MAINT AINS

0y 00 ITHE CURRENT TIME IN THE LOCATIONS SEC (00FS), MIN

L) 0000 HOOF 3), AND HOUR oI0F 4} [24 HOUR TMLE}. IT IS BRANCHED TO

0008 L) ¥ THE TIME OUT OF THE INTERRUPT TIMER, WHIKCH

0006 0OUD FCAUSES AN INTERRUFT AND BRANCH TO THE CLOCK

oo 0000 SROUTINE TWENTY TIMES PER SECOND. THE CLOCK ROUTINE

0008 €000 {AND INTERVAL TIMER MUST BE INITIALIZED FIAST. THE

0008 QU0 iCODE *INIT" DOES THIS, AND IT MUST BE BRANCHED YOTO

0010 G000 START THE CLOCK TO INITIALIZE, PUT THE CLRRENT TIML

1 oo :THE CLOCK ROUTINE W ILL BE STARTED IN SEC. MIN, AND

{HOUR, THEN ISSUE THE COMMAND ‘GO 039 CR' AT THAT
JEXACT TIME. NOTHING ELSE MUST BE DONE.

0012 0w COUNT =$00F7 {COUNTER FOR TWENTILTHS OF A SEC

w3 oo SECS = 300F6 CURRENT TIME

o014 ouoo MIN = 300F §

0013 0000 HOUR = 300F¢

w1s 0000 ACR = $A008 ;TIMER MODE REGISTER

0017 0000 TILL = 3A006 1OW ORDER TIMER CONSTANT

w018 o000 TIHC = $A005 SHIGH ORDER TIMER CONSTANT

0019 0000 *=30390

0020 0390 AS 14 INIT LDA 14 SET TOFIRST TWENTY

o021 0352 BF STA COUNT COUNTS

0022 0¥  ADOBAO STA ACR SET BITS 8 AND 7 LOW
IN ACR

023 @97 ASCD LDA 8800 ‘T BITS $ AND 7 HIGH IN

0024 0399  EDOE AD STA SAGDE :THE INTERRUPT ENABLE
:REGISTER (TO ENABLE
JINTERRUPTS FROM TIMER 1)

onzs 09%C A% 50 LDA 1330 STORE C350 IN TIMER

0026 9 D08 AD STATILL i (DELAY CONSTANT FOR

027 WAl AYO) LDA 580 i S0Ms)

0028 w;AY $D0S AO STA TIRC ;THIS STARTS TIMER

0029 WAs 60 TS SRETURN TO MONITOR

0030 WA? o CLOCK  PHP SAVE STATUS

0031 WA & PHA

0032 WA F3 SED

0033 WAA  ASSO LDA 1550 STORE C330 IN TIMER

0034  AC SDOSAD STATILL i (DELAY CONSTANT FOR

0035 WAF  AC3 LDA #3C3 1 0MS)

0036 L0 DO AD STATIHC ;THIS STARTS TIMER

w037 mB4 Cs F? DEC COUNT :DECREMENT COUNT OF
CTWENTY

00)8  mBé Do BNE EXIT EXIT IF WE HAVE NOT
{COUNTED TO TWENTY YET

0039 B A9 14 LDA 514 {ELSE RESTORE COUNT—

0040 WBA  B3F7 STA COUNT A FULL SECOND HAS PASSED

0041 0BC  ASO1 1DA 080!

0042 03BE b1 ac

0043 0BF & Fe ADC SECS JADD | TOSEC

0084 0 35Fe STA SECS

0045 3C)  Cve0 CMP #5360 :SEE IF 60 SECONDS

0046 [l =] Do22 BNE EXIT iIF NOT, EXIT

0047 03CY A9 0D LDA 1500 {ELSE RESET SECONDS TO 0

o0 0y B Fe STA SECS

0049 03CB  A901 LDA #1501

0030 oD 1 ac

0051  0ICE  6SFS ADC MIN JAND ADD 1 TO MINUTES

0052 DO  §SFS STAMIN

s} @D (Ve CMP #1360 iSEE IF 60 MINUTES

0034 0304 DO13 BNE EXIT iIF NOT, EXIT

0053 03D¢ A9 00 LDA 2300

0036 03D3 83 Fs STA MIN {ELSE RESET MINUTES TO 0

0057 0DA  A%01 LDa 1301

oSk G3DC 18 oac

0039 IDD  6SF4 ADC HOUR {AND ADD 1 TO HOUR

0060 0IDF  WSF4 STA HOUR

0061 QE| oou CMP 1524 iSEE IF 24 HOURS

0062 03E) D004 BNE EXIT IF NOT, EXIT

0063 03ES A900 LDA 1300

0064 0E? 35 F4 STA HOUR JELSE RESET HOUR TO.0

0065 03ES o EXIT PLA {RESTORE STATUS

0066 0MEA 2 PLP

0087 WER 4 RTH

ERRORS =~ 0000 <0000>

SYMBOL TABLE

SYMBOL  VALUE

ACR ACOB CLOCK 0IA7 COUNT 0OF7 EXIT WEY
HOUR 00F4 INTT 0% MIN O0F5. rns WEA
SECS QOF¢ TIHC ADOS TIL ADOE

END OF ASSEMBLY

Fig. 4-37: The Time-of-Day Program
(Full-size Listing in Appendix C)
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also loads the timer with the appropriate count to generate a 50 milli-
second delay. The memory map for the timer appears on Fig 4-35.
Timer 1 of the 6522 is used. The table showing the bits for condi-
tioning this device appear on Fig 4-25 and 4-29. This timer can be used
in either a one-shot mode or a free-running mode. In a one-shot mode,
a single interrupt (and possibly an output pulse on PB7) will be gener-
ated every time that the internal timer’s counter decrements to 0
(zero). In the free-running mode, the counter will be automatically re-
loaded from the internal latch and continuous interrupts (and possibly
a pulse on PB7) will be generated. Since the output pin PB7 is not used
in this application, bit 7 of the ACR (auxiliary control register) will be
set to “‘0”’. There is then a choice between a one-shot mode and a free-
running mode. In the one-shot mode, the counter must be explicitly
reloaded every time an interrupt is generated. In the free-running
mode, the timer will automatically reload the internal counter from its
latch. However, the interrupt flag must be cleared explicitly either by
writing into T1C-H or by modifying the interrupt flag directly. The
two options are essentially identical in terms of programming effort.
The free-running mode may yield a more accurate time measurement,
since the timer runs continuously and automatically going from the
value “0”’ to the value corresponding to the 50 millisecond delay.
Since a free-running mode has been used in the Morse program, we
will use here a one-shot mode. The reader is encouraged to try using
the alternative mode as an exercise. Using the one-shot mode is speci-
fied by setting bit ACR6 to ‘0”’. All other bits of the ACR register are
not used here and will be set to *‘0’’. Bits 6 and 7 are set to ‘‘0’’ in
ACR, specifying the one-shot mode with PB7 disabled.

Next, the interrupt flags register must be properly conditioned.
When read, this register is viewed as the Interrupt Flag Register, IFR.
When written into, it is called the Interrupt Enable Register, IER. In
order to set specific bits of the IER, bit 7 of IER must be set to 1. For
each ““1”’ specified in register locations O through 6, a ‘1 will be
written in the register, enabling the appropriate condition. A “0” in
any bit position will not clear the specified bit position in the IER reg-
ister, but leave the contents unchanged. Clearing is accomplished by
specifying a <‘0”’ in bit position 7 and then specifying a ““1”’ for every
bit position that needs to be cleared. In this instance, we simply want
to enable an interrupt from timer T1. We will therefore write at the
memory location corresponding to IER the value ¢¢11000000,”" or
0’ hexadecimal (see Chapter 2 for detail).
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Finally, we must load the appropriate constant in the timer to gen-
erate the delay which will generate and interrupt after 50 milli-
seconds. The value C350 hexadecimal (=50,000 decimal) is there-
fore loaded into the counter. It will be noted in the routine INIT that
first the low part of the latch is loaded, then the high part of the coun-
ter is loaded. Loading into the high part of the counter results in trans-
ferring the lower part of the latch automatically to the lower part of

the counter and starting the timer at the same time.
The INIT subroutine appears below:

COUNT = $00F7 1/20 THS OF A SECOND

SECS = $00F6

MIN = $00F5

HOUR = $00F4

ACR = $AO00B TIMER MODE REGISTER
TILL = $A006 LOW ORDER TIMER CT
TICH = $A005 HIGH ORDER TIMER CT

INIT LDA #$14 FIRST 20 COUNTS
STA COUNT
STA ACR BITS 8 AND 7 LOW IN ACR
LDA #3$C0 BITS 8 AND 7 HIGH

STA $AOOE IN INTERRUPT ENABLE REGISTER
LDA #$50 STORE C350 IN TIMER

STATILL  (CT FOR 50 MS)
LDA #$C3

STA TICH  START TIMER
RTS

The initialization has now been completed, and the main program is
executed from location CLOCK on. It will be noted that all additions
within the routine CLOCK are performed in decimal mode. This is
why the decimal flag is set with instruction SED. This way, when dis-
playing the contents of the memory locations, they will be displayed
one digit per LED in the usual decimal manner rather than in hexa-
decimal format.

Following execution of the INIT subroutine, a return occurs to the
monitor. Provided no key is touched on the keyboard, nothing will
happen until an interrupt time-out occurs. Upon detection of the

116



BASIC TECHNIQUES

interrupt, an automatic branch will occur to the clock. Whenever an
interrupt occurs in the 6502, it branches automatically to memory loca-
tion FFFE,FFFF where it finds the interrupt vector, i.e., the next
address to be installed in the program counter register. On the
SYM, the user pre-loads memory locations A67E and A67F with
the desired interrupt vector. The SYM monitor, which is in execu-
tion at all times that the user program is not running, duplicates
automatically the contents of memory locations A600 through A67F
at addresses FF80 to FFFF. Thus, the contents of A67E and A67F are
automatically copied by the SYM monitor to memory addresses
FFFE, FFFF. At the time the interrupt occurs, it will branch to FFFE,
FFFF, and it will find there the 16 bit contents to be installed in the
program counter register.

CLOCK is the interrupt routine which is entered every time the
interrupt is received. It saves the registers P (the status register) and
A (the accumulator). It does not need to save the other registers as
it will not be needing them.

It then reloads the timer counter with the value C350 hexadecimal
= 50,000 decimal and starts the timer again. Loading the counter
automatically clears the previous interrupt.

The routine then checks successively whether the variable COUNT
has reached the value ¢“20’, the variable SECS has reached the value
60’*, the variable MIN has reached the value ““60°’, or the variable
HOUR has reached the value ‘24”’. If any one of these variables has
reached its limit value, it is reset to “‘0’’, as indicated in the flow-chart
of Fig 4-36, or the program of Fig 4-37.

Finally, the routine exits by restoring the two registers it had saved,
A and P, and executing an RTI (Return From Interrupt).

A HOME CONTROL PROGRAM

A generalized home control program will monitor the status of a
Time of Day Clock, as well as the status of an alarm system, and take
various actions depending on the time of the day or on the alarm con-
dition detected. We will use here the time of day clock program which
has been developed above, display the time of the day, then depending
upon the time of the day, specific actions will be taken by closing one
or more relays. The program appears on Fig 4-38. The data-direction
register of Port B is set to OF hexadecimal in order to enable the four
low order bits for output (for the relays). Clearly, only those bit posi-
tions actually connected to relays should be specified as outputs. The
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others should remain inputs. As usual, as a precaution, an explicit in-
struction is included in the program to turn the relays off. This is per-
formed by depositing the value 00 hexadecimal at the memory loca-
tion for IORB (Address AC00).

Two built-in routines of the SYM monitor are used by this program
to facilitate the output. The accumulator is loaded from memory loca-

LINE 8 1OC COLE LINE

w2 xn LTHIS IS A SIMPLE HOME CONTROL ROUTINE WHICH RUNS

w0} [V (THROUGH A LOOF EACH TIME THROUGH 11 DISPLAYS THE

[T Y {CURRENT TIME AND BRANCHES TO A NUMBER OF USER

SUBKOUTINES

s ww AWHICHESLRYICE DEVICES,

s ww SEXAMPLES:

W A1 A SUBROUTINE COULD CHECK THE CURRENT TIME AND

e wo TURNON A LIGHT IF THE TIME WERE RIGHT.

[TV i) A SUBROUTINE COULD MONITOR THE STATUS OF AN

[T T ALARM SYSTEM AND TAKE APPROPRIA TE ACTION IF AN

Wil INTRUDER WERE DETECTED.

w2 DDRY = SACU

Wil aw IORB =$ACOL

wis ww HOUR = $0F4

s MIN = $00F$

wis W OUTHYT = 2FA

W SCAND = $4%08

[T Y *= 50200

wiy e [ ] CONTRL CLD B

W0 W1 AYUF LDA #30F SET DATA DIRECTION

w2 U0 D02 AC STA DDRB REGISTER TO OUTPUT FUR
RELAYS

wR e AW LDA #1500

2l W04 EDOUAC STA IORB ;TURN OFF RELAYS

G4 d0B ASKe 1OOP  LDA HOUK THIS IS THE MAIN CONTROL
Loor

wais WL wram ISR OUTHY 1 QUIPUT CURRENT HOUR TO
DISPLAY

0 B0 ASES LDA MIN

w2 wi2 RitA Nl JSK OUTBYT {OUTPUT CURRENT MINUTE
10 DISPLAY

U s WueaY ISK SCAND REFRESH (LIGHT) DISPLAY
WIlH {IME

Wy o kA BYTE SEASEA SEA

w2y Uy kA

Wy A kA

w s ta BYTE SEASEA SEA

[TV {TSN 7N

wW WD LA

w3l N kA BYTE SEASEASEA

Wi wr kA

wH W EA

W W kA BYTE SEASEA SEA

Wi w2 kA

Wiz 0 bA

w3 e kA BYTE SEA SEASEA

W) ons kA iTHE USER CAN PLACE
JUMPS TO

w3 e bA SUBROUTINES HERE TO SER-
VILE DEVICES

e w2 kA BYTE SEASEA SEA

WM W kA

wis WM EA

WS WA EA BYTE $EA SEASEA
WIS uNB kA

wis e kA

e uRB kA HYTE SEASEASEA
wie Wk kA
@i uF kA
Wi ue EA BYTE SEASEASEA
@B Ul kA
Wy w2 kA
W [D21) EA BYTE SEASEASEA

Wi WM EA

Wi oWy Ea

Wiy ulde 4B IMP LOOP
LT

ERRORS = QU000

Fig. 4-38: Home Control Program
(Full-size Listing in Appendix C)
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SIMBOL TABIE
SYMHOL  vAlUE

CONTNL 02w DDRB Acuz HOUR wre 10RY Acw
Loor w2 MIN WS OUTBYT  2kA SCAND  #ws

END OF ASSEMBLY

Fig 4-38: Home Control Program (continued)

tion HOUR which contains the time-of-day expressed in hours (see
the time of day routine), then a call is made to subroutine QUTBYT
which results in displaying the HOUR on the board’s display.
Similarly, the minutes are displayed by loading the accumulator
from memory location MIN and calling OUTBYT.

The OUTBYT routine is contained at memory location 82FA of the
monitor and displays the contents of A as two hex digits. Next, the
routine SCAND of the monitor (at memory address 8906) is used to
scan the display once. Once the time has been displayed, an appropri-
ate jump instruction will be executed if some set condition is met.
Since these conditions will vary with each application, they have been
left blank in the program and should be filled in by the reader. As an
exercise, it is suggested that the relays be turned on at 2 or 3 specified
times a few minutes apart. The noise made by the relays when closing
indicates that the program is working correctly. This should be done
prior to attaching any actual device to the relays.

A TELEPHONE DIALER

We will develop here a program capable of dialing a number once it
has been deposited in the memory. With a regular telephone (rotary
dial), pulses are merely sent on the line. This should be simple at this

point, and we are going to develop here a program capable of generat-

LOW TONE

HIGH
TONE

Fig. 4-39: The Telephone Frequencies
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ing the tone frequencies used in the U.S. for touch phones. The table
of telephone frequencies appears on Fig 4-39. Each digit will cause
two tones to be generated. The various frequencies have been chosen
carefully by the telephone company in order to avoid the possibility of
spurious harmonics, and to use the smallest bandwidth possible. They
range from 697 Hertz to 1477 Hertz as indicated on the illustration.

Our program will generate two tones simultaneously, which will be
fed into the same speaker. The frequencies will have to be accurate in

r DIGIT POINTER =0 4]
3 |

l GET DIGIT J
i

[ INCREMENT DIGIT POINTER |

LAST (RIGHT
MOST) DIGIT?

NO

out

MULTIPLY NUMBER BY
4=INDEX

!

r SET TIMER MODES FOR

T ANDT2

!

GETTONE 1
PUT INTIMER 1

!

GET TONE 2
PUT IN TIMER 2

!

GENERATE TONE FOR
SET DURATION

{

TURN OFF
BOTH TIMERS

t

WAIT FOR SET
DURATION

R

Fig. 4-40: Phone Dialer Flow Chart
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order to be recognized by the telephone switching equipment. This
result can be obtained by using two timers. We will use here Timer A
and Timer B of our microprocessor board. Each timer will generate a
frequency, and the output of both timers will be sent to the loudspeak-
er. For more reliable results, the use of an operational amplifier for
the speaker is strongly recommended. However, the program would
remain unchanged. The flow-chart for the program appears on Fig
4-40. The number of digits for the telephone number is irrelevant.
This program will accommodate a telephone number of any length.
The first digit to be ‘‘dialed’’ is obtained from the memory. An equiv-
alence table is kept in memory, which specifies the periods for the two
tones to be generated for each digit. More precisely, this table specifies
the half period, and since two tones are associated with every digit,
this table will use four bytes for every digit. The value of the digit
must therefore be multiplied by four in order to be used as an index
to this table.

The two table values will be obtained and loaded respectively in
Timer A and Timer B which will be started. The two tones will then be
generated automatically for a specified duration (say half a second or
one second). Then a silence interval will be enforced, and the next
digit will be fetched from memory. The process will be repeated until
all digits have been dialed. The flow-chart is straightforward. Let us
examine now the program. The complete program is shown on Fig
4-4]1.

LINE ¢ oDt LINE

THIS IS A PROGRAM WHICH DIALS PRE STORED

STELEPHONE NUMBERS. IT PRODUCES A TWO TONE OUTPUT

THROUGH A SPEAKER HOOKED UP IN CONFIGURATION 2

ATWO TONES—SEE SPEAKER). THESE TONES WilL ACTIVATE

/A STANDARD TOUCH TONE PHONE WHEN THE SPEAKER 1S

:PLACED DIRECTLY OVER THE MOUTH PIECE OF THE TELE-

:PHONE. TO USE THE PROGRAM. PLACE THE PHONE

INUMBER(S) ANYWHERE IN MEMORY, ONE DIGIT PER BYTE,

JAND ENDING WITH OF (HEX). FOR EXAMPLE. THE NUMBER

$453.1212 WOULD BE 0% 03 05 01 02 0t 02 0F (ALL HEX) IN

:MEMORY . THEN PLACE THE ADDRESS OF THE NUMBER,

:LOW BYTE FIRST, IN THE LOCATIONS 0000 AND 00CI.

THEN EITHER GO TO THIS ROUTINE FROM THE MONITOR

;OR JSR TO IT FROM ANOTHER PROGRAM.

NUMPTR = 300C0 :THIS POINTS TO THE ADDRESS OF
THE TELEPHONE NUMBER

ONDEL = 340 :THIS IS THE DELAY CONSTANT FOR
:THE TIME WHEN THE

OFFDEL = $20 JDELAY CONSTANT FOR THE TIME
:WHEN THE TONES ARE 0

DELCON = $FF ;GENERAL PURPOSE DELAY
TCONSTANT

ACKI = SAQ0B ;THESE ARE THE TIMER MODE
SREGISTERS (TIMER 1)

ACR2= SACDE ATIMER 2)

TICH=~3A005 THIS IS THE TIMER | COUNTER
(HIGH BYTE)

TILH = 3A007 STIMER 1 LATCH (HIGH BYTE)

TILL = SAD04 : (LOW BYTE)

T2CH = 3AC0S SAME AS TIMER | — FOR TIMER 2

SRR N O HHTHITE

§SE BBBB5EE B8 B B B B B B3BEEEEoGABBEE ¢

00zt

TILH =3ACD7
TILL = SAC4
* = 30300
AD 00 PHONE  LDY #3500 ;INDEX FOR DIGITS OF
:PHONE NUMBER
Bl DIGIT  LDA GRMPTR). Y GET DIGIT
c INY
CYoF CMP F30F SEE IF END OF PHONE
NUMBER

Fig 4-41: Phone Dialer Program
(Full-size Listing in Appendix C)

§ BRjBREE

0030
0031
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0032 037  DOOL BNE NOEND

0033 0309 «© RTS :RETURN IS SO (TO

0034 U30A  OAEAEA NOEND  ASL A MULTIPLY NUMBER BY
{FOUR TO INDEX TABLE

0035 030D OAEAEA ASL A i (EACH TABLE ENTRY IS
. 4 BYTES)

0036 0310 AA TAX iX = INDEX FOR TABLE

om0 AICD LDA 1500

0038 0313 BD OB AD STA ACRI SET TIMER MODE TO FREE
;RUNNING ON BOTH TIMERS

3% 0316 3D OB AC STA ACR2

0040 039 BD 5D 03 LDA TABLEX JGET LOW ORDER, FIRST
STONE

0041 03IC 8D 04 AC STATILL iSTORE IN TIMER |

0042 ONF  Ef INX

0043 020 BOSDOS LDA TABLE.X :GET HIGH ORDER, FIRST
‘TONE

004 0323 ADOT AO STA TILR STORE TIMER |

045 0326 EDOSAD STA TICH THIS STARTS TIMER 1
:GOING

0 039 B8 INX

0047 0324 BDSDO3 LDA TABLEX :GET LOW ORDER, SECOND
{TONE

0048 032D 8D 04 AC STA T2LL STORE IN TIMER 2

0049 0330 E8 INX

0050 0334  BDSDO3 LDA TABLE,X :GET HIGH ORDER, SECOND
:TONE

0051 0334 SDOTAC STA T2LH STORE IN TIMER 2

0052 0337 3D OSAC STA T2CH iTHIS STARTS TIMER 2
;GOING

0033 03A  A240 LDX #ONDEL GET TONES-ON DELAY
JCONSTANT

00se  033C 203503 ON JSR DELAY iDELAY WHILE TONE IS ON

0053 03F  CA DEX

003 030 DOFA BNE ON

0057 ;42 ASOD LDA 300

0038 e SDOBAD STA ACR) {TURN BOTH TIMERS OFF

o009 07 SDOBAC STA ACR2

0060  OMA A2 LDX #OFFDEL GET TONES-OFF DELAY
SCONSTANT

0061 0C 205503 OFF ISR DELAY :DELAY WHILE TONE IS OFF

o6 OMF  CA DEX

0063 3% DOFA BNE OFF

0064 0352 AC 0203 IMP DIGIT GO BACK FOR NEXT DIGIT
:OF PHONE NUMBER

0065 M35 :

0066 0385 THIS IS A SIMPLE DELAY ROUTINE FOR THE TONE ON AND

iOFF PER}

0067 s g

0068 M3 ASFF DELAY LDA ¢DELCON GET DELAY CONSTANT

0069 @s? » WAIT SEC :DELAY FOR THAT LONG

0070 053 ESOI SBC 301

0071 @SA  DOFB BNE WAIT

w072 M @ RTS

0073 @sD :

00 a33D ;THIS 1S A TABLE OF THE CONSTANTS FOR THE TONE

s @D FREQUENCIES FOR EACH TELEPHONE DIGIT. THE

0076 WD JCONSTANTS ARE TWO BYTES LONG, LOW BYTE FIRST.

0T 035D :

w!e @D 13 TABLE .BYTE $13,30257%.301 :TWO TONES FOR 0"

07 WME @

w0 WSF

0 W o

01 6%l  CD -BYTE 3CD,302.39E.50; TWO TONES FOR *

w19 mez W@

079 063 9

W me 01

0080 ;36 fa ) BYTE $CD.322,$76,301 k

080 mes @

o080 0367 7

0080 08 O

0081 (] [ae] BYTE $CD.302.553,501 | o

081 0l6A @

08l 0B 3

008} oeC 0

we:  ®eD 8 BYTE 3893 39E501 ; ‘4

w062 WSE @

0082 OWF  9E

a2  ®M 0

0083 on L -BYTE $89.302.876,301 .

o083 @72

0083 | *

oa3 @M o

s @ ® BYTE $89.302353301 : ‘6

o0se @6 @

wes ®mT 9

s ©B o

o0ss 079 4B BYTE S4B3O2S9ES01 : 7

s 0TA @

o0ss  3TB %

wes  @IC 0

0086 D 4B BYTE $4BSQ2876.801 ;| ¢

0es  ®BEF @

[ ] e 16

wee o0 0

os? 0 4B BYTE $48,502,§51,501 | v

Fig 4-41: Phone Dialer Program (continued)

122



BASIC TECHNIQUES

[+ (3 w

os? o3 9

o7 Ul o

sy 0385 .END

ERRONS » GUDD <0000

SYMBOL TABLE

SYMBUL  VALUE

AURIL AB ACR2 ACOB DELAY 0355 DELCON  OOFF
o e NOEND 030A NUMPTR  00CO OFF 04C
OFFDEL 0020 ON ['1i1eg ONDEL 0040 PHONE 0300
TICH Aus TILH Aw? TILL A4 TICH ACOs
T2LH A TiLL ACOH TABLE 0D WAIT 0357

END OF ASSEMBLY

Fig 4-41: Phone Dialer Program (continued)

Register Y is used as a pointer to the current digit of the telephone
number being dialed. It is first initialized to O:

PHONE LDY #300

IMPTI
T E—
™~ appeiss )

E‘Fﬁ

DIGIT
°
NUMPTR
ON DEL
OFF DEL
Fig 4-42; Telephone Dialer:
Indirect iIndexed
Access (top) and Memory
Map (bottom) me
PAGE O

Next, the digit is obtained, using an indirect indexed addressing tech-
nique (see Fig 4-42). It is assumed that the complete telephone number
has been stored sequentially starting at address ‘“NUMPTR”’, and is
terminated by the value ‘““OF”’, which indicates the end of the tele-
phone number.

DIGIT LDA (NUMPTR),Y GET DIGIT

The index register Y is then incremented, so that it will point to the

next digit the next time around. We check if the last digit (“‘OF’’) has
been found, and, if so, the program terminates:
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INY
CMP

BNE NOEND

RTS

We will assume that we have not yet reached the last digit of the tele-
phone number, and we will proceed. The value of the digit itself must
be multiplied by four since we have already pointed out that the equiv-
alence table between the digits and the half periods contains four
bytes per entry. The multiplication by four will be performed by two
successive left shifts. The result will then be stored in register X so that
it can be used as an index:

NOEND ASL
ASL
TAX

Next, both Timer A and Timer B are set to the free running mode:

.LDA

STA  ACRI
STA ACR2

EQUIVALENCE
TABLE

cb

TiLL

4BYTES

02

PER ENTRY

53

TILH

o)}

T2l

T2CH

(digit 3 is being dialed)

Fig. 4-43: Loading the Timer

They are then loaded each with the half-period retrieved from the
equivalence table (see Fig 4-43):

LDA TABLE, X
STA TILL

INX
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LDA TABLE, X

STA TILH

STA TICH

INX

LDA TABLE, X
STA T2LL

INX

LDA TABLE, X
STA T2LH

STA T2CH

Once both timers have been actuated, the tone must simply be gen-
erated for a set period of time. This duration is specified here by the
value ONDEL. The required delay is obtained by the subroutine
DELAY, and a secondary ‘“ON’’ loop.

LDX #ONDEL

ON JSR  DELAY
DEX
BNE ON

Finally, once the tone has been generated for the correct duration,
both timers are simply turned off:

LDA  #3$00
STA ACRI
STA ACR2

then a delay of silence is generated:

LDX #OFFDEL

OFF JSR  DELAY
DEX
BNE OFF

and the program returns to the beginning in order to generate the
tones corresponding to the next digit:

JMP  DIGIT
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The DELAY routine is a classical one:

DELAY LDA #DELCON

WAIT SEC
SBC  #301
BNE WAIT
RTS

The equivalence table which specifies the half-period equivalence for
the tones to be generated appears at the end of the program on Fig
441.

Let us compute here the half periods corresponding to each of the
frequencies which have been generated. Seven frequencies must be
generated: 697, 770, 852, 941, 1209, 1336, 1477.

As an example, for a frequency N = 697Hz, the corresponding peri-
od is 1/N = 1434.7 microseconds. The half period is therefore 717 mi-
croseconds or 02CD hexadecimal.

DESIRED HALF N=HALF HEX
FREQUENCY PERIOD PERIOD—1.7 for Ex. 4-4

697 717.3 716 02CC
770 649.3 648 0288
852 586.8 585 0249
94 531.3 530 0212
1209 413.5 412 019C
1336 374.2 372 0174
1477 338.5 337 0151

Fig. 4-44: Computing the Timer Constants

Similarly, the half periods for the other frequencies appear on Fig
4-44. The corresponding hexadecimal values have been used in the
program of Fig 4-41.

Let us now examine some possible improvements to this basic pro-
gram.

Exercise 4-4: Some improvement is possible as to the precision with
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which the frequencies are generated. Referring to chapter 2 of this
book or else to a hardware manual, you will notice that Timer 1 in
free-running mode does not generate a tone of exactly the expected
frequency. In fact, it adds either 1.5 microseconds or 2 microseconds
to the half-period value that has been loaded in the counter register.
Recompute the half frequencies that should be used assuming that
both Timer 1 and Timer 2 add on the average 1.75 microseconds to
every half-period.

Note: Don’t look yet, but the answer is on Fig. 4-44.
Exercise 4-5: This program can also be improved functionally by add-
ing a programmable ‘‘silence’’ symbol. This is useful in some coun-
tries for international dialing or within a company to obtain access to
an outside line. One must first dial some digits to get a line then wait
for a specified duration before dialing the actual number. Incorporate
this change in the above program.

A hardware improvement for cleaner frequencies is shown below.

TONE t 2 our
TONE 2 AAA 1

<

Fig 4-45: Suggested Hardware Improvement for Cleaner Frequencies

SECTION 2: COMBINATIONS
OF TECHNIQUES

INTRODUCTION

The programs presented in this section will use a combination of the
techniques presented in this chapter and will be developed for the KIM
board. The only significant difference between KIM and SYM for the
purposes of these exercises will be the location of the PIO’s in the
memory map. The interested reader is referred to Fig 2-4 for the actual
KIM memory map. Since the programs are written in assembly-level
language using symbolic labels and operands, most of them would be
identical for SYM. It is only during the assembly process (either
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through an automatic assembler such as the one presented in Appen-
dix A, or through manual assembly), i.e., at the time the hexadecimal
representation for the instructions is generated, that differences will
appear due to the differences in memory assignments.

FREQUENCY

Nmax
NmiN
§ -4 $ TIME
] T 2 3
Fig. 4-46: A Siren Sound
I TURN SPEAKER ON

‘ Fig. 4-47: Siren Flow Chart -
4

Up Ramp
I SWITCH SPEAKER STATE ]

{
| DELAY —]
|
[ DECREASE DELAY 1 ‘
|

| TURN SPEAKER ON ]

e TR B
[ SWITCH SPEAKER STATE
|
[ DELAY ]
|
[ DECREASE DELAY ]
T
‘ YES
[ DELAY = MAX J
Fig. 4-48: Stopping at Nmax l
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GENERATING A SIREN SOUND

The graphic representation of a siren sound is shown on Fig 4-46.
This sound starts at the minimum frequency Nmin, and increases dur-
ing time T up to a maximum value called Nmax. The tone frequency
drops then instantaneously to Npjp; and resumes its upward progres-
sion until time 2T, and so on. The flow-chart for generating a sound
of increasing frequencies is shown on Fig 4-47. In addition, the maxi-
mum frequency should not exceed Nppax, or else the sound will be-
come inaudible (or else cannot be generated by the speaker any more).
The flow-chart for repeatedly generating the ramp is shown on
Fig 4-48.

The program is shown on Fig 4-49. It approximates the shape of
Fig 4-46.

3} SIREN
;
FA =$1700
PAL =$1701
14
0000: FF DELAY JRYT S$FF
«=%40
0040 A% 01 LOA #301
0042: 80 01 17 STA FAD
004S: 8D 00 17 STA FPA
0048: EE 00 17 SWITCH INC FA
004E: A6 00 LDX DELAY
Q04p: Ca LOOF DEX
004E?! [0 FIt ENE LOOF
0050: Cs6 00 LEC DELAY
0052: 4C 48 00 JMF SWITCH
’
SYMROL TABLE:
Fa 1700 FAD 1701 DELAY 0000
SWITCH 0048 LOGF 304D

DONE

Fig 4-49: Siren program for the flow chart of Fig 4-47

The speaker is attached to the IORA register (memory address
1700), in bit position zero. It can be attached directly. For a better
sound, the circuit of Fig 4-50 is recommended. The data direction reg-
ister DDRA for this PIO must first be configured so that bit zero is an
output:

LDA  #301
STA PAD DDRA
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on

Fig. 4-50: Connecting a Speaker (Improved)

The speaker can then be turned on. Turning the speaker on and off
can be easily accomplished by a programming trick. This consists of
using the INC instruction. This instruction will increment the contents
of the designated register and will generate successive numbers which
will be alternately odd and even. This guarantees that the right-most
bit (bit O, to which the speaker is connected) will switch from the value
zero to the value one. This allows turning the speaker on and off with
only a single instruction, versus two if a different pattern had to be
loaded in the accumulator and then transferred to the ORA. Let us
turn the speaker off. The speaker will remain off for a duration speci-
fied by the constant ‘“‘DELAY.”” The delay loop is the following:

STA PA INITIAL VALUE IN ORA
SWITCH INC PA

LDX DELAY
LOOP DEX
BNE LOOP

Once the value DELAY has been used, it is decremented:
DEC DELAY

This way, the next time around, the delay value will be smaller and the
tone will be higher in pitch. The speaker must now be switched:

JMP SWITCH

The program above implements the upramp of the siren sound as
shown on flow chart 4-47.

Exercise 4-7: Complete the program as per the flow-chart of Fig 4-48
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to generate successive upramps, and generate a true siren sound.

Exercise 4-8: Write a siren program which goes up in pitch, then
down, then up again, etc.

SENSING AN INPUT PULSE

In this program, a switch will be depressed and the program must
measure the duration during which the switch is held down, then
beep n times through the loudspeaker, where n is the time during
which the switch was depressed, expressed in seconds. The speaker is
connected to bit 0 of the IORA as in the preceding program. The switch
is connected to bit 7 of the IORA, for easy detection. The connection
is illustrated on Fig 4-51.

7 0

1ORA

Fig. 4-51: Connecting Switch and Speaker

The flow-chart for the program is shown on Fig4-52. The delay
duration during which the key is pressed is measured in units of .25
seconds, then converted into seconds. The speaker is then activated
and timed.

The program is shown on Fig 4-53. It follows the previous flow-
chart and should be self-explanatory.

PULSE MEASUREMENT

In this program, the time during which the key was depressed will be
measured, and a sound will be generated. The number of beeps
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SWITCH DOWN DURING DURATION

I COUNTER=0 —J
[ INITIALIZE PIO I

[} ‘ YES

[ COUNTER=COUNTER + 1 1

l DELAY .25 SEC J
AL SWITCH DOWN?
Notes ‘ o
eCOUNTER hoids “’'n”’
DIVIDE COUNTER
(nurpber of bfeeps). BY 4 SERONDS
* N is a duration. l
[ N=DURATION ]
— i
[ LAY ]

[ SWITCH SPEAKER STATE 1

1
[ ]

 C—

YES

[ DELAY .25/SEC I

t

[ COUNTER=COUNTER — 1 ]

“°

Fig. 4-52: Detailed Flow Chart
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0040
00423
00452
0047
00492
004C:
004F
0051
0053
0055
00572
0058
005A:
QOSE:
oosh:
00602

00622
0064:
00662
00682
Q06A:
006C¢
00602
Q04F ¢
00712
0074
00753

0077
0079
0078B:
007C:
007E:
007F 2
0081
0083:
0085

SYMEOL TAELE:
T

FOL
BL1Y
cLt

DONE

a9
8D
A%
85
8h
AD
30
E&
A2
A0
c8
Do
E8
no
AD
10

45
44
A9
A2
AO
cs
o
49
ap
E8
Do

A2
A0
c8
Do
E8
Do
Cé

10°

00

01
o1
00
00
00
00
FE
00
an
00

FIt
F8
EF
00
00
00
80
00
FD
01
00
F3

30
00

FI
F8

00
El

17

17
17

17

17

FA
FAD

FOL
CPT

EL2
EBL1

$SWITCH

SOUND

cL2
CL1

=$00
=$17
=$17

=$40
LbA
STA
LDhA
STA
STA
LA
BMI
INC
Lox
Loy
INY
EBNE
INX
BNE
LDA
EFL
IS U
LSR
LSR
LDA
Lox
Loy
INY
BNE
EOR
STA
INX
BNE

BASIC TECHNIQUES

00
01

$01

FAD $FAC IS OUTFUT
#0

T

FA

FA .

FOL FSWITCH UFR?

T

$430 7.29 SEC DELAY
$0

EBL1

BL2

FA

CFT

F: RING SFEAKER ONCE.

T $DIVIDE RY FOUR
T

£0

$380

$00

CL1
*1
Fa

CL2

SNEW 1/4 SECOND DELAY

L2
o1

00090

004C
0057
006C

LDXx
Loy
INY
BNE
INX
ENE
DEC
BFL
ERK

Fa
CF
S0
oL

#4300
#00

oLt

L2
T
SOUNT

1700 FAD 1701
T 0051 kL2 00355
UND 00&% cL2 O06A
2 0077 oLt 007R

Fig 4-53: Switch Closure Measurement Program

should be proportional to the duration of the switch closure.

The flow-chart for this program is essentiaily analogous to the pre-
vious one and it is shown on Fig 4-54. The corresponding program is
shown on Fig 4-55.

This program uses the DELAY subroutine which measures a .25
second delay. The flow-chart for this subroutine is shown on Fig
4-56. The corresponding program is shown on Fig 4-57.
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INITIALIZE PIO
TIMER =0

lyss

[

[ TIMER=TIMER +1

—

!

[ DELAY 250 MS 1

YES

I READ TIMER

|

!

GENERATE SOUND OF
FREQUENCY PROPORTIONAL
TO TIMER FOR } SEC

I

Fig. 4-54: Switch Time Measure

PA =$1700

FAD =$1701

DL250  =$0090

FREQ =400C0

’

+=00

0000: 00 T +BYT $00

’

+=$40

0040: A% 00 LDA #00
0042: BS 00 STA T
0044: 8D 00 17 STA FA
0047: A9 01 LOA #01
0049: 8D 01 17 STA FAD
004C: AL 00 17 POL LDA FA
004F: 30 FE EMI FOL
00513 E4 00 CPT INC T
0053: 20 90 00 JSR DL250
0056: AD 00 17 LDA FA
0059: 10 Fs EFL CFT
Q0SE: AS 00 HERE Lna T
0050: 0A ASL A
O05E: 0A ASL A
Q0SF: 20 €O 00 JSR FREQ
0062¢ 4C SE 00 JMF HERE
SYMBOL TARLE:
PA 1700 FAD
FREQ 00Co T
CFT 0051 HERE
DONE

FINIT TIME

FRIT O QUT
$POLLING. ..
»NOT FRESSED,

3 INCREMENT TIME
$250 MS DELAY.

iMFY RY TWO
iMFY BY TWO AGAIN

iMAKE TONE.
1701 nL25¢0
0000 FOL
OO05E

Fig 4-35: The Switch Time Measurement Program:
Tone Generation
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00CO: 85
o0Cc2: A9
Q0C4: A2
Q0C6: A4
o0Cc8: C8
Q0C?: IO
QOCE: 49
oocn: 8D
oono: E8
oopt: DO
00n3: AS
QoDS: &0

BF
00
80
EF

FD
ot
00

F3
EBF

BASIC TECHNIQUES

$MAKES A TONEs USES REG. A
$ASSUMES FA SET FOR QUTFUT,
sFREQUENCY CONSTANT IN REG. A ON ENTRY

A =$1700
=$FF

Mo

-

+=$C0
FREQ STA F

LA #0

LOX #480 s DURATION CONSTANT
FL2 Loy F sFREQUENCY CONSTANT IN Y
FL1 INY

ENE FL1

EOR #1

17 STA FA # TOGGLE FAO

INX

ENE FL2

LbA F

RTS

SYMEOL TAELE:

FA
FL2
DONE

1700 F QORF FREQ
00Cé FL1 00C8

Fig 4-55: The Switch Time Program (continued)

!
|—7 SAIEY J
ST

!
r Y=Y+1 J

l YES

r X=X+1 J
{
e >

l YES

RESTORE Y

L]

out
Fig. 4-56: 250ms Delay Flow Chart

00C0o
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0090:
0091
0093
0095
00962
00983
0099
009B:
009C:

SYMBOL TABLE?
DL250

DONE

98
A2
A0
ce
o
E£8
Do
A8
60

30
00

Fo'

F8

KKK
3250

sREG.
?

nL250

oL2
bL1

0090

¥ DL250 kXK xk
MILLISECOND DELAY
Y UNAFFECTED

«=$90
TYA FSAVE Y
LDX #$3D
Lty #0
INY s INNER LOOF
ENE DL 1
INX
ENE DL2 sOUTER LOOF
TAY $RESTORE Y
RTS
oL2 0093

Fig.4-57: 250ms Delay

oLt 0095

Exercise 4-9: The flow-chart of Fig 4-55 has been written so that each
box in the flow-chart corresponds to one instruction in the program of
Fig 4-54. Using this flow-chart, or else the program, write on the left
of each box the duration of the delay it introduces. Compute the re-
sulting internal delay duration for this subroutine. Is it exactly 250

ms?
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FRKKKRK TIMELO kkkkX
31710 SECOND DELAY

’
TIMER =$1707
o =490
H
+=39E
Q0%E: B86 %D TIMELO STX It
00A0! A? 62 TO LDA $362 sDECIMAL 98
00A2: 8D 07 17 STA TIMER
Q0AS: AD 07 17 T1 LOiA TIMER
Q0AB8: 10 FR BFL T1
00AA: C6 9D EC It
00AC: DO F2 ENE TO
Q0AE: 60 RTS
SYMEOL TARLE:
TIMER 1707 o [eTeli] TIMELO 00%E
T0 00A0 Ti 00AS

Fig 4-39: Generating a 0.1 Second Delay

A SIMPLE MUSIC PROGRAM

As a preliminary step to playing music, now let us generate a sound
with the speaker, using a prédgrammed delay. The flow-chart is shown
on Fig 4-58 and the delay subroutine is shown on Fig 4-59. Prior to
using the subroutine, the constant F must be loaded with the appro-
priate delay duration which will determine the frequency of the sound.

In order to generate music which has some resemblance to actual
tunes, it is necessary to generate a sound of specified frequency and
also to control its duration. The musical symbols used to indicate the
duration of a tone are shown below:

=1

Jd=2

Musical Symbols d=3
d =4

(. = +50%) d=6
O=8
=12

The dot which may follow a note indicates plus 50% duration. Over-
all, there are seven possible durations. Additionally, it is necessary to
represent a ‘‘silence’’. At a minimum, this information will require
three bits in an encoded format, or else four bits in a decoded format.
(A decoded format is one where the values 1, 2, 3, 4, 6, 8, and 12 are
represented by their actual binary representation.)

To represent the notes of one octave, A, B, C, D, E, F, G must be
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represented, as well as the six half notes between them. This represents
a total of 13 keys for one octave. If more than one octave should be
used, then one full byte should be allocated to represent the tone. If
the reader is limited by the amount of memory available on his board,
he may wish to restrict his tunes to 16 possible keys and would then be
able to use an encoding where the left half of every byte represents the
duration and the right part of every byte represents the notes.

Here, we will play simple tunes and use a straightforward encoding
technique, where one full byte is allocated to the duration, and one
full byte is allocated to the note frequency. Three examples, a Mo-
zart Sonatine, a Bach Chorale and a popular children’s song are shown
on Fig 4-60, 4-61 and 4-62.

The flow-chart for the corresponding music program is shown on
Fig 4-63 and the program itself appears on Fig 4-64.

A .1 second timer is a simple preliminary subroutine which will gen-
erate a .1 second delay (see Figs 4-58, 4-59).

Address Duration F Note
00 09 20 ad A
2 04 4F do#d  C#
4 04 6B mi E
6 05 12 sol#de G
8 01 20 la A
A 01 39 sid> B
C OF 20 la o A
E 02 00
12 09 7C fatd  F#
12 04 6B mid g
14 04 91 lad A
16 04 6B mid E
18 04 59 rd D
1A 09 4F dotd g
1C 00 00
1E
20

Fig. 4-60: Mozart Sonatine
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Address Duration F Note
00 88 44 do C
02 06 59 re D
04 06 6B mi E
06 88 83 sol G
08 06 74 fa F
A 06 74 Jfa F
C 88 91 la A
E 06 83 sol G
10 06 83 sol G
12 88 A3 do C
14 06 9E si B
16 06 A3 do C
18 06 83 sol G
1A 06 6B mi E
1C 06 44 do C
1E 88 59 re D
20 06 6B mi E
22 06 20 la A
24 88 83 sol G
26 06 74 fa F
28 06 6B mi E
2A 88 59 re D
2C 06 44 do C
2E 06 04 sol G
30 06 4 do C
32 88 39 si B
34 06 44 do C
36 06 6B mi E
38 06 83 sol G
3A OE A3 do C
3C OE 44 do C
3E 00 00

Fig 4-61: Bach Chorale
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Address Duration F Note
0 04 44 dod C
2 04 44 dod C
4 04 44 dod™C
6 04 59 réed "D
8 09 6B mid E
A 09 59 réed D
C 04 44 dod C
E 04 6B mid E
10 04 59 réd D
12 04 59 réd D
14 09 44 dod C
16 10 00
18 04 44 dod C
1A 04 44 dod C
1C 04 44 dod C
1E 04 59 ré d D
20 09 6B mid E
2 09 59 réd D
24 04 44 dod C
26 04 6B mid E
28 04 59 réd D
2A 04 59 réd D
2C 09 44 dod C
2E 00 00

Exercise 4-10: Verify whether the subroutine implements a .1 second
delay exactly. Verify the duration of every instruction and the number
of times that the loop is executed. Compute the corresponding delay.

KIM TRAFFIC CONTROL

A possible connection for a traffic control simulation is shown on
Fig 4-66. It is equipped with switches in every direction, which will be
used to indicate the presence of a car or else a pedestrian call.
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0010
0012
0015
0018
001A:
001B:
001D¢

A?
8D

-
<

10
CA
Do
40

31
07 17
07 17
FB

F3

‘F” CONTAINS DELAY

X =DURATION J

|

A=AEOR1 ]

!

L SWITCH SPEAKER WITH A I

L

T
X=X+1 1

Fig. 4-63: Play Sound Flow Chart

FKXKXK PLAY

Fa =$17

PAD =%$17

TIMER =%17
«=00

ADDRS .=.42
TEMF =t
YSAVE . =.+1
F e=otl
H
.=%$10
TIME20 LDA
STA
T1 BIT
EFL
LEX
BNE
RTS

S

‘ YES

ouT

A TUNE k¥00x
00
01
07

$$31
TIMER
TIMER
T1

TIME20

Fig 4-64: Playing a Tune
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0020
00228
0024
00242
00292
002R:
002C3
002E:
0031
0034:
0036
00372
0039
Q03B

84
85
A9
sn
A4
ce
ro
EE
2c
10
Ca
Do
Ad
60

03
04
31
07
04

FREQT

FT0
17

FT1

FT2
FD
00
07
F3

17
17

FT3
ER
03

0040
00423
0043:
00452
0048
004Ek:
004D:
Q0350
Q0533
00553
00583 A0
205a¢ K1
005C: 89
Q0SE: 29
0040 AA
00461 F0 F5
0063 (3
0044 mi
Q0465 FO
00481 20
004 24
0060 30
004F ! A2
N071 20
Q0748 Ca
D075 A
00780 20
QOTH! FO

A2
?A
A9
8n
8n
AP
8l
en
A?
8n

oF START
00
Fa
FE
i
Fo
FF
ot
o1
00
00
02
7F

17
17

17
17

DACAFO
NEXT

o0
Lo
29
02
05
92
19 00

AFTER
=0
10
F7

(30

00 THHE

SYMBOL TAERLE:®
Fa

ADDRS

F

1700
0000
0004
0020
002F
0058
0078

FREQT
FT2
RACAFO
TONE

+»=$20
STY
STA
Lua
STA
Loy
INY
ENE
INC
BIT
RBFL
DEX
ENE
LIy
RTS

+=$40

LIXx
TXS
LDA
STA
STA
LA
STA
STA
(1153
STA
Loy
LDa
STA
AND
TAX
REQ
INY
LA
REQ
J5R
BIT
BMI
LOX
JSR
INY

1
JSR
REQ

FAD
TEMF
TIME20
FT0

FT
NE

YSAVE

$431

TIMER sSTART TIMER (1/20 SEC.)
F

FT2
SSWITCH SFEAKER
STIME ELAPSEDN?
3NO: GO ON.

TIMER
FT1

FTO
YSAVE

+$0F

%00
$17FA
$17FE
$$1C
$17FE
317FF
$301
Al
$¥$00
(ARDRS) » Y
TEMF
E37F

s INTERRUFT VECTOR

sFAD IS OUTFUT

sOURATION
DACAHFO

CADDRS Y » Y
ToNE
FREQT
TEMF
AFTER
$302
TIMEDD

MHEKT
TIME S
AF FER

TIMER
YSAVE
T1
FT1
START
AFTER

1701
Q002
0010
0024
3 0036
XT 005A

Fig 4-64: Playing a Tune (continued)
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Exercise 4-11: Write a traffic control program which meets the follow-
ing specifications:

o Minimum yellow duration: 3 seconds

e Whenever a car presence is detected (by holding down one of the
switches) extend the green duration for that duration by three seconds.
e Maximum green duration in any direction: 2 minutes, if there isa
request in the opposite direction.

e Blink the lights at night (a night indication is provided by a separate
switch).

e A possible flow-chart for this program is shown on Fig 4-65. Write
the corresponding program.

A GREEN. 8 R€D
¥ =0 (ACTIVE DRECTION =A)

YES

DELAY 3 SEC

T=t+3

Yoot
(A ORS ACTIVE)
(8))

NO. ACTUATION N YES
A oomcnOn?

hisd T > 17 SEC?

A RED, 8 GREEN
¥ =1 (B OIR~ ACTIVE)

A GREEN. 8 RED
¥ =0{A DR ACTIVE}

Fig. 4-65: Traffic Flow Chart

LEARN THE MULTIPLICATION TABLE

As a final exercise, this program should teach the multiplication
table. The program should blink an LED or the loudspeaker n times,
with n between 1 and 10, then wait 2 seconds, then blink again p times,
with p between 1 and 10.

143



6502 APPLICATIONS
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Fig. 4-66: Tratfic Controller

The user must then push n times on a push-button switch to enter his
answer. An audible acknowledgment should be provided by the speak-
er. The user terminates his answer by not pushing on the switch for 3
seconds or more. If the answer was correct, the LED should light up
for five seconds. If the answer was not correct, the LED will blink.

Exercise 4-12: Design the corresponding flow chart, and write the pro-
gram. (This program is simple but somewhat longer than many of the
previous ones. If you really need the answer, it is shown in Appendix
B.)

SUMMARY

Simple input-output devices have now been connected to a 6502
board. We have learned how to realize simple hardware interfaces,
and how to develop simple applications software to sense and control
an external environment. Although the complexity of the applications
presented here has been kept low, more complex applications could be
developed using the same simple hardware. We are now ready to pro-
ceed to more complex programs and interfaces in Chapter 5: Indus-
trial and Home Applications.
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CHAPTER 5

INDUSTRIAL AND HOME
APPLICATIONS

INTRODUCTION

The basic skills for connecting simple devices to a 6502-based micro-
computer board, and for developing the basic applications software,
have been presented in Chapter 4. Here, more complex devices will be
interfaced to the 6502 board, and more complex applications software
will be developed. The applications presented are typical home and
industrial control situations. In the next chapter, microcomputer
peripherals will be interfaced to the 6502 board.

The first application presented here will be a traffic-control simula-
tion. Traffic lights will be simulated by LED’s on the board and appli-
cation programs of increasing complexity will be developed. The pres-
ence of cars will even be detected by simulated loop detectors, normally
embedded in the pavement, and simulated here by push-button switches.
The skills required for developing these hardware and software interfaces
are those required by a real industrial control environment.

Then, a 5 x 7 dot matrix LED will be interfaced to this system. This
is a technique frequently used in the display of data. Dot matrices are
used, not just for LED’s, but to represent characters on a television
screen, or on a dot matrix printer. This dot matrix will be used to dis-
play actual switch values as sensed by the 6502 board.

Tones will then be generated with the loudspeaker in order to de-
velop simple music programs. The set of switches will be used to spe-
cify which note should be played. The skills acquired in controlling the
sound of the speaker will also be used by the next program to generate
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sounds such as a siren.

The next application program will implement a burglar alarm system
for a home or a building. A light beam will be used as one of the de-
vices which detect a possible intrusion. Whenever the light beam is
interrupted the alarm will be sounded through the speaker. Many
additional improvements will also be proposed in the exercises.

The speed of an ordinary DC motor will then be controlled by the
computer. It is, in fact, quite simple to control the speed of a motor using
digital techniques. These techniques and the required hardware inter-
face will be presented.

In the next application, a heat sensing device will be connected to
the microprocessor board, and the temperature measurement will be
output in the form of an audible sound. The higher the temperature,
the higher the pitch of the tone will be. This will introduce the concept
of analog to digital conversion, and the actual hardware and software
techniques used to effect this conversion will be presented here.

The reader is encouraged to build the actual applications board #2
required by the programs in this chapter. All components used on this
board are low in cost, and normally readily available from an elec-
tronics shop (except perhaps for the digital to analog converter which
must often be ordered from a distributor). Photographs of the actual
board are shown on Fig 5-1, 5-2 and 5-3.

Fig. 5-1: The Application Board #2
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Fig. 5-2: Underside shows wire-wrap

Fig. 5-3: For convenience Application Cables connect to board
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In view of the limited number of ports normally available on the
output of the microcomputer board, four connectors labeled H1, H2,
H3, and H4 have been installed on the board to facilitate the connec-
tions and avoid rewiring between programs. These connectors have
been designed to mate directly to the SYM external connection cables
but could be readily adapted to the output of other microcomputer
boards. For each application, it will be necessary to plug in one or
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two of the output cables coming from the board to the corresponding
connectors shown on the applications board. The details of each con-
nection will be indicated at the beginning of each application.

The component layout for the board is shown on Fig 5-4. The con-
nectors detail is shown on Fig 5-5 A and B. The details of each connec-
tion is shown within the paragraph corresponding to each application.

CONNECTOR

H1 ww
PINNO. 2
-NMVYCC

ON THE

VCC to—1t
GND;

PAS BOTTOM

FH
..pl
HO
%

)
61sBOF | PAd H o b §SIOE
VIA X1 PA3 " yel
IORA ) pay T 7a0a £
(A0} | pal T3 12 7
PAD Joes <]
L s e
P8O {o——of HAL <)
\ORB r——» SWITC]
(AG00)

_ i t

PINNO. e
VCCo—J-‘——
GND,
(Msaf’ﬁ
PA? S~ SWITCHB4
pag oL < 83
PASOS — . - 82
VAN Y pasod e - gy
{ORA PA3 0_3—. < Al
AL ) paz o v A3
PAl O T AZ
PAQ O———a—em ” Al
se
P87 o—%—. ROW 1 OF LED MATRIX (PIN 2)
PBS Ol ROW 2 - n2)
VIART N ppi o8 o rOW3 . (3)
10RB 9 .
acco { B3 ROW 4 (4)
(EXCEPT | PB2 O——e ROWS - 0h
P8s) 7B o-g_. ROW 6 - 00)
PBO O e ROW? ” (4]

Fig. 5-5a: H1 and H2 Connectors

A wire-wrap technique has been used to connect the wires to the pins
on the back of the board as shown on Fig 5-2. It is naturally possible
to solder the wires. Do not forget the usual precautions in handling
LSI circuits: all instruments (including yourself) should be grounded.
As a final detail, the pot trimmer (variable resistor) connected in series
with the loudspeaker should not be set to the value zero. If it were,
the pot might burn when power is applied to the speaker, in the case of
a board like the SYM where the speaker would be connected to one of
the buffered outputs (in addition the output transistor is also likely to
burn out). An additional resistor in series with the speaker is recom-
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mended for this reason.

The goal of this chapter is to teach you actual applications tech-
niques which should enable you to create either home applications of
significant complexity or to solve actual industrial control problems in
a realistic environment. At the end of this chapter, you should have
acquired all the basic skills required to start developing complex ap-
plications on your own. If specific interfacing problems should be en-
countered, reference C207 ‘‘Microprocessor Interfacing Techniques’’
is suggested.

Important note: In order to use one more input-output line, tran-
sistor 1 (centermost) of the four buffered ports of the SYM is bypassed.

The programs presented in this section have been designed to be
improved. The alert reader will notice that many improvements in
style are possible. Such improvements are proposed or described
in the exercise section at the end of every application. When reading
the programs, it is suggested that you watch for such possible im-
provements in the coding. However, it is only in the next chapter that
we will present optimized programs, once all other problems have
been solved.

Again, in this chapter, a large number of exercises will be proposed.
It is strongly recommended that most of these exercises be solved
either on paper or on a real microcomputer board. They have been
carefully designed to insure that concepts presented in the preced-
ing section were actually learned, and that you can use them creative-
ly. If you can solve the exercises without looking at this book, you will
have effectively learned how to resolve your own applications prob-
lems.

CONNECTOR
H3
PINNO.

CONNECTOR
Ha
PIN NO.

VCC o vee o
GND Oy O
D e GNDO———  (Ms8)
ofviars ~W o R— e PA7 O~ I/PB OF DAC (PIN 5)
\ORA | PA? O (PHOTO TRANSISTOR) o ernmmng
ACOl | PA8 O=S——s (MOTOR) VIA#! O I/P6 Y
PB7 O—l2—s (SPEAKER) \oRa | PA4 OF———e 5 " (B)
Pos o——o; (SMALL RELAY) oo ) P oTe—e ipa = )
ViIAg3 | PBS Oume— BIGRELAY 1) PA2 O I/P3 (10}
78 PAl O /P2 (1)
1ORB PB4 Orosma—e- COL 5 OF LED MATRIX (PIN 13) a0 o2 .
AC00 PB3 Owpm———e- COL4 - (a) LS8 OF © — :i;;) 12)
P . " 8
:f o"_.gﬁi “ :;{ v&: B0 O-22e COMPARATOR O/P (MS. PIN 10)
P8O 027_. ot ) ADOO

Fig. 5-5b: H3 and H-4 Connectors
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A TRAFFIC CONTROL SYSTEM

We are going to develop programs to control a simulated intersec-
tion. The diagram of the intersection appears in Fig 5-6. It has two
directions of traffic flow identified as A and B. In traffic control jar-
gon they are called the “‘phases.”’ The two traffic lights for both direc-
tions of a phase, such as the two traffic lights for arterial A, will dis-
play the same color (green, yellow, or red) at the same time. Similarly,
the other two traffic lights for phase B will be turning on simultane-
ously. These four sets of traffic lights will be simulated on our board
by four sets of green, yellow, and red LED’s. Additionally, we will as-
sume that vehicle loop detectors have been embedded in the pavement
at the locations marked A-1, A-2, B-1, B-2 in the diagram of Fig 5-6.

B
ETECTOR
[3
Y
G

A - - A

PETECTOR
Al
G
Y
R
OETECTOR]
8

Fig. 5-6: The Traffic Control System

DDRA IORA 7404 \
PRRA
ol 4 o @_ GREEN A
— b
[ ﬁ'>o——@ YELOW A
2| & RED A
I = A%
300 q’>o——@ GREEN B
Al {>o——€ B— YELOW B
L Do——@_— RED B
sl o LED PAIRS
7lo
-

£
E

Fig. 5-7: Connecting the LED's
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They are called ‘‘loop detectors,’
later.

Let us first examine the hardware connection of our “‘traffic lights’’
(in fact, the LEDs) to the microprocessor system. Referring to Fig 5-7,
we are connecting a 7404 driver to the IORA register of the 6522 #1.
The LED pairs appear on the right of the illustration. For clarity, only
one LED is shown on each line. In fact, two LEDs are connected in
parallel on each line since there are two sets of traffic lights for every
phase. The actual connection is shown on Fig 5-8. In order to config-
ure the low order 6 bits of IORA as outputs, the direction register,
DDRA, which appears to its left will have to be loaded with the proper
bit pattern: ““00111111.”* A driver (the 7404) is necessary in order to
supply enough current to light up the LED’s.

and their role will be explained

g
f
o

— V3]

OS3———— SWITCH A2
via# ‘ P80 o2 SWITCH A

Fig. 5-8: Actual LED Connection

l TURN RA ON _I
AND YB OFF

l DELAY ]
TORNRA OFF
AND YB ON

l DELAY I

Fig. 5-9: Night Pattern
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We are now going to develop programs for several traffic control
algorithms. Two main cases can be distinguished: the night pattern

(flashing lights), and the day pattern.

0100
0102

0105
0107
010A
010C

010E
0111
0113

0116
0118

O11A
011D

0120
0122
0124
0125
0127
0129
012A
012C
012E

0130
0132
0134
0136

(Connection: Connector A to Connector H1)

A9
8D

A9
8D
A9
85

20
A9
8D

A9
85

20
4C

3F
03 A0
02
01
FC
00

A0

20
20
0t

0t

A0

FC
00

20 01
05 01

NIGHT LDA

NIT2

STA

LDA
STA
LDA
STA

JSR
LDA
STA

LDA
STA

JSR
JMP

#$3F
$A003

#3502
$A001
$FC
$00

DLYA
#3$20
$A001

#SFC
$00

DLYA
NIT2

*

Set VIA #1 DDRA = 3F for output
mode

Turn on yellow light in one direction
- count,

Set DLYA Count = $FC (i.e. —4)
at location $0000

Call DLYA

Turn on red light in the other
direction

Set DLYA count = $FC at
loc. $0000

Call DLYA

Repeat

Subroutine DLYA: This subroutine takes index from location 0000, loop
until this index incremented from a pre-set negative value to zero, the pre-set index
is used to control the length of delay.

A2
A0
C8
Co
DO
E8
EO
DO
E6

AS
C9
DO
60

9D
7

00
FB

00

F4
00

00
00
EA

DLYA
LPXA
LPYA

LDX
LDY
INY
CPY
BNE
INX
CPX
BNE
INC

LDA
CMP
BNE
RTS

#$9D
#371

#3$00
LPYA

#$00
LPXA
$00

$00
#3500

DLYA Looptill index = 0

—
Inner Outer
delay delay
loop loop

Increment delay count every time an
outer delay loop is completed

Fig. 5-10: Traffic Light Simulation: Night Mode (Program 5-1)

153




6502 APPLICATIONS

Night Pattern

This is the simplest pattern. The traffic lights are flashing red in one
direction and amber in the other one. This traffic control strategy is
used for isolated intersections with a low amount of traffic at night.
The flow-chart corresponding to the algorithm appears on Fig 5-9. It
states that the red for one direction and the yellow for the other one
are on or off simultaneously. They are both kept on or off for a fixed
duration called ““DELAY”’. The program corresponding to this flow
chart appears on Fig 5-10. It consists of a main program called “NIGHT”
and a delay subroutine called ‘“‘DLYA.’’ Let us examine the program.

Referring back to Fig 5-7, the Data Direction Register for the 6522
#1 must first be properly configured so that the lower six bits of IORA
will be the outputs which will drive the LEDs. This DDRA is located
at memory location A003 and the IORA is located at memory location
AO001 (refer to Fig 3-6 for the 6522 memory map).

The first two instructions load the required contents in the Data Di-
rection Register:

NIGHT LDA #3$3F
STA $A003 SET DDRA

We then simply have to deposit the appropriate pattern in the IORA
register to turn the required LEDs on or off. The pattern required for
addressing each LED pair appears on Fig 5-11.

BINARY HEX LIGHT
00000001 01 GREEN A
00000010 02 YELLOW A
00000100 04 RED A
00001000 08 GREEN B
00010000 10 YELLOW B
00100000 20 RED B

Fig. 5-11: Pattern to Address the LED Pairs
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The next two lines of the program turn on the yellow for A by de-
positing the hexadecimal value ‘02’ in the IORA register.

NIT2 LDA #$02
STA $A001 SET IORA

A delay must then be implemented. The delay value is deposited in the
accumulator and then stored at memory location “‘00’* where it will be
found by the delay routine. A subroutine jump then occurs to DLYA.

LDA #$FC
STA $00
JSR DLYA

Once the specified delay has elapsed, the hexadecimal value ‘20’ is
deposited into the IORA. This will turn off yellow in direction A and
simultaneously turn on the red for direction B. As before, the delay
duration is deposited in memory location ‘‘0,”> and a jump occurs
again to the DLYA subroutine:

LDA #3$20
STA $A001
LDA #3FC
STA $00
JSR DLYA

Finally, upon expiration of a specified delay, the program loops back
to location NIT2 where it turns on YA and turns off RB again:

JMP NIT2

The operation of the program should be completely straightforward at
this point. Let us examine the delay subroutine. The principle of delay
loops is to load a register or a memory location with a value and then
increment or decrement it until it reaches a set value. Since the reader
is presumably familiar with the decrementation technique (see ref
C202), we are here going to use an incrementation technique for a
change. However, it requires a few more instructions. An improve-
ment will be suggested in an exercise at the end of this section. The
delay subroutine appears in Fig 5-12. Since the delay to be implement-
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ed is of the order of tens of seconds, it cannot be implemented as a sin-
gle loop. A single loop delay would load a register with the value 255
(hexadecimal FF) and decrement or increment from there. The result-
ing delay would not be sufficient. In order to implement the longer
delay, we will use nested loops: an inner delay loop, and at least one
outer delay loop which will be executed every time that the inner one
has counted out. Let us examine the program. Register X is used as the
outer loop counter. It is loaded with the hexadecimal value 9D. This
value will be justified later on:

DLYA LDX #$9D

The second instruction of the program loads register Y with the hex-
adecimal value 71. Y is the inner loop counter:

LPXA LDY #$71
The next three instructions implement the inner delay loop:

LPYA INY
CPY #300
BNE LPYA

Y is incremented until it reaches the value 0. Every time that the inner

delay loop counts out (i.e., that Y reaches the value 0), the outer coun-
ter X is incremented. This is the sixth instruction in the program:

INX

Every time that X is incremented, it is compared to the value 0, and
as long as the value 0 is not reached, the branch occurs back to LPXA
at the beginning of the inner delay loop:

CPX #$00
BNE LPXA

The resulting delay so far is, therefore, the inner delay value times the
number of times that the outer delay loop has been executed.
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Every time that this outer delay loop times out, our overall delay
counter at location 00 is incremented by 1:

INC $00

This is a third delay loop. The contents of memory location 00 are
tested against the value 00 every time that they are incremented.
Whenever the value 00 is reached, we exit from this routine. As long as
it does not reach the value 0, we go back to location DLYA, i.e., at the
beginning of the previous delay loop to execute the previous procedure
again:

LDA $00
CMP #300
BNE DLYA
RTS

The overall structure of the program is shown on Fig 5-12, with its three
nested delay loops, and the timing of the instructions. The overall de-
lay will be equal to the contents of memory location 00 times the outer
loop delay times the inner loop delay. Let us compute this total delay
duration. The timing of the instructions appears on Fig 5-12. Let us
examine the inner loop first. Every time that it is executed, three in-
structions are executed lasting seven microseconds. To keep things
simple, we will require this inner loop to generate a delay of approxi-
mately 1 millisecond. The outer loop #1 will be responsible for imple-
menting a 100,000 millisecond delay (0.1 second).

2 DLYA ILDX -

2) LPXA LBY

g; INNER I LPYA l:PT, ?gg'f

3) LooP BNE LPYA "

2) INX

:2) CPX OUTER
A) BNE LPXA lO#gP
(5) INC

(3) LDA

(2) CMP

3) BNE DLYA

RTS

Fig 5-12: Loop Tuning
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Let us start with the value ‘‘80°’ (hexadecimal) in register Y. This is
128 in binary, the middle of the range which can be obtained with 8
bits. Running through the inner delay loop will result in incrementing
Y 128 times. The total duration of the loop will, therefore, be 7 X 128

= 896 microseconds. Since we want to obtain a delay of approximately
1,024 microseconds for this inner loop, we must modify the value to
be loaded in register Y. Let us compute it. We want this value N to be
such that N X 7 = 1000. N must, therefore, be equal to 1000 + 7 =
142.86. The nearest integer is 143. Since, in this particular delay sub-
routine, we are incrementing the value contained in Y, rather than de-
crementing it, we want to load in Y the value 256 — 143 = 113 decimal
or 71 hexadecimal.

Let us now compute the duration of the delay introduced by the
outer delay loop #1. One traversal of the outer delay loop will result in
a delay equal to the duration of the first instruction of the program (at
address DLYA) plus the duration of the inner delay loop, plus the fol-
lowing three instructions up to and including the branch BMI LPXA.
The duration is:

2+ 7 X 143 + 7 = 1010 microseconds.

We want this outer delay loop #1 to implement a delay of .1 second
or 100,000 microseconds. The number of times P that it must be exe-
cuted must, therefore, be such that 1010 x P = 100000. P must there-
fore be equal to 100000 + 1010 = 99.

Again, since we are using an incrementing technique for the delay,
the number to be deposited in X must be such that it is incremented
exactly 99 times before it overflows into the value ‘‘00.”” The number
to be deposited in X must, therefore, be equal to 256 — 99 = 157 in
decimal or 9D hexadecimal. Let us now verify the total duration of the
delay we have implemented. The outer loop delay is equal to 99 x
1010 = 99990 microseconds. The remaining four instructions to be ex-
ecuted at the end of the DLYA subroutine represent a duration of
5§+ 3+ 2+ 3 = 13 microseconds. 2 .« s must be added for the first
instruction of DLYA.

The final delay for the complete traversal of DYLA is therefore
99990 + 15 = 100005 microseconds. This represents nearly exactly a
.1 second delay. In fact, it is so close to .1 second that you shouid be
able to clock this routine with a stop watch and verify the accuracy of
this method.

A word of caution: Remember that this subroutine uses an in-
crementing technique. The number to be deposited at memory loca-

tion 00 will control the number of tenths of a second of delay that the
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subroutine will introduce. However, the number to be deposited at
location 00 should be the complement of the actual number of tenths
of a second since it will be incremented until it overflows through 0. In
other words, to obtain a .4 second delay, you should not deposit
the value 4 at location 00 but deposit the value 256 — 4 = 252 decimal
= FC hexadecimal. This is what we did in the program of Fig 5-10
(night mode algorithm).
The time has come now to improve this delay routine:

Exercise 5-1: Rewrite the delay subroutine by using a decrementation
technique rather than an incrementation technique. Recompute the
numbers to be loaded in X and Y so that the resulting delay introduced
by the subroutine is approximately .1 second. What is the advantage
of using a decrementing technique rather than an incrementing
technique?

Caution: If you decide to use the decrementing technique for the
delay, do not forget to change location 09FC in the memory. A differ-
ent constant must be loaded prior to calling this routine.

Exercise 5-2: Modify the program so that the lights flash every second.
Also, shorten it by using EOR to toggle the lights from one configur-
ation to another.

Day Mode

In this mode, each traffic light goes through a green, yellow, and
red sequence in the usual manner. As long as the light in direction A is
green or yellow, the light for B is red, and vice versa. The flow-chart
corresponding to the control algorithm appears on Fig 5-13. The ar-
rows on the right of the flow-chart indicate the length of time during
which each of the lights is on. If we call D1 the green duration for A,
D2 the yellow duration for A, D3 and D4 respectively the durations of
the green and yellow for B, we can see, by inspecting the diagram, that
the total duration of a cycle is D1 + D2 + D3 + D4.

At a real intersection, these delays are subject to constraints. In par-
ticular, the cycle of the intersection is normally between one minute
and two minutes. The maximum is due to the fact that most drivers
will not tolerate a red light duration of more than two minutes in any
direction: they will simply go through once their patience is exhausted,
assuming that the traffic light is malfunctioning. In addition, the
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GREEN A ON
RED B ON

YEHLOW AON

RED A ON
GREEN B ON

YELLOW BON .o .

? )

Fig. 5-13: Day Mode (Off Commands not shown)

other delays are constrained by the clearances necessary for a vehicle
or a pedestrian to clear the intersection once he has entered it. The yel-
low time is also called the clearance time and represents the time that is
necessary for a car to clear the intersection. The green may have any
minimal duration as long as no pedestrians are crossing the intersec-
tion. However, if pedestrians may cross this intersection, the mini-
mum red duration should be such that a pedestrian may safely clear
the intersection. The duration of the red in direction B, for example, is
equal to D1 + D2. If we assume, for example, that the minimum yel-
low in direction A is equal to 3 seconds and that the minimum red for
direction B is equal to 10 seconds, we can see by inspecting Fig 5-13 that
the minimum duration for the green in direction AisD1 = 10 — 3 =
7 seconds. Mathematically:
If we set:

GREEN A = DI

YELLOW A = D2

GREEN B = D3

YELLOW B = D4
Then:

RED A = D3 + D4

RED B = DI + D2
In general, thecycleis fixed,and D1 + D2 + D3 + D4 = CONSTANT.

In our program, we will use faster cycles than in real life. This is

simply because it is frustrating to wait for one or more minutes in
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order to observe the correct functioning of the traffic lights. For prac-
tical purposes, a cycle time of 10 to 20 seconds is desirable for testing
purposes, and the reader should now have acquired the skills to adjust
the delay easily, so that his microcomputer could be connected to a real
intersection. The program appears on Fig 5-14.

0140 A9 3F DAY LDA #3$3F

0142 8D 03 A0 STA $A003 Set VIA #1 DDRA = $3F for output
mode

0i45 A9 21 ONDAY LDA #$21

0147 8D 01 A0 STA $A001 Turn on green and red in two
directions

014A A9 DO LLDA #$DO

014C 85 00 STA $00 Set DLYA count = $DO at loc.
$0000

014E 20 20 01 JSR DLYA Call delay

0151 A9 22 LDA #$22 Turn on yellow and red

0153 8D 01 A0 STA $A001

0156 A9 EA LDA #SEA

0158 85 00 STA $00 Set DLYA count = $EA

015A 20 20 01 JSR DLYA  Call delay

015D A9 0C LDA #30C Turn on red and green

0I1SF 8D 01 A0 STA $A00!1

0162 A9 DO LDA #3$DO

0164 85 00 STA $00 Set DLYA index = $DO

0166 20 20 01 JSR DLYA Call delay

0169 A9 14 LDA #$14 Turn on red and yellow

016B 8D 01 A0 STA $A001

016E A9 E8 LDA #$E8

0170 85 00 STA $00 Set DLYA index = $E8

0172 20 20 01 JSR DLYA  Call delay

0175 4C 45 01 JMP ONDAY Repeat

Fig. 5-14 (Program 5-2): Traffic Light Simulation: Day Mode

(Connection: Connector A to Connector H1)

As in the previous program, the Data Direction Register DDRA
must be configured in the output mode to control the 6 LEDs connect-
ed to it. This is done by the first two instructions of the program:

DAY LDA #$3F
STA $A003

Then, the green for direction A and the red for direction B are turned
on by the next two instructions which load the appropriate bit pattern
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(21 hexadecimal) in the I/0 register:

ON DAY LDA #8$21
STA $A001

A delay duration is then specified by depositing a value in memory
‘ocation 00 and by calling the delay subroutine:

LDA #$DO
STA $00
JSR DLYA

The process is then repeated for the yellow in direction A, the red in
direction A, and the green in direction B, and finally the yellow in
direction B, before coming back to the starting point:

LDA #$22 YELLOW A AND RED B
STA $A001

LDA #$EA

STA $00

JSR DLYA DELAY

LDA #30C RED A AND GREEN B
STA $A001

LDA #$DO

STA $00

JSR DLYA DELAY

LDA #3514 RED B AND YELLOW B
STA $A001

LDA #3E8

STA $00

JSR DLYA DELAY

JMP ONDAY REPEAT

The reader should verify that the program corresponds exactly to the
flow-chart of Fig 5-13. Its interpretation should be completely straight
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forward now. The reader is strongly encouraged to try different time
constants than the ones indicated in the program and verify that the
timing is what he expects. Let us now consider improvements to this
traffic control algorithm.

For example, you can modify the program so that the yellow clear-
ance, the red clearance and the cycle durations be specified by the length
of time one of the switches is depressed after starting the program.

Exercise 5-3: Implement a ‘‘dynamic response algorithm *’ : the green
time for arterial A will be extended by five seconds every time a request
is sensed on the ““loop detector” (a switch), up fo a maximum green
duration of three minutes.

Exercise 5-4: Implement ‘‘pedestrian calls’’ by using the switches.
Green should be give to the pedestrian as soon as possible, while respec-
ting the minimum clearances.

Exercise 5-5 : Implement a “‘police switch’’: by pushing one of the
switches, the intersection will sequence manually through its sequence.
If pushed quickly twice, the intersection reverts to automatic.

DOT MATRIX LED

We will use here a 5 x 7 dot-matrix LED display (see Fig 5-15). This
type of matrix is used in a number of applications. For example, dot
matrix printers often use a 5 x 7 dot matrix in order to print charac-
ters on paper. TV monitors or CRT displays also use a dot matrix in
order to display characters in the screen. 5 X 7 is the standard mini-
mal dot matrix for an acceptable representation of characters but it is
not the best in terms of readability. Larger dox matrices, such as 7 X
9, are used for improved readability, at increased cost. In this applica-
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Fig. 5-15: A 5x7 Dot Matrix LED

tion we will directly connect a § x 7 LED dot matrix to the I/0 register
B of the 6522 #1 and to the 6522 #3. Ideally, drivers should be used
with LED’s in order to get sufficient light intensity. Here, to minimize
the parts count, we will connect the LED directly. This means that on
the actual board the LED’s will be dim and the display somewhat hard
to see. For improved performance add drivers on the lines. The con-
nection of the LED dot matrix is shown in Fig 5-16. The 7 rows num-
bered 1 through 7 are connected to bits 7,5,4,3,2,1, and 0 respectively
of the I/0 register B of the 6522 #1. Bit 6 of this IORB is not available
on the SYM board because the monitor dedicates bit 6 to the cassette
input function. The state of bit 6 will, therefore, be indifferent in what
will follow.

The five columns of the LED display, labeled respectively 1 through
5, are connected to bits 0 through 4 of the IORB of the 6522 #3. This is
illustrated in Fig 5-16. The two IORB’s reside at addresses A00O and
ACO00 respectively.
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Fig. 5-16: Connecting the 5x7 LED
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Fig. 5-17: The Connectors to the LED

(5)
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The basic problem is to select the appropriate combinations of rows
and columns to display the dots representing a character. Any charac-
ter of the alphabet can be generated with a 5 X 7 matrix. Here we will,
for example, display all the hexadecimal characters, i.e., the digits 0
through 9 and the letters A through F. Let us examine their encoding.

An LED dot ““on”’ will be represented by a ‘‘0*’ bit. An LED dot
““off”’ will be represented by a ““1°’ bit. This is because an LED will be
turned on by grounding its row connection. The pattern required to

CHARACTER BINARY

=

o - N w a2 v N
~-lo|loleoe|ele |-~

[
1 1
1 1
1 1
] 1
1 t
of 0

ol -] -]-1-1-1{e
~|e|eoe|oe]|oje [~

O N N N N NO
L NORONORONON )
| NONCRORONON |
(| NORONONONON
OX N N N N NO)

o w0

Fig. 5-18: Displaying 0"

CHARACTER BINARY

o00000
0000000
O000000

ONORONORONORG)
O00000O0

S HHHHAH

Fig. 5-19: Displaying 1"
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display a “‘0”’ appears on Fig 5-18. Naturally, the user is free to choose
any other pattern and other encodings may be used. For example, as
an exercise, the user might want to display a ‘‘0”’ with square edges
rather than with round edges. It should be a simple matter to modify
the table accordingly.

The equivalent binary representation of the encoding appears on the
right of Fig 5-18. The hexadecimal equivalent is indicated at the bot-
tom of the binary table. The reader should remember that row 6 is not
used. It is indifferent, i.e., can be assumed to be either a “‘0’’ or a
“1”’_ For example, let us look at the hexadecimal encoding for charac-
ter *“0’’ on Fig 5-18 . The first column has the value ‘1000001, or
more exactly ‘“1-000001”> where a “*-> represents the value of bit 6,
which is not used. Let us assume for example that bit 6 will be set at
“0”’. Then, the value of the first column is ‘10000001’ or ‘‘81°” hexa-
decimal.

Similarly, the value of the second column is (adding a 0 for bit 6)
00111110 or “3E”’ hexadecimal.

The five columns for the digit ‘‘0’’ are therefore:

81, 3E, 3E, 3E, 81

Let us look now at character ““1”’. It is shown on Fig 5-19 and the re-
quired binary encoding appears on the right of the illustration.

Assuming that bit 6 is a “‘0,” the equivalent hexadecimal represen-
tations are:

BF, BF, 00, BF, BF

If we assume that bit 6 is set at the value 1, then the encoding would
be:

FF, FF, 40, FF, FF
Any one of the values ““0”’ or ‘1>’ for bit 6 may be used for any one
of the columns as long as we do not use bit 6 for any purpose.

A complete table for encoding the characters ‘‘0’’ through “‘F”’ is
shown on Fig 5-21.
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Exercise 5-7: Show the shape of the characters 0 through F using this
table.

Exercise 5-8: Rewrite the table in a more consistent way assuming that
bit 6 is always 0.

CONFIGURE ROWS J
AS OUTPUTS

CONFIGURE COLUMNS
AS QUTPUTS

—
L GET CHARACTER 1
]

[ POINT TO FIRST COLUMN j

[ GET DOT PATTERN l
i

[ DISABLE COLUMNS ]

)

NEXT
COLUM|

L ENABLE ROW PATTERN ]

l ENABLE COLUMN j

L POINT TO NEXT COLUMN —l

l SHIFT COLUMN POINTER ]

YES
(REPEAT

ALL DISPLAYED?

§ NO
[ o ]
S

Fig. 5-20: Driving a Dot-Matrix LED

The flow chart for the LED dot matrix program appears on Fig
5-21. Both rows and columns are configured as outputs by loading the
appropriate bit patterns into the corresponding data direction registers
of the 6522. The dot pattern for the character must then be displayed.
The dots will be displayed in succession for every column of the LED.
For each character, the program must therefore access five successive
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entries in the dot-matrix table, corresponding to the five columns of
dots required to display the character. This particular program will
then cycle and display the character indefinitely. The dots are dis-
played by turning off the columns (erasing the previous pattern), then
enabling the row pattern corresponding to the desired dot positions,
and enabling the column on which they are to be illuminated. Then,
the next column must be displayed. All dots should be lit up for the
same period of time, if they are to appear as having a uniform inten-
sity to the observer. Further, all columns must be scanned in a time
period of less than 1/10 of a second if no visible blinking is to occur.
The delay routine at the end of the program is adjucted accordingly.
The program appears below and on the next page.

character |8 LSB addr | col 1 col 2 col 3 col 4 col 5
0 90 81 3E 3E 3E 81
1 95 FF FF 00 FF FF
2 9A DE 7C TA 76 CE
3 9F DD 76 76 76 C9
4 A4 F3 EB DB 00 FB
5 A9 05 76 76 76 79
6 AE Cl 76 76 76 D9
7 B3 7F 7F 7F 7F 00
8 B8 C9 76 76 76 C9
9 BD CD 76 76 76 Cl
A C2 EO DB 7B DB EO
B Cc7 00 76 76 76 Cc9
C CC Cl 7E 7E 7E DD
D D1 00 7E 7E 7E Cl
E D6 00 76 76 76 76
F DB 00 77 77 77 77

Table resides in memory locations 0090-00DF.

Fig. 5-21: A Dot Matrix Table

Connection: Connector A to Connector H2
Connector AA to Connector H3

This program gets 8 LSB character address from location 0001, then goes to
table shown on Fig 5-21 to pick up the data pattern for the selected character
and display it on the LED matrix.

Before executing this program, pre-load the 8 LSB of character address at loc-
0001.

The character pattern should be stored on Page O as indicated on Fig 5-21.

(The 8 MSB of character address are all 00 on Page 0)

Fig. 5-22: Basic LED Matrix Display (Program 5-3)
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Note: 1) A character generator can be used to replace this table.

2) The LED matrix used is 5 X 7, i.e. 7 bits are needed to define the
the pattern of each column, but the above table uses 8 bits; this is
because the program uses VIA #1 1/0 register B to drive the 7 rows and
only 7 bits of this register can be used. Bit 6 is indifferent because it is
dedicated for ON BOARD CASSETTE IN only.

0180 A9 BF BSCLED LDA #$BF Before execution, 0001 should be

pre-set

0182 8D 02 A0 STA $A002  To the selected character addr.

0185 A9 IF LDA #$1F Set VIA #1 DDRB = BF to drive
7 rows

0187 8D 02 AC STA $ACO02 Set VIA #3 DDRB = IF to drive
5 columns

018A A9 00 LDA #3%00

018C 85 03 STA $03 Set 8MSB of character addr =
00 at 0003

O18E A2 00 LDX #3%00

0190 A3 01 RPTCHA LDA $01 Move the pre-set 8LSB of character
addr. from 0001 to 0002

0192 85 02 STA $02

0194 A0 10 LDY #$10 Set (Y) = $10 for enabling last
column

0196 Al 02 NXTCOL LDA $02 (A) = current column pattern of
selected character

0198 8E 00 AC STX $ACO0 Disable ail columns before enable
rows

019B 8D 00 A0 STA $A000  Enable rows

OI19E 8C 00 AC STY $ACO0 Enable current column

01A1 E6 02 INC $02 Advance address in ($0002) for next
column

01A3 98 TYA

01A4 4A LSR A Shift (Y) right by one bit for
enabling next column

01AS5 A8 TAY

01A6 CO 00 CPY #%00 (Y) = 00 means all 5 columns
displayed

01A8 DO 03 BNE DLY3 If not, branch to DLY3 to
compensate timing (1), if yes,
repeat the whole character

01AA 4C 90 01 JMP RPTCHA

0l1AD A2 FF DLY3 LDX #$FF

OIAF ES8 LP3 INX

01BO EO 00 CPX #300

01B2 30 FB BMI LP3

01B4 4C 96 01 JMP NXTCOL Then go to enable next column

Notes: 1) This compensation is needed or else the last column will always be
Fig. 5-22: (Continued)
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enabled longer making the last column brighter than the first 4
columns.

2) The compensation mentioned above only solves the problem par-
tially. The brightness is still not even, due to a different number of
LED’s enabled in each column. To solve this, a more detailed program
can be written to take the number of LED’s enabled for each column
into account for timing compensation.

Fig 5-22: (continued)

The program is shown here. The first four instructions of the
program condition the data direction registers for the rows and the
columns, specifying that they be outputs:

BSCLED LDA #$BF

STA $A002 SET VIA #1 = 7 ROWS
LDA #$IF
STA $AC02 SET VIA #2 = 5§ COLUMNS

By convention, in this program, the table location of the character to
be displayed is contained at memory location ‘01’ in page 0. The
location of the character to be displayed is, for example, 90 for the
character *“0,”” 95 for character ““1,”” and so on, as indicated in the ta-
ble at the beginning of the program. (An improved program will be
suggested below.) As an example, if we are to display the character
2’ then the value 9A must have been deposited at memory address
01. Since we will need to point successively to 5 table entries for each
of the columns corresponding to this character, we will need to gen-
erate the addresses 9A, 9B, 9C, 9D, and 9E. In order not to destroy
our original character pointer ‘‘9A,’’ we will use two extra memory
locations at addresses 02 and 03 to contain the current pointer to the
column dots being displayed. Since we are operating in page 0, the
contents of memory location 03 will be set to <0’ (high order byte of
the address). This is accomplished by:

LDA #$00
STA $03

Whenever we enter the main display loop, register X will be assumed
to have the value ““00”’. It will be used to disable an output register:

LDX #3$00
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The first column we will point to is the one at the address specified
in location 01 (the character table entry pointer). We therefore trans-
fer the contents of memory location 01 to address 02:

RPTCHA LDA $01
STA §$02

Register Y is used as a shift counter and, at the same time, to enable
selectively one of the columns. It is set initially to the value 10" in
order to enable the first column:

LDY #$10

The “‘1”” will then be shifted right by one bit position, in order to en-
able the next column, and so on. When the ‘1’ finally falls off the
register, all 5 columns have been displayed for the character, and the
loop may be restarted. Since this register is not only used to enable one
of the columns but also to count up to 5, it is labeled as a shift-coun-
ter. The dot pattern for the current column is obtained by accessing
the table entry at address 02:

NXTCOL LDA $02

The dot pattern is now contained in the accumulator. Let us display it.
All columns are first disabled by loading *‘0’’ in the IORB:

STX $AC00

The accumulator contents are then output to the IORB to enable the
rOWS:

STA $A000

Finally, the appropriate column is enabled and the selected LED will
light up:

STY $AC00
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An LED will light up only when it is connected to an active column
and to a grounded (0) row. Each ‘0*’ in the dot pattern will light up
the corresponding dot in the selected column.

Memory location ‘“02°’ is then incremented, in order to point to the
next dot pattern entry for the character. We must then shift our col-
umn pointer right by one position and determine whether we have
already displayed all columns or not:

INC $02

TYA Y CANNOT BE SHIFTED
DIRECTLY

LSR A

TAY STORE RESULT BACK IN A

CPY #$00

BNE DLY3

JMP RPTCHA

Since it is no possible to shift the Y register directly, it must first be
transferred to the accumulator, which is then shifted, and the contents
of the accumulator are copied back into register Y. The contents of
the accumulator are then tested for the value ¢‘0’’ (a program im-
provement may be suggested to the present coding). If the accumula-
tor is ““0,”’ we are finished and have displayed all 5 columns. Otherwise,
we must implement a delay during which the LED will light up and
then display the next column:

DLY3 LDX #3FF
INX
CPX #8$00
BMI LP3
JMP NXTCOL

Index register X is used as a counter, and a traditional delay is achieved
by incrementing the index register a reasonable number of times, then
branching back to the next column at address NXTCOL.
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Program improvements: In order to improve this program by re-
ducing the number of instructions, let us first consider some coding
modifications. Then, we will examine improvements to the functions
performed.

Exercise 5-9: Rewrite the delay routine DLY3 so that it uses JSewer in-
Structions.

Exercise 5-10: Inspect the least three instructions of the routine NXT-

COL, from address 01A6 on (sce Fig 5-22). Can you suggest another
way to test whether the last “‘1°’ bit in Y has been shifted out?

Exercise 5-11: Add a routine to this program so that, instead of depos-
iting a pointer to the table entry at address 01, one needs to deposit only
the actual character value. With this routine, the user must be able
fo deposit an actual value between “0°’ and “F,”’ and have this pro-
gram display it correctly. In order to do this, one must convert the
character value to the table value. For example, “‘0°’ will correspond
to ““90” (see table at the beginning of program 5-3), ““1* will correspond
to ‘95", and so on. The equation is: Starting address = 90 + code
X 5.

Note: Instead of performing a formal multiplication by five, one
can use a shortcut: Remember that shifting left by one bit position is
equivalent to a multiplcation by 2 and that 5 = 2+ 2 +1. A mult-
iplication by 4 can be accomplished by 2 successive left shifts.

Exercise 5-12: Write an additional routine which will display a string
of characters. It will assume that the starting address of the string of
characters is contained at memory location 01. Each character will be
displayed for one second. The string of characters may be terminated
by any code which is not between 0 and F. The program will then
pause for two seconds and display the string again.

Let us now consider improvements to the functions of the program.
We will add four switches and develop a program which displays the
hexadecimal value of the switches.
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DISPLAYING SWITCH VALUES

We will read here the values of four input switches in binary, and
display the corresponding hexadecimal character on the LED matrix.
The flow-chart for the algorithm appears on Fig 5-23. T he program
reads the four switches, then points to the beginning of the conversion
table as defined in the previous program, then computes the table off-
set for the character to be displayed. The address in the table for the
binary code corresponding to the dots to be illuminated is obtained by
multiplying the value of the character by 5. This can be verified by in-

P i

READ SWITCHES
A1TO A4

{

POINT TO CONVERSION
TABLE BASE

i

COMPUTE OFFSET
=CHARACTER X 5

!

DISPLAY CHARACTER

.

Fig. 5-23: Displaying a Switch Value

specting the table shown on Fig 5-22. The address of the first column
to be displayed is then computed and deposited in address 01 in page
0. The previous program is used to display the character on the LED
display. The program is:

Connection: Connector A to Connector H2
Connector AA to Connector H3
This program reads the switches Al to A4 to compute one of 16 hexadecimal values
and display it.
This program uses program 5-3 as a subroutine. Before execution, change program
5-3 as follows:
1) At loc. 01AA, data 4C should be changed to 60 (60 is the machine
code for RTS).
2) The timing compensation constant at loc. O1AE is FF, this should be
changed to F0, because this program enables the last column longer than
program 5-3.

Fig 5-24: Advanced LED Matrix Display (Program 3-4)

175



6502 APPLICATIONS

0200 A9 00 RDCHA LDA #$00

0202 8D 03 A0 STA $A003 Set VIA #1 DDRA =00 for input
mode

0205 AD 01 A0 LDA $A001 Read switches Bl ~ B4and Al — A4

0208 29 OF AND #$0F Ignore Bl — B4

020A A8 TAY Store Al — A4 reading in (Y)

020B A2 90 LDX #$90 Calculate character address and store
at loc. 0001. 90 is the base address

020D 86 01 STX $01

020F A2 00 LDX #$00 Addition counter

0211 18 ADD CLC A contains switch reading

0212 65 01 ADC 301 Loop through the addition five times

0214 85 01 STA $01 90 + (A)

0216 98 TYA

0217 E8 INX Restore switch value in A.

0218 EO 05 CPX #305 (X) = 5 means calculation completed

021A 30 Fs5 BMI ADD

021C 20 80 01 JSR BSCLED Then call BSCLED for display

021F 4C 00 02 JMP RDCHA Then update switch reading

Fig. 5-24: (Continued)

The program appears on Fig 5-24. The first two instructions config-
ure the data direction register for port A as input, so that the switches
can be read:

RDCHA LDA #$00
STA $A003

Then, the contents of switches A1l through A4 are read. This program
ignores the value of switches Bl through B4.

LDA $A001
AND #3$0F MASK B1-B4

The contents indicated by the switches are saved in index register Y:
TAY
The start address of the table (90) is then stored at memory address 01:

LDX #$90
STX $01
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We will add to this start address the required offset to access the
first column of dots for the character specified by the switches. The
offset is computed by multiplying the value of the switches by 5. Index
register X is used as a counter from 0 to 5. It is initialized to zero:

LDX #$00

The contents of memory location 01 are incremented by 1:

ADD CLC
ADC $01
STA 301

The CLC instruction (clear carry) must be used prior to any addi-
tion. In addition, we assume that the binary mode has been set (the
6502 may operate either in binary mode or in decimal mode). Unless
otherwise specified, the 6502 will normally operate in binary mode,
since a reset operation will have cleared the flags register, thereby set-
ting the binary mode.

The value of the switches is then restored in the accumulator from
index register Y where it had been saved. The addition counter X is in-
cremented by 1 and tested against the value 5:

TYA

INX

CPX #$5
BMI ADD

As long as the value of 5 has not been reached, the addition is repeat-
ed. Once the value 5 has been reached, memory location 01 has been
conditioned to the proper value and the subroutine BSCLED (the pre-
vious LED display program) is called:

JSR BSCLED

The program then loops back in order to read the switches again and
display the character they specify:

JMP RDCHA
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TONE GENERATION

We have seen in the previous chapter how a tone may be generated
by simply sending a square wave of the desired frequency to a speaker.
The square wave form is generated by turning the speaker alternative-
ly on and off. The duration during which the speaker is on or off is
called the half-period. The delay measurement may be performed by
software, or else by hardware, using the built-in interval timer of the
6522. This built-in interval timer has been used previously, and we will
use here a software method to control the delay duration. We will first
develop a basic program to generate a tone, then improve it to gen-
erate computer music.

+5v
{Note: Do not

adjust R4 CCW
alt the way
> R4 otherwise transistor

B7 on MP board
may be too hot)

1,

SPEAKER

TO CONN H3
PIN15

Fig. 5-25: Speaker Connection

The hardware connection is shown on Fig 5-25. An additional resistor
of 50 ohms or more should be placed in series with the speaker to limit
the output current. The speaker is connected to the buffered output of
the SYM. Turning the variable resistor down to zero could burn out
both the pot and the output transistor on the board.

The technique used to generate a tone is the usual square wave method,
implemented by a delay subroutine.
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Connection: Connector A to Connector H2
Connector AA to Connector H3
This program activates the speaker with a pre-set frequency which has to be loaded
into loc. 0004 before execution.

0230 A9 80 BSCSPK LDA #$80

0232 8D 02 AC STA $AC02 Set VIA #3 DDRB = 80 for speaker
output

0235 A9 80 AGAIN LDA #3800

0237 8D 00 AC STA S$ACO00 Set speaker driver high = activate
speaker

023A 20 48 02 JSR DLYB Call delay

023D A9 00 LDA #300

023F 8D 00 AC STA $ACO00  Set speaker driver low = turn
speaker off

0242 20 48 02 JSR DLYB Call delay

0245 4C 30 02 JMP AGAIN Repeat

Subroutine DLYB: This subroutine is similar to subroutine DLYA except that
1) This delay is much shorter.
2) This delay takes delay index from loc. 0004 (the index should be a negative

value).
0248 A6 04 DLYB LDX $04 Load delay value into X
024A E8 LPXB INX Increment X
024B EO 00 CPX #300
024D 30 FB BMI LPXB Looptill(X) =0
024F 60 RTS

Fig. 5-26: Basic Speaker Activation (Program 5-5)

The delay parameter for this program must be loaded at memory
location 0004 prior to execution. It controls the frequency of the tone
which is generated. The program is shown on Fig 5-26. The data direc-
tion register B is configured for output on bit 7:

BSCSPK LDA #$80
STA $AC02

The speaker is then turned on:

AGAIN LDA #3$80
STA $ACO00
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The speaker is left on for a duration specified by the contents of mem-
ory location 0004, by calling the delay subroutine DLYB:

JSR DLYB

The speaker must then be turned off. This is accomplished by resetting
bit 7 of the IORB to “‘0’’:

LDA #$00
STA $ACO00

The speaker must then be left off for the same duration and a call to
subroutine DLYB accomplishes this:

JSR DLYB

The program then loops on itself:

JMP AGAIN

The delay subroutine DLYB is essentially like the delay subroutine
DLYA of Program 5-1:

DYLB LDX $04 DELAY VALUE
LPXB INX COUNTER

CPX #300

BMI LPXB

RTS

Let us compute the duration of the delay introduced by this subrou-
tine. The duration of each instruction is indicated on the right of
each instruction below:

# cycles

LDX $04 2)

> INX )

Loop CPX #3%00 )
i— _ BMI LPXB 3)

RTS 6)
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In addition, the JSR (Jump to Subroutine) instruction, used to call
this subroutine, introduces a 6-cycle delay. The loop is executed 256 —
4 = 252 times.

The total delay duration is therefore:

6+2+R2+2+3)x252+6=14+T7 X252 = 1778 microseconds

Exercise 5-13: Modify the delay routine by using a decrement instruc-
tion rather than an increment instruction.

Fig. 5-27: Binary Switches Specify Tone

MUSIC

The basic method for generating a tone of set frequency has been
presented. We want now to be able to play a tune. This program will
read the binary value of the three switches A-1 through A-3 and gen-
erate a tone corresponding to the switch setting (see Fig 5-27). The
note “C’’ (do) will be generated for a ‘0" switch setting, then a ‘D’ (re)
for ‘17, etc. A full octave plus one note, i.e., «C”’ through *‘C”’, can
be played according to the setting of the three switches. This program
will use the previous one as a subroutine. Before executing it, the con-
tents of memory location 0245 should be changed from “4C’’ to
““60’’. A frequency table will be constructed first, which specifies the
duration of the half period of the square wave which generates the
tone. It appears on Fig 5-28.
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0050
0052
0055
0057
00SA
005C
00SF

0070
0073
0075
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4C

4C

4C

4C

4C

4C

4C

4C

80
74

74
9C
74

74
BO
74
B8
74
Co
74
C4
74

02

02

02

02

02

02

02

02

TUNE

LDX
JMP
LDX
JMP
LDX
JMP
LDX
JMP
LDX
JMP
LDX
JMP
LDX
JMP
LDX
JMP

#380

LDO04
#3$90

LDO04
#39C
LD04
#3A4
LDO04
#3$BO

LD04
#3B8

LD04
#3CO
LDO04
#3C4
LD04

Frequency for middle C
Frequency for D
Frequency for E
Frequency for F
Frequency for G
Frequency for A
Frequency for B

Frequency for C

Fig. 5-28: Music Frequency Table

[ 1

READ SWITCHES

]

MPU

Ul
TABLE OFFSEY
=3x SWITCHES

{

OBTAIN PERIOD

]

LOAD DELAY VALUE ]
ATLOCATION 4

PLAY NOTE

]

l

DELAY

S

Fig. 3-29: Music Program Flow Chart



0250

0252

0254

0257
0259
025C
025E
0260
0261
0263
0265
0267

0269
026B

026D
026F

0271
0274
0276
0279
027A

027C
027E
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Connection: Connector A to Connector H2

Connector AA to Connector H3

This program reads switches A1 — A3 and activates the speaker at 8 different
frequencies defined by the switches.

This program uses Program #5 as a subroutine, hence before execution data at loc.
0245 should be changed from 4C to 60.

This program branches to a frequency table for tuning. The frequency table has to

be loaded as follows before execution:

A9 00 MUSIC LDA #300
85 05 STA $05
8D 03 A0 STA $A003
A0 CO KEY LDY #3C0
AD 01 A0 LDA #$A001
29 07 AND #3807
85 04 STA $04

18 CLC

65 04 ADC $04
65 04 ADC $04

65 04 ADC $04
65 04 ADC $04
85 04 STA 304
A9 50 LDA TUNE
65 04 ADC 304

85 04 STA $04
6C 04 00 IMP (30004)
86 04 LDO04 STX $04
20 30 02 CBSPK JSR BSCSPK
88 DEY

Co 00 CPY #3500
DO F8 BNE CBSPK
4C 57 02 JMP KEY

Pre-load the 8MSB of indirect jump
address

At loc 0005 (= 00 because frequency
table is on page 0)

Set VIA #1 DDRA = 00 for input
mode

(Y) = delay constant for each frequency

Read in switch setting
Ignore upper five bits
Save switch setting at $04

Calculate relative address in
frequency table

Add the base address of frequency
table

Store the calculated address (8L.SB) at
loc. 0004

Jump indirect into frequency table

Get the correct frequency constant

Call BSCSPK to activate speaker

Loop till (Y) = O before sensing the
switches

Again

Go to sense switches again

Fig 5-30: The Music Program (Program 5-6)

The flow-chart for the algorithm appears on Fig 5-29. The program
reads the contents of the three switches, then computes the offset re-
quired to obtain the corresponding delay from the frequency table.
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CONNECTOR
H2
PIN NO.

vce o—}4——>
R =
PA7 O—i—=—> SWITCH B4
PAG O o 83
PAS O . B2
VIA#1 PA4 O " Bl
'ORA; PA3 02—~ A4
A0 PA204——» " A3

PA]l O o A2

(o RS,] BN [ A]

PB7 O—%————s ROW 1 OF LED MATRIX (PIN 2)
PB5 O————— ROW2 ” (12)

VIA#
o "
joRe ) PB4 o= ROW 3 - @

AQ00 PB3 0—26——> ROW 4 (4)

(EXCEPT [ PB2 O————s ROWS - an
PB6) PBl O~=——» ROWO6 - (10)
PBO 0<% __» ROW7Y - ©)

CONNECTOR
H3
PIN NO.

VvCC O——>

GND 0_1_
o_—.
2 MSB +12v

o
oFvia#3 '

IORA { PA7 02— (PHOTO TRANSISTOR)
ACO1 PA6 O3 (MOTOR)
PB7 O—=——— (SPEAKER)

PB6 o———}? (SMALL RELAY)
I
Via#a | PBS ome——=BIGRELAY 1)
IORB PB4 O————+ COL 5 OF LED MATRIX (PIN 13)

AC00 PB3 0—;3———>COL4 (14)
PB2 OT—> coL3 v (8)
PB] O—35—— COL 2 . m
PB0 O—————» COL1 o 5)

Fig. 5-31: Connections For Music Program

184



INDUSTRIAL AND HOME APPLICATIONS

This offset is equal to 5 times the value specified by the switches. The
period of the square wave is then obtained and the note is played for a
specified duration. The program then loops on itself so that the next
note (or the same) is played. The program is shown on Fig 5-30 and
the connections are shown on Fig 5-31. Locations 04 and 05 will be
used for an indirect jump. Since the frequency table resides in Page O,
the contents of location 05 are immediately initialized to 0:

MUSIC LDA #%00
STA  $05

The data direction register, DDRA, is then configured to ‘‘00”’ to spe-
cify the input mode:

STA  $A003

The duration of the tone is specified by the contents of register Y
which correspond to an outer loop delay (to be explained below):

KEY LDY #$CO

The contents of the three switches A1, A2, and A3 are then read from
the IORA at location A00O1, and the upper 5 bits are masked (set to 0):

LDA #$A001
AND #307

This switch setting is then saved at memory location 04 so that the ac-
cumulator can be used for other purposes:

STA  $04

In order to compute the offset in the frequency table, the value ob-
tained from the switch is multiplied by 5. This is done here by adding
this value to itself 4 times:

ADC 3504
ADC 304
ADC 304
ADC $04
STA  $04
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The resulting offset value is then stored at memory location 04 and we
are now ready to obtain the half period from the frequency table:

LDA TUNE BASE ADDRESS

ADC 304

STA  $04 BASE & DISPLACEMENT
JMP  ($0004) JUMP INDIRECT

STX 304 FREQUENCY CONSTANT

The value is returned in register X and saved at memory location 04
then the subroutine BSCSPK is called to activate the speaker:

CBSPK JSR  BSCSPK

This speaker will be activated as many times as specified by the con-
tents of register Y:

DEY
CPY #$00
BNE CBSPK

Finally, once the tone has been generated for the specified duration,
the keys are read again:

JMP KEY
Let us improve this program:

Exercise 5-14: We could simplify the frequency table by storing in it only
the binary value for the delay, i.e.: $80, $90, etc. Modify the program
above so that the switch setting is used as an index to retrieve the con-
tents of this new table. Note the significant improvement in the length
of the overall program.

Exercise 5-15: If you actually run this program on a microcomputer
board, you will notice a minor problem: The program does indeed
play the required note; however, you can hear at the same time a lower
Jfrequency note. By inspecting carefully the last 5 instructions of the
music program, you should be able to determine what the problem is.
Can you propose a modified program which will eliminate this? (Hint:
The speaker may be turned off ‘‘too long”’.)
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Exercise 5-16: Looking at the instructions ‘“‘ADC $04’’ repeated 4
times, suggest a way to achieve the same result with fewer instructions,
if possible.

Exercise 5-17: The third instruction from the end is ‘“‘CPY #$00”°. Is it
necessary?

The table used in the music program has been designed “‘by ear”’,
not by computing the correct frequencies. The values should now be
checked to determine how good this table is.

In America, the Standard Pitch is A4 = 440 Hz. The frequency of
notes doubles every twelve half notes. From tone T, to tone T;, the
frequency is N, = l2\/-2 X N,.

The frequencies are indicated on Fig 5-28 .

Exercise 5-18: Inspect the BSCSPK routine to compute its timing.
Knowing the periods of the notes (Fig 5-28), compute the correct
theoretical frequency constants. (Hint: Do not forget that the speaker
is alternately on and off for half a period.)

1 vCcC

ML

HEP p:
PO002 F 7O CONN H3
PIN 2

———

10

HEP
$9100

Fig. 5-32: The Photo-Transistor Circuit (on socket M3)
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A BURGLAR ALARM

We are going to implement here a realistic home alarm system. En-
try in the home will be detected by a phototransistor-detector set; it is
assumed that the light emitter is normally on. Whenever the beam is
broken, the detector will indicate it and the alarm will be triggered.
This alarm will generate a siren sound in the speaker. Further im-
provements will be suggested at the end of the program.

—

READ PHOTO DETECTOR
STATUS
YES
pa— ON?
————ﬁ OFF

ACTIVATE SPEAKER
FOR SET DURATION

INCREASE FREQUENCY

NO A
_W

YES

Fig. 5-33: Alarm Flow Chart

The connection of the phototransistor is shown on Fig 5-32, and the
flow-chart for the algorithm appears on Fig 5-33. We will read the
status of the detector. As long as it stays ‘“‘on’’, nobody has broken
the beam, and we keep reading. Whenever the beam is broken, the
status of the detector will be ‘‘0”” (‘“‘off’’), and the speaker will be acti-
vated for a set duration. In order to generate a siren-like sound, the
frequency of this sound will be progressively increased until a maxi-
mum frequency is reached (see Fig 5-35). At this point, the status of
the photodetector will be probed again, and as long as it is off, the
siren will keep sounding. The program appears on Fig 5-34. The pho-
totransistor input is connected to bit 7 of the IORA of VIA #3 (see Fig
5-32).
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FREQUENCY

N2 <

NI =

! } | .
} } f—> TIME

Fig. 5-34: A Siren Sound

Connection: Connector A to connector H2
Connector AA to connector H3

This program senses the phototransistor output, if the output is high, which
means the phototransistor is the dark and is in the off-state, nothing
will happen, but if the output is low, which means the phototransistor
gets light and is in the on-state, then sound the alarm immediately.
If the opposite convention is preferred (normally on), change BEQ
to BNE.

This program also uses BSCSPK as a subroutine, hence loc. 0245 should
be changed to 60.

0281 A9 00 ALARM LDA #3800

0283 8D 03 AC STA $ACO03 Set VIA #3 DDRA = 00 for input
mode

0286 AD 01 AC DETECT LDA $ACOl  Read photo-transistor output

0289 29 80 AND #3$80

028B C9 80 CMP #3$80

028D FO F7 BEQ DETECT If output = high, keep polling

028F A9 80 LDA #380 Else sound the alarm by setting the
initial

0291 85 04 STA 304 Frequency constant = 80 at loc. 0004

0293 A0 FO LP7 LDY #$F0 Set delay constant = FO at (Y)

0295 20 30 02 SOUND JSR BSCSPK Call BSCSPK to activate speaker

0298 C8 INY

0299 CO0 00 CPY #$00

029B 30 F8 BMI SOUND Loop till (Y) = 0 before changing

frequency constant

Fig. 5-33: Burglar Alarm (Program 5.7) 189
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029D A9 01 LDA #301 Increment frequency constant by 1

029F 18 CLC

02A0 65 04 ADC 304

02A2 85 04 STA $04

02A4 C9 ASB CMP #$A8 Loop till highest frequency constant
= A8

02A6 30 EB BMI LP7

02A8 4C 86 02 JMP DETECT Then sense phototransistor o/p again

Fig. 5-35 (continued): Burglar Alarm

The first instructions of the program implement a polling loop
which tests the status of the phototransistor:

ALARM LDA #300

STA $ACO03
DETECT LDA $ACO1
CMP #3880

BEQ DETECT

As soon as the photodetector is off (on an experiment board, this will
be achieved by covering the LED detector with a finger or a piece of
cloth), the alarm will be sounded. The specified initial frequency con-
stant is loaded at memory address 04, and the tone duration for this
frequency is loaded in register Y. The previous subroutine BSCSPK is
then called to sound the speaker:

LDA #380
STA $04
LP7 LDY #3F0
SOUND JSR  BSCSPK
INY
CPY #8300

BMI SOUND

The subroutine is called as many times as necessary to implement the
secondary delay specified by register Y. The frequency constant is
then incremented by 1, stored back at memory location 04, and com-
pared against the maximum frequency. As long as the maximum fre-
quency has not been reached, the program keeps generating a sound
of increasing frequency.
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LDA #3501
CLC

ADC §504
STA  $04
CMP #SA8
BMI LP7

JMP DETECT

Whenever the maximum frequency has been reached, the program
loops back to its starting point. Several improvements are possible.

In a realistic home use, this alarm system will be placed somewhere
inside a house and the photoelectric pair including a light-emitter and
a receiver will be placed somewhere in the house. (In practice, an in-
fra-red beam is often used as it is not visible to the eye.) It may be
positioned to protect a room or to protect the entrance to the house.
The program should be improved so that, once the alarm has been
turned on, it is possible to leave the house without triggering it. The
first exercise will bring this improvement:

Exercise 5-19: Modify the program so that the user may exit from the
house within two minutes after the system has been armed (turned
*on). In other words, no alarm should be triggered for two minutes
after the program is turned on, regardless of the status of the photo-
detector. After that, the alarm should operate normally.

Another problem must be solved: Upon re-entering the house, we real-
ly do not want the alarm to sound immediately. We want to have the
time to walk to the microcomputer board and turn it off. The next ex-
ercise will take care of that:

Exercise 5-20: Once the alarm has been armed (after two minutes), it
should not sound until 30 seconds after detection of an entry.

Let us improve further: There might be some minor variations in the
light beam which may cause noise on the line. We do not want this to
trigger the alarm.

Exercise 5-21: Modify the program so that the alarm is triggered only
if the beam is interrupted for more than .05 second.
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Let us keep improving: In case an animal should trigger the alarm, we
want to provide an automatic shut-off system. We want the alarm to
sound for two minutes after detection has occurred and then turn it-
self off. '

Exercise 5-22: Modify the program so that the alarm will sound for
two minutes after detection has occurred and then turn itself off.

In addition, at the time that detection occurs we may want to take ad-
ditional action such as turning on the lights or else dialing the police.
This can be easily accomplished by merely turning on an external
relay.

Exercise 5-23: Modify the above program so that an external relay is
turned on every time that entry is detected.

Note that this feature can be used advantageously even if you cannot
dial the police automatically: You could connect a lamp to the relay
output so that even if an intruder came in and left quickly when the
alarm sounded, his intrusion would be revealed by the fact that the
lamp would be left turned on at the time you returned.

Exercise 5-24: Could we delete the instruction CPY #300 at address
02992

Exercise 5-25: Add a *‘panic button’’ which you can press to activate
the alarm at any time. Modify the sound of the alarm so that neigh-
bors can differentiate between a ‘‘panic call’’ and an “‘alarm.”’

DC MOTOR CONTROL

The goal of this program is to control the speed of an ordinary DC
motor. A regular low-cost 12 volt hobby DC motor will be connected
to the microcomputer board, and the rotational speed will be specified
by switches. Three switches will be used, so that 8 different combina-
tions may be specified, corresponding to 8 rotational speeds. The
motor circuit is shown on Fig 5-36. The switches connection is shown
on Fig 5-27.
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Fig. 5-36: Motor Circuit
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fig. 5-37: Digital Speed Control
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Fig. 5-38: Simplified Speed Diagram

The principle used to control the speed of the motor is to turn it on
for a set duration, then turn it off. Because of its rotational inertia,
the motor will keep turning for a while. A new pulse will then be gen-
erated and the motor will be turned on again. It will accelerate again.
This pattern will be repeated. The resulting speed of the motor is
shown on Fig 5-37. A simplified diagram showing the same curve ap-
pears on Fig 5-38. It is essentially a saw-tooth curve where the motor
accelerates as long as power is applied, then decelerates until it receives
the next pulse. The average speed is indicated by the horizontal line
between the minimum and the maximum speeds on Fig 5-37. It can be
seen from the illustration that the speed will constantly oscillate be-
tween its minimum and its maximum values. If the speed must be de-
fined with good accuracy, then the minimum and the maximum speeds
will have to be close. This will be achieved by using shorter pulses.
However, as in any phenomenon that involves inertia and oscil-
lations, instabilities will occur. In particular, it should be noted on
the illustration that, if the ‘““on”’ pulse is given before time “ty”’, then
the speed will not decrease and will keep increasing instead. This is be-
cause the inertia of the motor has not had the time to slow it down to
where the speed would decrease. More complex phenomena may still
occur. This topic will not be discussed in detail here. Simply, we will
design a program with adjustable delays and later adjust these delays
by trial and error so that they work with the type of motor we are us-
ing. The reader should simply be aware that these delays can be ad-
justed in various ways to improve the accuracy of the speed obtained
and/or to eliminate oscillation problems.
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5-39: DC Motor Speed Curve
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Fig. 5-40: The Connections

The Hardware Connections

Two ports are used: on the 6522 #1 and on the 6522 #3. They are
shown on Fig 5-40. The IORA register is used as an input port for the
three switches. The switch setting will determine the speed of the
motor. The corresponding value of the DDRA is shown on the left of
the illustration. The IORA of 6522 #3 is used as an output port to con-
trol the motor itself. The motor is connected to bit 6 of the IORA. The
detail of the interface appears on Fig 5-36. The driver is required to in-
vert the signal and the transistor is used to provide sufficient current.
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Fig. 5-41: DC Motor Flow Chart

The Program

The flow-chart for the program is shown on Fig 5-41. The motor
will be turned on for a duration Ton, and turned off for a duration
Totr. In this algorithm, the duration Toir is fixed, and the duration
Ton is increased for every switch setting from “‘000’’ to “111.”” The
minimum Ton duration here corresponds to the switch setting ‘‘000°’.

196



INDUSTRIAL AND HOME APPLICATIONS

The delay corresponding to a switch setting can be computed with the
formula:

Ton = MIN +Unit X switches.
Numerically, the constants used for the delays are:
DELAYorr = COH = 192 decimal

DELAYon~ = 80 + switches X 0BH =
128 + switches X 11 (decimal)

SWITCHES | 000 {001 {010{011]100] 101 |110] 111
DELAYQN | 128|139 [150] 161 | 172 183 | 197 205

128
ON ON

OFF

000 —
0 192
161
ON
OFF
011 —
0 192
0 205
ON
OFF

1 — L

0 192

Fig. 5-42: The Waveforms

The waveforms generated by the various settings appear on Fig 5-42.
Let us now turn to the flow-chart of Fig 5-41. The motor is first turned
on for an initial duration to achieve initial rotational speed (otherwise,
a train of short pulses might not be able to get it started). The value of
the switches is then read and the resulting delay must be computed.
The value of the switches multiplied by the delay unit is added to the
minimum pulse duration. The resulting computed delay is stored. The
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motor is then turned on for the computed delay duration. This is De-
lay B. Then the motor is turned off for a duration called Delay C. This
process is then repeated for several cycles in order for the speed to sta-
bilize. Then, the switches can be read again and, if the setting has been
changed, the new speed will be generated. Note that the built-in delay
implemented by repeating the cycle several times also takes care of the
switch bounce problem. If no delay was allowed for the speed to sta-
bilize, the switches should be debounced by hardware or by software
(see reference C207 for details on debouncing).

Connection: Connector A to connector H2
Connector AA to connector H3
This program reads switches A1 — A3 to define motor speed desired and rotates
the motor accordingly.
This program uses two subroutines: DLYA and DLYB.

02B0 A9 40 MOTOR LDA #$40

02B2 8D 03 AC STA $AC03 Set VIA #3 DDRA = 40 for motor
driver output

02BS A9 00 LDA #3800 Turn on motor for one DLYA
duration to obtain initial speed.

02B7 8D 01 AC STA $ACO1

02BA A9 FF LDA #$FF

02BC 85 00 STA $00

02BE 20 20 01 JSR DLYA

02C1 A9 00 LDA #3$00 Set VIA #1 DDRA = 00 for input
mode

02C3 8D 03 A0 STA $A003

02C6 AD 01 A0 MTRSP LDA $A001 Read switches

02C9 29 07 AND #$07 Ignore upper 5 bits

02CB A8 TAY (Y) = switch reading

02CC A9 0B LDA #30B Set on-delay difference = OB
between switch settings

02CE 85 06 STA $06

02D0 CO 00 LP8 CPY #300

02D2 FO 07 BEQ ONDLY

02D4 18 CLC

02D5 65 06 ADC $06

02D7 88 DEY Loop till (30006) = (switch reading
x $0B)

02D8 4C DO 02 JMP LP8

02DB 85 06 ONDLY STA $06

02DD A9 80 LDA #380 Calculate the on-delay constant = 80

+(switch reading X 0B)

Fig. 5-43: Motor Control (Program 5-8)
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02DF 18 CLC

02E0 65 06 ADC 306

02E2 85 06 STA $06 Store this constant at loc. 0006

02E4 A0 CO LDY #3$CO0

02E6 A5 06 MTRON LDA $06 Move (0006) to loc. 0004 before call
DLYB

02E8 85 04 STA $04

02EA A9 00 LDA #300 Turn motor on

02EC 8D 01 AC STA $ACO1

02EF 20 48 02 JSR DLYB  Then call DLYB

02F2 A9 C0 LDA #$CO Set off-delay constant = CO,
independent of switch reading,
load this into loc. 0004

02F4 85 o4 STA 304

02F6 A9 40 MTROFF LDA #$40 Turn motor off

02F8 8D 01 AC STA $ACO1

02FB 20 48 02 JSR DLYB  Then call DLYB

02FE 88 DEY

02FF CO0 00 CPY #%00 Repeat this on-off sequence till (Y)
=00

0301 30 E3 BMI MTRON

0303 4C C6 02 JMP MTRSP Then read switch setting & repeat

over

Fig. 5-43: (Continved)

The program appears on Fig 5-43. The first four instructions turn
the motor on by conditioning the data direction register and placing
0’ in the data register:

MOTOR LDA  #340

STA  $ACO03
LDA #3500
AC STA $ACO!

A delay value “FF” is then deposited at memory location *00,
which is the agreed convention for passing a parameter to the subrou-
tine DLYA (see Program 5-1). The subroutine DLYA is then called. It
implements the initial delay required for the motor to achieve its initial
speed.

LDA #3FF
STA $00
JSR DLYA

199



6502 APPLICATIONS

The value of the switches is then read:

LDA  #$00
STA  $A003
MTRSP LDA $A001

And the value of the lower three bits is extracted from the reading:

AND  #307 MASK
TAY

For each switch position except ‘‘000”’, an additional duration unit
will be added to the minimum duration of ‘“0B’’ hexadecimal. The
value of the switch reading is, therefore, saved in index register Y, and
the initial duration delay is loaded into memory location ‘‘06”’.

LDA #30B
STA  $06

LP8 is an addition loop which will add the delay unit as many times as
specified by the switch setting:

LP8 CPY #%00
BEQ ONDLY
CLC
ADC 306
DEY
JMP LP8

Exercise 5-26: Can you modify the code above so that CPY #3300 is
unnecessary? Why?

Once ONDLY has been reached, memory location ‘06’ contains the

additional duration for the pulse, as specified by the switches. It is
then added to the minimal duration of ‘80"’ hexadecimal:

ONDLY STA  $06

LDA  #380
CLC

ADC $06
STA  $06
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The Y register is then loaded with the value “‘C0”* hexadecimal which
specifies the number of times that we will turn the motor on and off:

LDY #3CO
Once location MTRON has been reached, memory location ‘‘06’” con-
tains the constant necessary to implement the ‘‘on’’ delay. It is trans-

ferred to memory location ‘“04’’ so that the subroutine DLYB may be
used. The motor is turned on and the delay is implemented:

MTRON LDA $06

STA  $04

LDA #0 TURN MOTOR ON
STA $ACO1

JSR DLYB

The off delay must then be implemented, and the value “C0’’ hexa-
decimal is stored at memory location ‘“04’’. The motor is explicitly
turned off and the delay is implemented by the subroutine DLYB:

LDA #3CO
STA $04
MTROFF LDA #340 MOTOR OFF
STA $ACO1
JSR DLYB

After the motor has been turned off, the loop counter Y is decrement-
ed. Index register Y is used here to count the number of times that the
on/off cycle will be executed. It has been loaded with the initial value
«C0” hexadecimal, and is decremented every time that the motor is
turned off. If the value ‘“0”’ has been reached, the program goes back
to the beginning and reads the next switch setting. If Y has not decre-
mented to <‘0’’, then the program loops back to MTRON in order to
go again through an on/off cycle:

DEY
CPY #3$00

BMI MTRON
JMP MTRSP

Let us now consider improvements to the program.
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Exercise 5-26: Let us first perform some improvements in style: Exa-
mine the program corresponding to memory addresses 2D0 to 2DS8.
Can you suggest any improvement to the way the code has been writ-
ten?. (Hint: One instruction can be saved.)

Exercise 5-27: Same question for lines 02FF to 0303.

Exercise 5-28: This exercise is valuable if you are indeed performing
an experiment on a real motor: increase progressively the “‘off*’ delay
by changing the appropriate constant in the program. What happens?

Exercise 5-29: Same question by reducing the off delay. What is the
problem?

Exercise 5-30: Another algorithm which could be used would be to
send a variable number of “‘on’’ pulses of constant duration, i.e., to ad-
Just the duration of the “‘off”’ delay rather than the “‘on”’ delay. Can
you modify the program accordingly?

Important note. Because every motor has different characteristics, the
timings in the program are best determined by a trial and error proc-
ess. You are strongly encouraged to modify the various constants
which have been used, such as the minimum ‘‘on”’ delay, the mini-
mum “‘off”’ delay, and the timing increments until you obtain by ex-
perience the settings which give the best results. In addition, if you in-
tend to load the motor by connecting it to a real device, you will intro-
duce additional inertia and friction parameters. Additionally, low-
cost hobby motors may be poorly lubricated and after a period of a
few weeks or a few months may have much higher friction. They will
then require a much longer warm-up period and may also require
longer pulses. As long as you are aware of the mechanical mood of
your motor, you should be able to adjust the parameters accordingly.

Exercise 5-31: Can you determine what happens if you send very short
““on’’ pulses?

The above program is an open control loop where we are controlling
the speed of the motor but not measuring it. Let us suggest possible
improvements to this technique.

Exercise 5-32: Display the speed setting of the motor. The speed set-
ting of the motor could be identical to the switch setting, i.e., you
could just display a number between 0 and 7.
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In the next exercise, we are going to implement a real closed control
loop. This exercise is of special interest if you want to understand the
concept used to regulate a disk, for example. A simple and effective
way to measure the speed of the motor is to attach a cardboard disk to
the shaft. A hole, called the index hole, should be perforated in the
disk. Arrange the disk so that a light emiter is on one side of the disk
while a light receiver is on the other side. Theyshould be arranged
in such a way that when the hole passes in front of the light-
emitting diode, the light illuminates the receiver. (This is exactly what
is done on a computer floppy disk to detect the index hole.) Every time
that the receiver is illuminated, a pulse will be detected. By counting
the number of pulses per second, one obtains the exact rotational
speed of the motor in rotations per second. Using this information, it
is possible to adjust the duration, or the frequency, of the ““on”” and
the ‘‘off>’ pulses to regulate the speed with great precision. The com-
parison between this technique and a floppy disk stops here, as, in a
floppy disk, the speed must be regulated with great precision and must
be regulated even during a partial rotation of the disk, not just on the
average. On a disk, additional information is therefore used: Informa-
tion is recorded on a track and the pulses are used to adjust the rota-
tional speed during part of a single revolution. In the case of our
motor, it is important to measure the actual speed, since any friction
or any load on the motor will modify its rotational speed. All the
hardware and software techniques necessary to implement this have
been already introduced.

Exercise 5-33: Write the program that will accomplish it.

ANALOG TO DIGITAL CONVERSION (A HEAT SENSOR)

A thermistor will be used here to measure temperature. Any other
heat sensing device could be used. The resistance of a thermistor
changes with the temperature. We will use this feature to detect tem-
perature changes in the environment and take action depending on the
temperature measured. Given an analog value (one which changes value
continuously, here the resistance of the thermistor), the main problem
is to measure it with a binary number. This is called the analog to digital
conversion problem. Components exist today which will perform this
conversion essentially with a single component. Here, we are going to
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use a less costly (and more educational) solution which uses a digital-
to-analog converter plus some opamps. The analog-to-digital conver-
sion will be performed by a program. (For details on analog to digital
conversion techniques, the reader is referred to Chapter 5 of our refer-
ence book C207 Microprocessor Interfacing Techniques.)

We will use here a successive approximations technique. An initial
binary value will be generated, then converted to analog form. This
analog approximation will then be compared with a comparator to the
value generated by the thermistor. The result of the comparison, ‘0’
or ““I’’ depending on whether it is smaller or greater, will be used to
generate the next successive approximation.

o522,

DDRA JORA
1] 1
1 1
2 1
3 1 DAC

A
a )
5 '
=

3 ! OPAMP
? 1

(AD03) {AD01}

OORB 1ORB
0 [ R e TreRmisTOR
1

COMPARATOR
2
3
8

4
s
[
H

{4002} {A000)

Fig. 5-44: Connection for ADC

The hardware connection used in this experiment is shown on Fig
5-44. The 8-bit output of IORA is connected to an 8-bit DAC, a digi-
tal-to-analog converter. This digital-to-analog converter transforms
the 8-bit binary number into an analog signal whose value is then com-
pared to the one of the thermistor. The comparator output is connect-
ed back to bit 0 of IORB, where it can be sensed.

The algorithm will turn on in succession every bit of IORA from the
most significant bit (bit 7), down to bit 0.

The initial value tried will be ‘‘10000000°’. If it is found to be too
small, then bit 7 will be left unchanged, and bit 6 will be turned on. In
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this example, the next approximation will be €¢11000000”’. If at this
point the approximation is too high (as decided by reading the output
of the comparator), then bit 6 will be turned off. The next approxima-
tion will be ‘10100000’ Bit 5 has been automatically turned on. And
sO on.

' 4 SECOND FOURTH
TRY APPROXIMATION
LI et ANALOG
Gl ehbii A SIGNAL
: Ry
FIRST

TRY

817 B16 BITS B4 e

=1 =1 =1 =1

) 0 ' 0 = APPROXIMATION

Fig. 5-45: Successive Approximations

[ TURN ON MSB J
—

l OUTPUT APPROXIMATION I

I READ COMPARATOR J

APPROX » ANALOG?

I TURN OFF CURRENT BiT J

YE
e "o

'NO

MOVE DOWN ONE BIT.
TURN IT ON

L 1

Fig. 5-46: Successive Approximation Flow Chart
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The formal algorithm is illustrated on Fig 5-45, and on the flow
chart of Fig 5-46. The process continues until all 8 bits have been used.
The resulting binary value is the best possible approximation of the
analog value, with the precision afforded by an 8-bit representation.
Naturally, the process assumes that the algorithm is executed fast
enough, so that the analog value does not change faster than it can be
measured. Otherwise, a sample-and-hold circuit should be used.
The illustration of Fig 5-45 shows the successive-approximations
closing in on the exact value of the analog signal. Every time that a
new bit is used, the interval is divided by two.

(MSB)
2_le8 s —12v
3 el e M6
FROM \ 4 Ti/ps 7 8
CONN |5 "i7ps 8] MC1408 | ) 2.2k 3.3K
H4 6 1/p4d 9| 8BIT ™~ +12V
PINS 7_|/ps_3 6] bac  {©/ P22|< 5| M5 ‘]54
8 1/p2 11 M4 15 2048 13 T4
9 _I/pl 12 2__Mo = v
(LSB)
16 3 = ADDITIONAL
39PF RESISTORS RECOMMENDED +5v
14t 1y o~
v (THERMISTOR) e 10
g M7 3 + 5 TOCONN H4
7 PIN 22
+12v —12v
5 onizd 2 s

Fig. 5-47: ADC Interface

The Hardware Connection

The hardware connection is shown in Fig 5-47 and 5-48. The DAC
used here is an MC1408, which requires a 12-volt power supply. Its
output drives the M5 opamp which feeds into the comparator input.
The thermistor appears at the bottom of the illustration, and feeds in-
to the other input of the comparator. The comparator output connects
to pin 22 of connector H4 and feeds into bit 0 of IORB for the 6522 #1.
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CONNECTOR
H4
PIN NO.

1
VCC Omeere—
14

GNDO—j2 =8 (MSB)
PA7 03—-=—> 1/P8 OF DAC (PIN 5)
PAG O /7 " (6)
PAS Ot 1/P6 " (7)
VIA #1 5 .
IoRA ( A% OgT= /5 )
) PA3 oo /P4 (9)
PA2 Of———> I/P3 " (10)
PAl o= /P2 (11)
PAD 02— /Pl ” (12)
(SB OF (L5B)
VIA #1 22
(OFl pBD 022 —s COMPARATOR O/P (MS-PIN 10)
A0

Fig. 5-48: Connection to H4
The Program
In this program, the value of the temperature measured on the ther-

mistor will be indicated by the frequency of a tone on the speaker. The
tone’s pitch will become higher as the temperature increases.

6522
0000 A00O IORB  |ea——
A0 IORA | o

AD02 DDRB
A003 DDRA

0004 { SPEAKERCT

0008 |NEW APPROX

Fig. 5-49: ADC Memory Map

The memory map for the analog-to-digital conversion program is
shown on Fig 5-49. Memory location 4 is used to store the constant
used by the DLYB program, which generates a delay specified by the
value of the constant. Location 8 is used to store the new approxima-
tion being computed by the program. The 6522 #1 is shown at memory
locations A000 and following.
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ADC

INITIALIZE 6522 FOR DAC OUT-
PUT AND COMPARATOR INPUT

POINTER

REGISTER = 10000000

I NEW APPROX = POINTER REG ]

b

CONVERT NEW APPROX
TO ANALOG

!

[ CONVERSION DELAY —I

l READ COMPARATOR OUTPU?I

YES

NO

NEW APPROX = OLD APPROX
FOR REG
(TURN CURRENT BIT OFF)

l SAVE NEW APPROX j

R

SHIFT POINTER REG RIGHT I leIFT RIGHT NEW APPROX = CT l

YES CT = CTORBO HEX
(FORCEBIT7TO 1)
NO ‘

NEW APPROX = OLD APPROX I STORE CT IN 04
+ POINTER REG

CALL BSCSPK
= SOUND SPEAKER

| COUNT DURATION 1

YES NO

Fig. 5-50: ADC Flow Chart
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The flow-chart appears on Fig 5-50. The 6522 is first initialized to
configure IORA as output for the DAC, and IORB bit 0 is used as
comparator input. The pointer register is set to its initial value of
410000000’ which is the initial approximation value. This pointer
register will point to the bit being turned on in the approximation se-
quence loop. The bit will be shifted right every time that a loop has
been completed.

The initial value of the approximation is set equal to the pointer reg-
ister. It is then converted to analog. A delay is implemented in order to
give enough time to the DAC to perform the conversion, then its out-
put is examined. If the comparator output is “‘1”’, then the new ap-
proximation is too small and its value does not need to be changed. If
the comparator output is ‘“0”’, then the approximation value is too
high and the current bit must be turned off. Next, the pointer register
is shifted right by one bit position, in order to point to the next bit to
be used in this technique. If the last bit has been reached, the final ap-
proximation has been computed. If not, a new approximation is ob-
tained by adding the value of the pointer register to the old approxi-
mation and a new iteration is started.

Once an approximation value has been obtained, a tone must be
generated whose pitch depends on the value of the measurement. A
minimum tone frequency is used and the pitch constant is obtained by
adding the value of the approximation to this minimum frequency.
The speaker routine is then called to sound the speaker (BSCSPK).
After the speaker has sounded for a minimum period of time, the pro-
gram reads the value of the thermistor again.

On the board, the fastest way to obtain an audible response is to use
a soldering iron (or a cigarette) and put its tip close to the thermistor.
The sound coming from the speaker should increase quickly in pitch.
When the soldering iron is removed, the speaker will go through a re-
verse sequence. Naturally the thermistor could be located away from
the board. Properly isolated, it could be placed on a wall, in a cup, or
in any other device whose temperature should be measured. A thermo-
couple could also be used or be immersed in liquid so that the liquid’s
temperature could be measured. The temperature of the environment
could be controlled, for example, by using a heating coil connected to
one of the relays. One remaining problem would be to calibrate the
thermistor so that precise temperature measurements can be made.
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Connection: Connector A to connector Hé
Connector AA to connector H3

This program uses successive approximations with a DAC so that the analog
value of a thermistor can be sensed continuously. Then the approximated
digital value is used as a parameter to control the frequency of the
speaker. From the frequency change, one can tell whether the temperature
is increasing or decreasing.

Speaker frequency is proportional to temperature (or resistance
of the thermistor)

This program uses BSCSPK and DLYB subroutines.

0360 A9 FF ADC LDA #3FF

0362 8D 03 A0 STA $A003  Set VIA #1 DDRA = FF for output
to drive DAC

0365 A9 00 LDA #300

0367 8D 02 A0 STA $A002  Set VIA #1 DDRB = 00 for input to
read comparator

036A A9 80 FSTBIT LDA #$80 Set MSB for approximation

036C A8 TAY (Y) stores current bit under test

036D 85 08 STA $08 Loc. 0008 stores current value under
test

036F A5 08 NXTBIT LDA $08

0371 8D 01 A0 STA $A001 Output current value to DAC

0374 A2 20 LDX #$20 Delay for comparator to settle

0376 CA LP9 DEX

0377 EO 00 CPX #$00

0379 10 FB BPL LP9

037B AD 00 A0 LDA #3A000 Read comparator output

037E 29 01 AND #$01 Get bit 0

0380 C9 01 CMP #3%01

0382 FO 05 BEQ SHFBIT Comparator output = 1 means DAC

output is still too low, keep

current value and go to shift bit
else, DAC output is too high

deduct current bit from current value,

0384 98 TYA then shift bit

0385 45 08 EOR $08

0387 85 08 STA $08

0389 98 SHFBIT TYA

038A 4A LSR A Right shift (Y) by 1 bit for next
approximation

038B A8 TAY

038C C9 00 CMP #3500

038E FO 08 BEQ ECHO (Y) = 0 means approximation

completed, go to turn on speaker
0390 18 CLC

Fig. 3-51:Analog-Digital Converter (Program 5.9)
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0391 65 08 ADC $08 (Y) = 0, current value plus next bit
as the output to DAC for next
approximation

0393 85 08 STA $08

0395 4C 6F 03 JMP NXTBIT

0398 A0 FO ECHO LDY #$F0 Delay constant for each frequency

039A A5 08 LDA $08

039C 4A LSR A

039D 85 04 STA $04

039F A9 80 LDA #3$80

03A1 05 04 ORA $04 Calculate corresponding frequency

constant and store it at loc. 0004
03A3 85 04 STA $04
03A5 20 30 02 SPKR JSR BSCSPK Call BSCSPK to activate speaker
03A8 88 DEY

03A9 CO 00 CPY #300
03AB 30 F8 BMI SPKR
03AD 4C 6A 03 JMP FSTBIT Repeat for next approximation

sequence

Fig. 5-51: (Continued)

Let us now examine the program, then suggest improvements. The
program is shown on Fig 5-51. The first four instructions condition
the data direction registers for Ports A and B of the 6522 #1, respec-
tively as output (with a DAC), and as input (for the comparator):

ADC LDA #3FF
STA $A003 DDRA 1 = FF = OUTPUT
LDA #8300

STA $A002 DDRBI = 00 = INPUT

The next two instructions store the literal value *‘80” hexadecimal into
register Y. This is the pointer register which is set to the initial value
<¢10000000” binary.

FSTBIT LDA #8380
TAY

The memory location ‘°08’’ has been reserved to store the current ap-
proximation. It is initialized to 10000000:

STA $08
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The main iteration loop is then entered. The binary approximation is
obtained from memory location ‘‘08’’ and sent to the DAC:

NXTBIT LDA $08
STA $A001

A delay is then implemented to allow the comparator to settle:

LDX  #$20
LP9 DEX

CPX  #8$00

BPL LP9

The output of the comparator is read:
LDA #A000 COMPARATOR OUTPUT

Bit 0 of IORB is then extracted and tested:

AND #301 BIT 0
CMP  #301
BEQ SHFBIT

If its output is ¢‘1”’, the approximation is still too low, and the next bit
must simply be turned on. If it is ¢“0,”’ the value is too high and the
current bit must be turned off:

TYA
EOR 308
STA  $08

Having adjusted the value of the current approximation if necessary,
the pointer register is now shifted right for the next bit of the iteration:

SHFBIT TYA
LSR A

If the last bit has been reached, we have obtained the best possible ap-
proximation and we branch to location ECHO to sound the speaker:

TAY
CMP  #$00
BEQ ECHO
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Otherwise, we turn on the next bit of the approximation and we go
back to the beginning of the loop:

CLC
ADC $08
STA 308

JMP  NXTBIT

The ECHO routine will sound the speaker in function of the value
measured. In this routine, register Y is used to implement the delay
during which the speaker will be sounding. It is loaded here with the
initial value ‘““FO” hexadecimal. The value of the approximation is
read from memory location ‘08, and shifted right by one bit posi-
tion. This means that the value of the last bit of the approximation
will not be reflected by a variation in the pitch of the note in this tech-
nique.

Bit 7 is forced to the value “‘1°’, so that the speaker oscillates at a
minimum guaranteed frequency to be audible.

The resulting value is stored at memory location ¢‘04’” which used
to pass a parameter to the BSCSPK routine which has already been
presented:

ECHO LDY #S$FO

LDA $08
LSR A
STA  $04
LDA  #380
ORA 504
STA %04
SPK JSR  BSCSPK ACTIVATE SPEAKER

Next, the routine is called and sounds the speaker at the specified fre-
quency. Register Y is then decremented and tested, and, as long as it
does not reach the value “‘0”’, the speaker will sound:

DEY
CPY #3500
BMI  SPKR

JMP  FSTBIT
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Once the speaker has sounded for the set duration, the program re-
turns to the beginning of the approximation to sense again the status
of the thermistor.

Exercise 5-34: Display in hexadecimal the value of the approximation
you have obtained.

Exercise 5-35: Is it possible to eliminate all “CPY #300” from
the program?

Exercise 5-36: Calibrate your thermistor by determining the computed
measurement which corresponds to given temperatures measured with
a thermometer. Store these values in a table so that you can display the
actual temperature and not the approximation register value.

Exercise 5-37: Modify the program so that the speaker will sound 1 to
10 times, depending on the temperature it is measuring. At room tem-
perature, it will sound once. At high temperature, it will sound 10
times. This is an audible way to communicate the results of the mea-
surement (with a poor precision).

Exercise 5-38: Having calibrated your thermistor, add a heating coil
(which can be obtained from a hardware store at low cost) and regu-
late the temperature of a glass of water so that the water remains at
precisely temperature T. Caution: Most thermistors are not water-
proof, so that they may have to be attached to the outside of the con-
tainer rather than immersed inside. However, you can also obtain
thermo-couples or other thermistors which are water resistant and can
be immersed directly into liquid.

Exercise 5-39: As a further improvement to your home burglar-alarm
system (see program 5-7), add a routine to the basic control loop that
checks the temperature periodically. If the temperature becomes larg-
er than a set level, say 35 degrees centigrade, then sound the alarm.
You have just implemented a fire detector.

Exercise 5-40: Another variation: The goal is to hold your soldering
iron at the appropriate distance of the thermistor to bring it to a tem-
perature of say 80°C. Modify your program so that it blinks an LED
quickly as long as the thermistor’s temperature is much less than the
desired temperature, then blinks slowly as you approach the desired
temperature level. Another LED should also be used to display wheth-
er you are over or under the desired temperature.
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SUMMARY

In this chapter, real world applications have been developed, rang-
ing from simple home control to complex industrial control. A variety
of input-output devices have been connected to the microprocessor
board, ranging from switches and LED’s to a DC motor, a thermistor,
and a photo-emitter-receiver pair. The selection of devices and tech-
niques presented here should enable you to start solving a large num-
ber of actual control problems. For more information on specific in-
terfacing techniques, refer to our reference C207, ‘‘Microprocessor
Interfacing Techniques’’. Also, to develop a true programming exper-
tise, experimenting is strongly encouraged.

In the next chapter, actual computer peripherals will be interfaced
to the 6502 board.
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CHAPTER 6

THE PERIPHERALS

INTRODUCTION

In this chapter, we will connect the 6502 board to actual computer
peripherals. The programs in this section have been optimized to
demonstrate ‘‘elegant’’ techniques for solving problems, by using the
specific resources of the components involved.

First, we will connect a standard 16-key matrix keyboard and make
«clever’’ use of the input-output register capabilities to minimize the
number of instructions needed to identify the character and display it.
Next, we will manufacture a home-built paper-tape-reader at low cost.
In this application, the paper tape can simply be pulled manually
through the reader and will be correctly read by the microcomputer.
Finally, we will show how simple it is to connect a microprinter (or an
ASCII keyboard) to the microcomputer board. At this point, the read-
er should feel confident that he has acquired the skills required to
solve most usual problems encountered in actual applications.

The applications presented here are simple to realize, and useful.
The programs are directly applicable to SYM, KIM or AIM65, with
minor changes. Practice is, therefore, again encouraged.

All the programs are short, and will provide valuable knowledge
even if you do not plan to connect a peripheral. Careful reading of
this chapter is recommended to all.
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KEYBOARD

We will first connect an external 16-key matrix keyboard (called a
hexadecimal keyboard) and identify the key which has been pressed.
The keyboard connection is shown on Fig 6-1. It is connected to the 8
bits of the IORA of a 6522. Bits 0 through 3 are connected to the rows,
while bits 4 through 7 are connected to the columns. On the diagram,
the key at the intersection of row 2 and column 7 has been pressed,
connecting the row to the column.

6522
DDRA JORA )
1 ol 1 b

1 1 1

171 21 1%v P 2

e
(ADO3) (A0OT)
(BEFORE KEY CLOSURE)

Fig. 6-1: Connecting the Keyboard

The data direction register is configured for all outputs. A special
feature of the IORA of the 6522 will be used by this program. The
IORA is really a bi-directional register. We will condition all rows to
be 1’s and all columns to be 0’s. If a key is pressed, the corresponding
row will be grounded by the column connected to it through the switch.
When reading back the IORA, the ‘“0”’ value in the corresponding
row will be written into the register. In our example, when reading
IORA after the key has been depressed, the resulting value will be
<00001011°’ in binary or “‘0B”’ in hexadecimal. Using a ‘‘line-rever-
sal technique’’ (for details, see our references C201 or C207), we will
write ““11111011” binary or ‘‘FB” hexadecimal in IORA. Since row num-
ber 2 is *0” (grounded), it will also ground column 7. When reading
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back the contents of IORA, we will find the final value <“01111011”
binary or 7B’ hexadecimal. At every bit position of IORA where a
«0” is present, the corresponding row or column have been intercon-
nected. This technique will not only detect which switch has been
pressed, but will also detect errors, such as several keys being depressed
at the same time. If more than one key is depressed at any one time,
then there will be more than one ‘0’ per nibble (group of 4 bits) in the

IORA.
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(ADD3) (A001)
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Fig. 6-2: Step 2 -Reading IORA After Key Closure

DDRA JORA
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] 1

1 0
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1 1

1 1
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(AD03) (A001)
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Fig. 6-3: Step 3 -Writing IORA
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1 2] o0
1 3| 1 P 3
1 41 1 P
1 511 p»
1 61 1 (>
1 71 0 >
{(A003) (A001)

Fig. 6-4: Step 4 -Read back IORA

In order to identify the character corresponding to the key which
has been pressed (a hexadecimal character between *0’’ and “‘F”’), we
will simply build a table giving the ASCII representation of the char-
acters for each legal pattern in IORA.

For example, we have just determined that when key ‘‘B”’ is pushed,
the pattern ‘“7B”’ hexadecimal is found in IORA. As an exercise the
reader is encouraged to compute the IORA pattern for other charac-
ters. The correspondence table is shown on Fig 6-5.

If ever an illegal code is found, it is ignored and the keyboard is
scanned again.

Finally, once the ASCII code for the character has been obtained, it
can be displayed. As an example here the display routine available as
part of the SYM board monitor is used to display the character. Modi-
fications will be suggested at the end of this section to display the char-
acters on other media.

EHARACTE R 0 } 2 3 4 5 6 7 8 9] A B]l]C|] D E F
| I0CODE oe Jep| oo feo Jes|lppIBs 1E7 | D7) 87 ) 77 {78 | EE | BE} 7E |70
ASCII 30 $31] 32| 33 |]34] 35136 {37] 38 ] 39] 47 | 42 [ 43 ] 44] 45 | 46 ]

Fig. 6-5: Keyboard Character Codes Table
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Note: This program will use 3 monitor routines for convenience:
SCAND, HDOUT, ACCESS.

[ INITIALIZE, ERASE MEMORY‘]
‘ PROTECT
r DDRA = OUTPUT J
—— |
[* SEND 000011117 J
1
r READ iORA ]

FORCE COLUMN
BITSTO "1~

[ WRITE BACK J

!
[ READ IORA J

YES
FOUND IN TABLE?

NO

r NEXT TABLE ENTRY J ‘ LOOK UP ASCH CODE J
| DISPLAY IT (HD OUT) l

1
‘YES '—
r SCAND J
I

Fig. 6-6: Keyboard Flow Chart

The flow-chart for the program appears on Fig 6-6.

The program is first initialized, then the “‘OF”’ (hexadecimal) pat-
tern is sent on IORA. The value of IORA is read back (without chang-
ing the DDRAY). This value does not need to be stored in a 6502 regis-
ter or in the memory, because of the bidirectional feature of the IORA
of this component. It will be latched into the component and remain
there. The four column bits are then forced to a “1*’, and the new
IORA pattern is output. IORA is then read back so that the final bit
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pattern may be obtained. The pattern in the IO register is then matched
against all possible values in the ASCII table of Fig 6-5. If the IORA
code does not match the current table entry, the next one is looked up.
If none matches, then a branch back to the beginning of the loop oc-
curs.

The program is shown on Fig 6-7.

0000 20 86 8B INIT JSR ACCESS
3 A9 FF LDA #SFF
S 8D 03 A0 STA DDRA DDRAisPAD
8 A2 OF START LDX #30F
A 8E 01 A0 STX IORA IORA is PA
D AD 01 A0 LDA IORA IORA is PA
0010 09 FO ORA #SFO
2 8D 01 AQ STA IORA IORA is PA
5 AD 01 A0 LDA IORA IORA is PA
8 D5 30 LOOP CMP TAB, X
A FO 05 BEQ DISPL
C CA DEX
D 10 F9 BPL LOOP
F 30 05 BMI SCAN
0021 BS5 40 DISPL LDA ASCT, X
3 20 00 89 JSR HDOUT
6 20 06 89 SCAN JSR SCAND
9 4C 08 00 JMP START
0030 E7 D7 B7 77 TAB BYTE $E7, $D7, $B7, $77, SEB, $DB,
EB DB BB 7B $BB, $7B, $ED, $DD, $BD,
ED DD BD 7D $7D, $EE, $DE, $BE, $7E

EE DE BE 7E

0040 37 38 39 41 ASCT BYTE '7,°8,79,’A,’4,’5,°6,
34 35 36 42 ’B,’1,°2,°3, F,’C, 0,
31 32 33 46 'D, ’E
43 30 4 45

Fig. 6-7: Keyboard Program (Program 6-1)

The initialization phase removes the memory protection feature, in
the case of the SYM board, by using the ACCESS subroutine, then
conditions the data direction register of Port A to be all outputs:

INIT JSR  ACCESS
LDA #3$FF “11111111”’=0UTPUTS
STA DDRA
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The “00001111”’ pattern is then sent to the data register:

START LDX #$0F 00001111’
STX IORA

It is immediately read back and the columns are forced to all 1’s by
oring it with the pattern ‘11110000’

LDA IORA
ORA #3$F0 11110000

The resulting pattern is sent to the data register (IORA):
STA IORA

It is immediately read back and it now contains the final pattern that
will be used to determine which key has been pressed:

LDA IORA

The code contained in the accumulator will now be compared in se-
quence to every entry in the table. Every time we have a table struc-
ture, the indexed addressing mode is conveniently used to access the
elements in sequence. The initial value of the index register if ‘‘0F”’
hexadecimal or <“15°’ decimal. A match will be attempted against the
last entry of the table (see Fig 6-3). Then the previous one will be test-
ed. Whenever a match is found a branch occurs to location DISPL:

LOOP CMP TABX
BEQ DISPL
DEX
BPL LOOP

If the match fails, then the index register X is decremented in anticipa-
tion of the next character match. It must be tested against the value
«0»: When it decrements below ‘0’ and becomes negative, no valid
key has been detected and an exit occurs through SCAN:

BMI SCAN

At this point, register X indicates which character has been recog-
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TAB

CHARACTER CODE

TABLE +(X)

-X 1S POINTER
TO TABLE ENTRY

HIGH ADDRESSES {

Fig. 6-8: Indexed Addressing for Table Access

nized. It contains a number between ¢‘0’’ and ‘‘15”’. We now want to
convert this number to the ASCII code required to display (or print)
the character we have recognized:

DSPL LDA ASCT, X

At location DISPL, the accumulator is loaded with the ASCII code
corresponding to the value of the character as determined by the value
of index register X. Again an indexed addressing technique is used for
this sequentially ordered data (see Fig 6-9). The subroutine HDOUT
(of the SYM) is then used and the character is displayed (SCAND rou-
tine of the SYM) before the keyboard scanning resumes:

JSR  HDOUT

SCAN JSR  SCAND
JMP  START
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INDEX

{16 ENTRIES)

LDA ASCT, X

Fig. 6-9: Converting the Character ID # to ASCll

Two tables of constants are used by the program. The first one is
called “TAB”’. The table contains the list of legal bit patterns that
may appear in IORA. The value of the index register X at the time it
reads one of these entries determines the identity of the key which has
been pressed. The second table used is called “ASCT”. It contains the
ASCII code for each of the digits of the keyboard.

These two tables appear at the end of the program on Fig 6-7. Note
that the index register X does not have to contain the actual hexadeci-
mal digit corresponding to the key which has been pressed. As long as
the two tables are arranged in matching sequence, the proper ASCII
code will be extracted for each legal binary pattern found in the table
TAB. This is why these two tables on the program are out of the hexa-
decimal sequence.

Exercise 6-1: Rearrange the two tables, TAB and ASCT of Fig 6-7, so
that the value of the index register X is always equal to the hexadeci-
mal value of the key which has been pressed on the keyboard.

Exercise 6-2: As an alternative to the above method, relabel the keys
of the keyboard, without changing the tables TAB and ASCT, so that
the value of the index register X corresponds to the key which has been
pressed.
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Let us suggest now some possible variations so that the digit which
has been detected can be displayed to the outside world in other ways:

Exercise 6-3: Sound the speaker once if character “‘1°’ has been pressed.
Sound it twice if character *“2°’ has been pressed, and so on.

Exercise 6-4: Using the Morse program which has been developed in
chapter 4 (see Program 4-3), modify the above program so that it
sounds the Morse code corresponding to each key pressed.

Exercise 6-5: Modify the above program so that it will sound a note
for each key pressed. One key should be dedicated to a silence. An-
other set of two keys can be used to determine the duration of the note
(durations 1, 2, and 4).

Exercise 6-6: Write a stored music program. You will first play a tune
by hitting the keys of the keyboard in the desired sequence. The first
50 notes (or any other number) of the tune should be memorized in the
memory of the system. Then hit a special key, and the program should
play back the tune that has just been memorized.

PAPER TAPE READER OR ASCII KEYBOARD

Connecting a decoded (ASCII) keyboard, or a paper tape reader in-
volves a nearly identical technique. The hardware interface involves 8
data bits (the 7 bit ASCII code plus parity), and an extra status bit in-
dicating that a character is available. A simple interface will be pre-
sented here for a ‘‘home-built”’ simplified paper tape reader. The pro-
gram for a decoded keyboard would be nearly identical.

® [ J [ ] 0
[ ] o0 1
[ ] [ ] 2
_____________________________________ sprocket holes
[ J [ N ] 3
[ J [ ] ® 4
® [ J 5
L J [N J 6
® (X PARITY (7)

Fig. 6-10: Punched 8-level Paper-tape
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Paper tape has traditionally been used to store programs in a reli-
able and economical form. Each character is represented on the paper
tape by a row of holes punched in it (see Fig 6-10). One hole, smaller
than the other, is used by the sprocket wheel which positions the paper

Note: The emitter (not shown) comes over the detector.

The FPA100 emitter is located on the small board on top. The PTR is connected to the
6502 board via a flat ribbon through the A-connector (top).

Fig. 6-11: Paper Tape Reader Hardware
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tape. The other 8 holes (other types of codes exist using less holes) are
used to encode the character itself in ASCII format. The paper tape is
moved one hole position at a time, and the code corresponding to the
hole must be read by the reader. We will use here a pair of photo emit-
ters and detectors FPA100.

+5v

+5v
2.2%
DATA
1767417
1767417
STATUS

Fig. 6-12: PTR Connection Details

6522

DORA ey
o 0 Als
° ! A4
3 2 ASCH
\ a3 KEYBOARD
0 a2 or
PORT A o “ PAPER-TAPE
AS READER
0 s "
1] & A7
ARITY
0 7 P A8
TAG01)
IORB
PORTB
sTaTUS
° 7 AlS
(A000)

Fig. 6-13: Paper Tape Reader Interface
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The light-emitting diodes emit light continuously. When a hole
passes in front of the LED, the light will be transmitted and the photo-
detector placed on the other side will sense it. This will be a ““1”".
When no light is transmitted, a ‘0’ will be detected. Note that the in-
tensity of the LED’s must be adjusted carefully, so that no light goes
through the paper tape in the absence of a hole (practical remarks will
be presented later). This very low-cost and simple paper-tape-reader
can be operated by hand by pulling the paper tape between the two
detectors. The program will synchronize itself, as we will see, on the
hole normally intended for the sprocket wheel. The hardware diagram
appears on Fig 6-11. The detailed connection of the light emmitting
diodes and of the hole detectors and the data detector circuits appear
on Fig 6-12. The microcomputer interface is shown on Fig 6-13. The
IORA of 6522 #1 is used as input for these data bits. The IORB of port
B of the same 6522 is used to read the status bit into its position 7.

The signals are conditioned by Schmitt triggers (7414). The two
sockets for the 7414’s are used as guides for the paper tape itself. The
signal corresponding to the detection of a sprocket hole is ‘‘0’’. The
signal corresponding to a data holeis “‘1”’.

r CHARACTER COUNTER = 0 ]

o

L READ 1T l
!

r STORE IT IN LINE TABLE I

| TNCREMENT CHARACTER |
COUNT
YES
—»ow
NO
S
NO

CHARACTER STILL
AVAILABLE?

Fig. 6-14: PTR Flow Chart NO
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Note that a single resistor is used in this simple interface to drive all
LED’s. In practice, individual resistors could be used for each indivi-
dual LED. The value of the resistor must be adjusted carefuily so that
just enough light goes through a hole to be detectable by the opposite
detector. Otherwise all I’s (“‘11111111°?) will be detected continuously
if the light may go through a normal (fairly transparent) paper tape. If
you are experiencing trouble with the value of this resistor, you may
consider using initially black paper tape, or at least very opaque tape,
to eliminate this problem.

The flow-chart for the program is shown on Fig 6-14. A character
counter will be used to count the number of characters coming in. The
program remains in a waiting loop until the next character becomes
available. This will be detected by the presence of a sprocket hole over
the corresponding detector. Once the status signal indicates the avail-
ability of the character, it should be read quickly. It is read and stored
inaline table in the memory. The character counter is thenincremented.

By convention, the reading operation will be terminated either by a
““NULL”’ character (nothing punched on the tape), or else an explicit
“‘carriage-return’’ character (CR). The program, therefore, checks for
the ““NULL"”’ character or ‘“‘CR”’, and, if they are found, it exits. If they
are not found, it can go back to the beginning of the loop. However,
before going back to the beginning of the loop, the program must wait
until the status information has been reset. Once the ‘‘character-avail-
able’’ signal has disappeared, it can go back to the beginning of the
loop and wait for the next character to become available.

The memory-map corresponding to this program is shown on Fig
6-15. The program appears on Fig 6-16.

0000 TABLE A000 IORB
0001 { POINTER A001 IORA

CHARACTER
TABLE

Fig. 6-15: PTR Memory Map
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0002 A0 00 KBPT LDY #0
4 2C 00 A0 TS BIT IORB IORBis PB
7 30 FB BMI TS
9 AD 01 A0 LDA IORA IORAisPA
c 9 00 STA (800), Y
E C8 INY
F C9 00 CMP #0
0011 FO 0B BEQ RET
3 O 8D CMP #38D
5 FO 07 BEQ RET
7 2C 00 A0 TE BIT IORB IORBis PB
A 10 FB BPL TE
C 30 E6 BMI TS
E 60 RET RTS

Fig 6-16: PTR/Keyboard Program (Program 6-2)

The program assumes that DDRA and DDRB have been initialized
with the proper values. Otherwise extra lines of initialization must be
added to the beginning of this program. Register Y is used as the char-
acter counter and is initialized to the value ‘‘0’’:

KBPT LDY #0

Next, the value of the status line must be tested, in order to determine
whether a character is available. It is connected to IORB bit 7 in order
to facilitate its detection:

TS BIT IORB
BMI TS

Bit 7 is a preferred bit position for connecting a status signal, since it is a
bit position which can be tested in one instruction: bit 7 is the ‘‘sign”
bit. It sets the *“N”’ flag in the status register, which can be tested di-
rectly for “‘positive’” and ‘‘negative” (‘0”” or “‘1°’). Here, it is tested
by the BMI (branch on minus) instruction. As long as the signal is
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““1°’, no character is available. When it becomes *0’’, a character is
available. The accumulator can then be loaded with the data present
on the data lines:

LDA IORA READ DATA 1

The 8-bit character obtained from the paper-tape-reader must then be
stored at an appropriate memory location. It is assumed here that the
starting address of the line buffer has been deposited at memory loca-
tion ‘00, 01.”” An indirect addressing technique will be used in order to
access the first element of the table. In addition, the addressing mode
will be indexed by the value of Y, in order to access successively all ele-
ments of the table. The corresponding instruction is:

STA (500),Y
Let us examine this indirect indexed instruction here. The indirec-

tion specifies: ‘‘go to memory address ‘00’ and use its contents as an
address’’ (Step 1 on Fig 6-17).

00 LINE BUFFER

01 ADDRESS

“STEP 17

1
I LINE BUFFER ADDRESS I

POSITION Y

LINE BUFFER

@

FINAL ADDRESS

+Y
“STEP 27

CORRECT LOCATION

Fig. 6-17: Indirect Indexed Access: STA ($00), Y

Register Y is then used as an index: its contents are added to the
base address to provide the final address (Step 2 on Fig 6-17). The con-
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tents of Y are the displacement within the line-buffer table, i.e., the
pointer to the current entry.

The character counter is then incremented, thus pointing to the next
available location in the line buffer, in anticipation of the next char-
acter:

INY

The character in the accumulator must now be tested for ““NULL”’ or
for a “‘carriage return,’’ to check whether the end of a line has been
reached. This is accomplished by the next four instructions:

CMP #0 NULL?

BEQ RET IF YES, EXIT
CMP #38D CR?

BEQ RET IF YES, EXIT

Finally (refer to the flow-chart of Fig 6-14), we must wait for the
“‘character-ready’’ signal to disappear before testing it again, or else
we would read twice the same character. This is accomplished by the
next 3 instructions:

TE BIT IORB  TEST READY SIGNAL
BPL TE
BMI TS

Finally, the subroutine terminates with the usual return instruction:

RET RTS

Exercise: 6-7: In addition to storing the character in a table, generate
through the speaker the Morse code corresponding to the character
being read. Be careful to generate the Morse code quickly enough so
that you do not lose characters on input. Alternatively you may decide
to pull the paper very slowly so that you have enough time to generate
the Morse output between two successive characters. Or as another
possible solution, you may decide to generate the Morse code only at
the end of the line when all the characters have been read. This is def-
initely the safest solution but it defers the enjoyment of verifying that
each character is being correctly read!
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Exercise 6-8: Connect eight LEDs on the PTR board, and light them
with the 6502, as each character is recognized.

Exercise 6-9: Sound an alarm if the parity bit is incorrect. (The parity
bit insures that the total number of bits for a given character is even or
odd, depending on the convention used. You must verify this.)

MICROPRINTER

Many small microprinters use electrosensitive paper, and print 20
characters across, using a dot matrix to form the characters. Examples
are Olivetti (various models) or Matsuhita. The bare printer requires
a small interface which will send the appropriate signals to the print-
ing head, move the paper and manage the mechanical resources
of the printer mechanism. Once equipped with such a basic interface,
the microprinter can be connected to any microprocessor equipped
with a PIO (a programmable input/output port). Such a printer will
be used here and will be connected to the 6502 system via a 6522 and a
6532 port. Differences may exist if you are using a printer with a dif-
ferent interface. However, the logic of the program should be essen-
tially similar.

The program will print a 20-character line at a time. It will supply
the “‘start print”’ signal, then send the 20 characters in sequence. In
order to send a character, the program waits for the printer interface
to supply a ‘‘character request signal.’’ In response to this signal, the

6502
CHARACTER : >
BOARD REQUEST PRINTER
BUFFER CONTROY
INTERFACE
START PRINT J L
1 l— PRINTING

PRINTER BUSY

Fig. 6-18: Basic Printer Interface
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CONNECTOR
DORA 1ORA A
0 [ Kga A2 e DV
' 1 B8 A9 |m—e-D2
XBC
2 2 A4 fo—e D3 &BIT
6532 3 3 K80 . — DATA
PORT A Az s
] 4 XBE A0 |—D05
5 5 XBF A-18 j—— Do
6 6 XBG AW e CHARACTER
7 7 REQUESY
(A401) (A400)
DDRB 1ORB
i PBO 1 START
[
[
6522
PORTB °
0
[
°
)
{A002) {A000)

Fig. 6-19: Printer Connection

program must supply the characters, or else the previous character
stored in the interface buffer will be printed by error. The character
will be supplied on the 6 data lines. A 6 bit character representation is
used (see Fig 6-18).

The hardware connection for the printer appears in Fig 6-19. Port A
of the 6532 is used and bit 0 of Port B of the 6522 is also used. The
IORA of the 6532 supplies the 6 data lines and receives on bit 6 the
“character request,”’ as indicated on the illustration. Bit 0 of the
IORB of the 6522 is used to generate the ‘‘start’’ signal. In addition,
the printer interface normally supplies a ““printer busy’’ signal. It will
be ignored here and replaced by a software delay routine of 30 milli-
seconds. A flow-chart for the program appears on Fig 6-20.

The data-direction registers for the two PIOs are initialized. A start
pulse is generated to start the printer. The program then checks the
“character request’’ line. The program waits at this point until a level
change indicates that a character is requested. It gets the next charac-
ter from one of the memory locations where the 20 character line is
stored (see Fig 6-21). The character is then sent to the printer. Once
the character has been sent, the program waits for the ‘‘character re-
quest”’ signal to disappear. It increments the character counter and
checks to see whether it has reached the value €20.”” If it has not
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INITIALIZE DIRECTION
REGISTERS AND RESET IORB

]

l GENERATE START PULSE J

L CHARACTER
NO REQUESTED?
' YES

| GET NEXT CHARACTER |

[ SEND CHARACTER l
YES J
CHARACTER

REQUESTED?

i NO
| INCREMENT COUNTER I

—
[ SEND "SPACE” J
i

l TIMER 1024-e-30 HEX ]

e
TIMEQUT?

’ YES

out

Fig. 6-20: Flow Chart for Printer Program

reached the value ¢“20,”’ another character must be sent to the printer
and the loop is re-entered. Once the 20 characters have been sent to the
printer, a ‘‘space’” code is sent to the printer to terminate the line,
causing a line feed and a carriage return to be generated. (A different
convention may be used by a different interface.) Then a delay of 48
milliseconds must be provided for the mechanical elements of the
printer to position themselves for the next line. The internal timer of
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the 6532 is used for this purpose and the timer word corresponding to
the 1024 times factor is used here. The 1024 factor corresponds to a
delay of 1024 microseconds or approximately 1 millisecond per delay
unit in the timer word. This word is loaded with ‘‘30”> hexadecimal =
‘48’ decimal. Once it times out, the program exits.

The program is shown on Fig 6-22. The memory map for the printer
program is shown on Fig 6-21. The two memory locations ‘‘00’” and
01°’ contain the pointer to the location of the first character in the
memory. In order to use this program, the user should load the value
“01’’ at memory location ‘“A002’ (DDRB), and “‘00”’ in memory
location “A000’’ (IORB) before turning the printer on. The memory
locations used by the input/output devices appear on the right of Fig
6-19. Let us examine the program.

o cHar A0 IORB
o POINTER (6522)
A2 DDRE
e A%0 (ORA
CHARACTER 653 o SORA
TABLE
(20
CHARACTERS)
Ad07 | TINERFLAG
AaF | TIMER 1024

Fig. 6-21: Printer Memory Map
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0200 A9 3F LINE LDA #$3F Configure Port A
2 8D 01 Ad STA IORA
5 A0 01 LDY #1 Send start signal
7 8C 00 A0 STY IORB
A 88 DEY
B 8C 00 A0 STY IORB “0”” output
E 2C 00 A4 TSTI BIT IORA Read status
0211 70 FB BVS TSTI1 Char request?
3 Bl 00 LDA (500),Y Load character
5 8D 00 A4 STA IORA Print it
8§ 2C 00 A4 TST2 BIT IORA Check status
B 50 FB BVC TST2
D C8 INY Next character
E C0 14 CPY #$14 20th?
0220 DO EC BNE TST1
2 A9 20 LDA #3$20 Space/character
4 8D 00 A4 STA IORA
7 A9 30 LDA #330 Delay constant
9 8D IF A4 STA T1024 Timer X1024
CcC 2C 07 A4 TTIM BIT TIMFLG Timer status?
F 10 FB BPL TTIM
0231 60 RTS
0000 50 00 WORD BUFFER
0050 30 31/32 33/34 BUFFER BYTE °0,’l,°2,°’3,’4,’5,°6,°7,
35/36 37/38 39/40 '8, 9, 'W, ’A, ’B, ’C, ’D,
41,42 43,44 45,46 ’E, ’F,’G, ’H, ’l
47/48 49
IORA is PA
IORBis PB

Fig. 6-22: Printer Program (Program 6-3)

The data direction register A is first initialized:

LINE LDA #33F
STA IORA

A start pulse is then generated by depositing the value ‘0000001 in
the IORB:

LDY #1 <00000001°’
STY IORB
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IORB is then set to all 0 outputs:

DEY Y = ‘00000000
STY IORB

We must then check the ‘‘character request’” line. If this lineisa ‘‘1”’,
we keep looping. When it becomes a “‘0”’, we will get the next charac-
ter:

TST1 BIT IORA READ STATUS
BVS TSTi

It should be remembered that the *“BIT’’ instruction will test a given
memory location without disturbing its contents. It will copy bits 6
and 7 respectively in the *“V’’ and *‘N”’ flags. We are interested here in
testing the value of bit 6 (refer to the printer connection on Fig 6-19).
The BVS instruction will test the value of the overflow flag “V’’,
which has been set to be identical to the value of bit 6 of IORB. Its
value is therefore the value of the ‘‘character-request’’ line. The next
character is obtained from the 20 character table stored at the memory
address contained in locations ¢“00’’ and ¢‘01’’. An indirect access in-
struction will result in accessing the first entry of this table. For gen-
erality, we want this segment of the program to be able and retrieve
any entry within the table. As in any table organization, indexed ad-
dressing will, therefore, be used. Register Y is used here as the index
register. It contains initially the value *‘00>” which will be incremented
through the value 19 before we exit from the loop. An indexed indirect
addressing technique is used here:

LDA (300),Y

The indexed indirect access is illustrated on Fig 6-23. The contents of
memory location ““0001°? are first accessed. They are then used as the
address of the base of the table to accessed. The contents of register Y
will be added to the contents of memory location 0001 and this final
address will be used as the address of the data to be fetched (see Fig
6-21). This data is the ASCII code for the character to be printed. It is
sent to IORA:

STA IORA
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00 TABLE
01 ADDRESS LDA ($00), Y
BASE ($00)
+(Y)
CHARACTER FINAL ADDRESS =
BASE+Y

Fig 6-23: Indexed Indirect Access

Once the character has been sent, we must wait for the character re-
quest line to become ‘‘1°’ again. A two-instruction loop is used exactly
as above:

TST2 BIT IORA
BVC TST2

The character counter (register Y) is then incremented:
INY

and tested against the limit value <20’ decimal = ‘14" hexadecimal.
As long as the limit value is not reached we re-enter the loop:

CPY #$14
BNE TSTI1

The code for the required ‘‘space’’ character is then output on IORA:

LDA #3820
STA IORA

Finally, we must guarantee the minimal delay between 2 successive
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line printings. The 1,024 factor is used for the timer. The final 48 ms
delay is obtained by simply loading the appropriate memory location
with the constant specifying the number of milliseconds (refer to Fig
6-19 for the printer memory map):

LDA  #3$30 DECIMAL = 48
STA TI1024

The timer flag is then checked continuously until it becomes 17,
indicating a timeout:

TTIM BIT TIMFLG
BPL TTIM

The actual printout for the sample 20 character line indicated in the
program appears on Fig 6-24:

Fig 6-24 : Actual 20-Character Printout

Exercise 6-10: Connect the printer and the paper-tape reader. The
printer should print the contents of the papertape at the end of every
line,

SUMMARY

In this chapter, actual peripherals have been interfaced both from a
hardware and software standpoint to the microcomputer board. Full
use has been made of the specific capabilities of the P1O registers, and
of the addressing techniques provided by the 6502 in order to optimize
the programs. The reader should now have acquired all the skills re-
quired for realizing his own applications programs in most usual
cases.
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CHAPTER 7

CONCLUSIONS

This book has systematically introduced the hardware and software
techniques required to connect an actual 6502 board to the outside
world. The input-output chips have first been described, along with
usual 6502 boards. Then application programs of increasing complex-
ity have been presented in chapters 4, 5, and 6. At this point, the read-
er should feel confident that he can connect his own 6502 board to
usual input-output devices and solve the hardware and software inter-
facing problems associated with this. In fact, the author believes that,
with the skills acquired now, the reader should be in a position to start
solving almost any applications problems of usual complexity. There
are naturally cases where specific interfacing problems exist and the
reader is encouraged to consult reference C207 ‘“Microprocessor In-
terfacing Techniques’’ for that purpose. If at this point, the reader has
skipped the exercises, it is strongly suggested that he go back to chap-
ters 4, 5, and 6 and solve all exercises proposed in these chapters, first
on paper, then on a real microcomputer board.

The Next Step

If you have not built any applications board yet, the next logical
step is to go to your local electronics store and purchase the few low-
cost components required by the applications proposed here. You
should then try to write some programs by yourself, without consult-
ing this book, and make sure you have acquired the skills required to
solve these problems. Use your imagination and you can invent many
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other possible applications, using the same limited hardware, or else
additional simple input-output devices.

For the reader interested in more complex programming tech-
niques required to implement complex algorithms, a third volume in
this series will be published, called ¢‘6502 Games’’. In this volume,
much more complex algorithms are introduced, and described, which
will allow the reader to play a variety of games ranging from mind-
bender to magic squares. The hardware required for these games is
minimal (one 16-key keyboard, 15 LED’s and one loudspeaker).

It has been found that the time required by each person to learn how
to program varies very significantly from one person to the next.
However, the next logical step after reading any programming book
should be the same: practice. It is hoped that the contents of this book
will have brought you the skills for such successful practice.
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A 6502 ASSEMBLER
IN BASIC

INTRODUCTION

Developing short programs for the 6502 may be done on paper, and
the programs may then be entered on a 6502 board. However, if longer
programs are to be developed (say more than a few dozen
instructions), or else if a large number of small programs is to be
developed, the convenience of an assembler becomes of significant im-
portance. Since it is assumed that most readers seriously interested in
applying a 6502 to real applications will start developing such pro-
grams, this book includes the full listing of an assembler for the 6502
written in BASIC for those who do not already have access to a 6502
assembler.

The advantage of an assembler for the 6502 written in BASIC is that
it can be run on any computer equipped with BASIC which may be ac-
cessible to the user. The version of BASIC used in this program is the
one available on Hewlett-Packard computers. It can be characterized
as a subset of most microcomputer BASICs in that it does not include
the features found on the latter ones. Using this assembler on a com-
puter having a different BASIC will involve a translation process.
However, the translation effort should be moderate, in view of the
fact that most popular BASICs available on microcomputers include
many more features than the one which has been used for this
assembler. This assembler is therefore essentially upwardly compatible.
In fact, a user who is good at programming in his BASIC will pro-
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bably be capable of effecting a significant reduction in the number of
instructions used for this assembler.

This assembler has been used to assemble a large number of pro-
grams for the 6502 and has performed successfully. To the best of our
knowledge, it is therefore a reliable product. However, it is included
here for educational purposes only and not warranted for any purpose
whatsoever. A Microsoft BASIC version of this assembler will be
published in the near future for readers interested in this particular
version.

A complete listing of the assembler is shown in this section, and a
sample output demonstrating its operation is shown below.

All the programs at the end of Chapter Four have been assembled
with this assembler.

GENERAL DESCRIPTION

ASM 65 is a complete 6502 mnemonic assembler. It recognizes all
industry standard mnemonics, and will produce the standard hexa-
decimal listings, as shown on the example of Fig A-1.

In addition, this assembler provides the industry standard direc-
tives, with only exception the use of *“.” to indicate current location
assignments and references. The directives available are: .BYT,
.WORD,.DBYT,.TEXT. The user is referred to any manufacturer’s
assembler description for the details of these directives.

USING THE ASSEMBLER

The ASM 65 is written in Hewlett-Packard 2000 series F BASIC. A
description of the features of this particular BASIC implementation
appear later in this section. Few changes should be needed to adapt
this interpreter to other versions of BASIC to which the reader would
have access.

ASM 65 operates on serial files. A minimum of three files are equipped
and four are normally used. They are: the source file, the symbol
table file, a temporary file, and optionally a destination file distinct
from the source file.

The input file contains the assembly language instructions. It must

24



APPENDIX A

%X CAT SRC
FMEMORY BLOCK MOVE FROGRAM
$MOVES UP TO 255 BYTES FROM A TABLE STARTING AT
5LOC1 TO A TABLE STARTING AT LOC2. LENGTH OF THE
$SECTION TO BE MOVED IS IN MOVLEN.
MOVLEN =%00
Loci =$200
tocz2 =$300
4
LDX MOVLEN $LOAD LENGTH OF MOVE TO INDEX
LOooP LDA LOC1,X #LOAD RYTE TO EE MOVED
STA LOC2,X #iSTORE BYTE TO BE MOVED
DEX FCOUNT DOUN
BPL LOOP FIF NOT DONE» MOVE NEXT BYTE
RTS #DONE
% RUN ASM65S
SOURCE FILE 7?SRC
OBJECT FILE 7DEST
FRINTOUT ?YES
ASSEMBLY BEGINS...
§MEMORY BLOCK MOVE PROGRAM
$MOVES UP TO 255 BYTES FROM A TABLE STARTING AT
LOC1 TO A TABLE STARTING AT LOC2. LENGTH OF THE
$SECTION TO BE MOVED IS IN MOVLEN.
MOVLEN =$%00

Loct =$200
Loc2 =$300
r
0000: A6 00 LDX MOVLEN LOAD LENGTH OF MOVE TO INDEX
0002: BD 00 02 (LOOP LA LOCEyX 3LOAD BYTE TO BE MOVED
0005: 9D 00 03 STA LOC2yX $STORE BYTE TO BE MOVED
0008: CA DEX i COUNT DOUWN
0009: 10 F7 BPL LOOP #IF NOT DONEr MOVE NEXT BYTE
000B: 60 RTS # DONE
SYMBOL TABLE?
MOVLEN 0000 Loct 0200 Locza 0300
LogFP 0002

DONE

Fig A1: Using the ASM 65 Assembler

therefore contain ASCII text, and must be structured as per the rules
of the assembler syntax (described in the next section). In general, the
input lines can be written in free format, with the fields separated by
one or more spaces. However, any label must start in column one.
Any line without a label may not start in column one.

The assembler will automatically format the comment field on the
output file. However it will not format the other fields within the in-
structions so that the user may tabulate his input statements in any
reasonable way for clarity. This feature is intended to improve reada-
bility.
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The output file is also ASCII text, including the representation of
all numbers. The output file may optionally be printed after the sec-
ond pass of the assembler has been executed. A prompt is printed on the
listing, or appears on the screen as «PRINTOUT?”’ and the user may
specify ‘‘yes’’ or “‘no.”

The assembler provides extensive diagnostics and will describe all
errors it has identified, then list them on the output.

In this implementation, the error printout may contain various field
markers such as operator field limiters (‘‘!’’), and the internal unre-
solved reference delimiter (‘‘***”).

The symbol table gives the usual hexadecimal representation for all
symbolic labels used by the program. An example is shown in Fig A-2.

SYMBROL TABLE:

MOVLEN 0000 Lock 0200 Loc2 0300
LooP 0002
DONE
Fig A-2: The Symbol Table
SYNTAX
Constants

Constants may be expressed in any of the four usual number repre-
sentations:

e Hexadecimal: the constant must be preceded by a “‘$’’. Exam-
ple: “LDA $20°’ will load the accumulator from memory address
20" hexadecimal.

e Binary: it must be preceded by a ‘%”. Example: “LDA
% 11111111°° will load the accumulator with all ones.

e Decimal: usual representation. Example ¢“LDA #0** will load the
accumulator with the decimal value zero.

*ASCIIL: must be preceded by a “ * >*. Example: “LDA’A” will
load the ASCII code for A into the accumulator.

Arithmetic Expressions

Arithmetic expressions may be used in the operator field, in a label
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assignment, or in a memory allocation instruction.

The operand in an arithmetic expression may be a number expressed
in any representation, or a label, or a ‘“.”’ (the current location sym-
bol) or any combination of those. The legal operators are ‘‘+’* and
‘“— *’_ In the case where more than one operator is used, the arith-
metic expression will be evaluated from left to right.

Comments

Comments must be preceded by a ‘“;”’. They may begin in any col-
umn including column one. All comments will be justified in the mid-
dle of the output sheet unless they begin in column one.

Memory Assignments

Memory assignments are performed by one or more of the four di-
rectives:

.BYT — Assigns one byte of data to one memory loca-
tion.

.WORD — Assigns two bytes of data to two consecutive
memory locations, low order byte first.

.DBYT — Assigns two bytes of data to two consecutive
memory locations, high order byte first.

.TEXT — Converts an ASCII string to hex data, and

stores it in consecutive memory locations. The
string must be delimited by two identical non-
blank characters.

There is no end directive— an end-of-file is used instead.

Example of a memory assignment:

BYT $2A, WORDCONST
.WORD 2, %10

HP2000F BASIC:

Hewlett-Packard BASIC is different from many common mini- and
microcomputer BASICs, but is easily adapted. The following is a list
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of features which differ from most BASICs, or from the Dartmouth
standard.

Files

Files are declared in a FILES statement at the beginning of the pro-
gram and are numbered in the order in which they appear in it. The
ASSIGN statement assigns a file specified by its first argument to a file
number specified by the second argument. The third argument is a
dummy variable. A star appearing in a FILES statement means a file
will later be assigned to that file position by an ASSIGN statement.
The READ statement reads the file. Its first argument, preceded by a
«“#° is the file number of the file to be read from. If the record
number is one, and there is no semicolon, the statement serves to reset
the file pointer to &, as in ““READ #2, 1”’. Any arguments after the
semicolon are those variables to be read.

The PRINT statement is similar to the read statement. It also has a
special form, ‘‘PRINT #2,END”’, which makes an end-of-file marker
on the file.

The IF END # THEN statement operates in a way analogous to a
vectored interrupt. When an end-of-file occurs on a read, program ex-
ecution will continue at the line number mentioned after the THEN,
instead of causing the program to crash. This will occur even if the
computer is not currently executing the statement: i.e., the end-of-file
vector need only be specified once, unless it needs to be changed.

Strings

Strings are one dimensional, and can only be dimensioned as such.
To assign @ (zero) length to a string, or clear it, a statement of the type
«“L$=" " is used. Characters in a string are referenced as follows:
to reference a substring within a larger string, the form “T$(a,b)”’ is
used where a and b are expressions signifying respectively the first and
last character addresses in the main string of the desired substring.
Characters in a string are addressed from left to right, starting at 1.
Example: if A$=‘“ABCDE”’ and the statement “B$ =A%$(2,3)” is ex-
ecuted, B$ will become “‘BC’’.

The form *“T$(a)’’ references all characters in T$ starting with
character #a and continuing on to the end of TS.

Example: if A$=12345"’, A$(3) means the substring ‘345,
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The string functions CHR$ and ASCS$, which respectively convert
an ASCII decimal number into a one-character string, and a one-
character string into its decimal ASCII equivalent are not available, so
ASMBG65 reads a string of ordered ASCII characters from a system file
called $ASCIIF, which it then uses for number and string conversion.

MAX returns the maximum of 2 values.
Example: ““B=11 MAX 9’ would yield 11.
MIN returns the minimum of 2 values.
LIN when in a print statement adds amount of linefeed specified in its
argument to output.

The above definitions are intended only as guidelines for the transla-
tion of ASM65 into other versions of BASIC.

Fig A-3: 6502 Assembler Listing
copyright © 1979, Sybex Inc.

ASMES

10 REM ! XKXXKKKXKXK 6502 MNEMONIC ASSEMBLERs VERSION 2.0 XAXKKKKKKX
20 REM

30 REM ! WRITTEN IN HP2000OF TSS BASIC.

40 REM ! CAN BE USED WITH ALL 65XX PROCESSORS AS MADE EY COMMODORE»
50 REM ! SYNERTEK, AND ROCKWELL.

60 REM ! ALL MNEMONICS AND DIRECTIVES ARE INDUSTRY STANDARDs WITH
70 REM ! THE EXEPTION OF THE USE OF ’.‘ FOR CURRENT ADDRESS.

80 R=10

?0 T9=0

100 A=0

110 DIM L$C721,M80721,040721,C$C721,280721,P$L721,T$(721
120 DIM ASL72]1+,N$L72]

130 DIM 180723

140 L=0

150 FILES X,SYMTAR»TEMP»Xy$ASCIIF
160 PRINT °*SOURCE FILE *;

170 INPUT T$

180 PRINT °“OBJECT FILE °*;

1920 INFUT Os

200 ASSIGN T¢,1.08

210 ASSIGN 0%,4,08

220 READ #1»,1

230 FRINT $#2,1

240 PRINT #3.,1

250 R8=0

260 PRINT °PRINTOUT *;

270 INPUT 1Is

280 IF Is <> "NO" THEN 300

290 R8=t

300 PRINT °"ASSEMBLY BREGINS..."®
310 C=0
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320 IF END #1 THEN 2440

330 Ls$=""

340 Is=""

350 M$=""

360 0$=*"

370 cs=""

3go Z%=*

390 L=L+1

400  REMXXXXXAXXKX SEPARATE TOKENS, STORE LABEL ASSIGNMENTS KkkXXkaxkk
410 READ #13I%

420 T5=C

430 IF Is="" THEN 830

440 P=1

450 P$=";"*

460 GOSUB 3970

470 IF F1=0 THEN 510

480 IF Fl=1 THEN 800

490 C$=I13LP1)

500 I$=1$L1,F1-11

516 IF I$C1,13=" * THEN 590
520 GOSUB 3790

530 Ls=P$

S40 IF L$ <> *.° THEN 590

550 M$=°.°

560 GOSUE 4940

570 Ls=*"

580 GOTO 860

590 GOSUB 3790

500 M$=P$

610 IF M$[1,31=".W0" THEN 3110
620 IF M$C1,31=".TE* THEN 3110
630 IF M$C1r31=".BY" THEN 3110
640 IF M$[1,31=',DB" THEN 3110
450 IF M$ <> ** THEN 850

660 C$=C$[1+34]

670 IF LEN(L$) <> O THEN 700
480 I$=I1$(1,19]

690 GOTO 820

700 GOSUB 3790

710 N$=P$

720 IF LEN(N$) <> 0 THEN 750
730 T1=C

740 GOTO 780

750 GOSUR 4070

760 IF T4=2 THEN 830

770 T1=F1

780 PRINT $2iL$sT1

790 FRINT #23 END

800 I$=I$C1,LENCI$) MIN 551
810 Z$[17,174LENCI$)1=I$

820 ZSC(LEN(I$)+19 MAX 38) MIN 721=C$
830 PRINT #3iZ%,TS

840 60TD 320

850 IF M$C1,13 <> *." THEN 1050
860 Ps$=t="

870 GOSUR 3970

880 IF P1>0 THEN 910

890 PRINT °MISSING ‘=’ IN LINE *iL
900 GOTO 3090

910 P=P1+1

920 GOSUB 3790

930 IF P$[1,11 <> ** THEN 960
940 PRINT *MISSING ARGUMENT IN LINE "iL
950 GOTO 3090

960 N$=F$
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970 GOSUB 4070

780

IF T4 <> 2 THEN 1010

990 PRINT °*ILLEGAL FORWARD REFERENCE IN LINE *jit

1000
1010
1020
1030
1040
1050
1060
1070
1080
1090
1100
1110
1120
1130
1140
1150
11460
1170
1180
1190
1200
1210
1220
1230
1240
1250
1260
1270
1280
1290
1300
1310
1320
1330
1340
1350
1360
1370
1380
1390
1400
1410
1420
1430
1440
1450
1460
1470
1480
1490
1500
1510
1520
1530
1540
1550
1560
1570
1580
1590
1400
1610

GOTO 3090

T1=C

C=F1

IF L$ <> ** THEN 780

GOTO 800

RESTORE 5710

IF M$='" THEN 1140

FOR I=1 TO 56

READ T$

IF Ts=M$ THEN 1130

MEXT I

FRINT "UNKNOWN OFCODE IN LINE *iL
GOTO 3090

0=I

IF L$="" THEN 1170

PRINT #2iL$,C

PRINT #2; END

GOSUB 3750

0s=pF$
ISCP-LEN(O$)~1,P-LEN(O$)~1]="1"
REMXXXXXXXXX%X FINI ADDRESSING MODES, LOAD EFFECTIVE ADDRESS XKXXKXkkkK
IF 08 <> ** THEN 1240

M=1

GOTO 2200

IF 0% <> °*A° THEN 1270

H=2

GOTO 2200

IF O$C1s13 <> *$° THEN 1320
H=3

P=P+1

N$=0$(21

GOTO 1870

IF M$C1s12 <> *B* THEN 1460

IF M$=*RIT® THEN 1440

H=12

N$=0%

GOSUR 4070

IF T4 <> 2 THEN 1400

A=-200

GOTO 1970

A=F1-C-2

IF A >= 0 THEN 1430

A=256+A

IF ABS(F1-C) <= 127 THEN 1970
PRINT °"BRANCH OUT OF RANGE IN LINE *jL
GOTO 3090

Ps$=°("

P=P-LEN(0$)

GOSUB 3970

PS=P1

Pe$=","

GOSUB 3970

P6=P1

P7=0

IF NOT P6 THEN 1610

IF ISCP6+41,F6413 <> *X* THEN 1580
P7=1

GOTO 1610

IF ISCP&6+1yP6413="Y" THEN 1610
PRINT °*BAD ADDRESSING MODE IN LINE *;iL
GOTO 30%90

IF PS <> O THEN 1780
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1620 GOSUB 3790

1430 Ns=Fs$

1640 IF NOT P6 OR NOT F7 THEN 1670
1650 =5

1660 GOTOD 1710

1470 IF NOT P6 THEN 1700

1680 M=6

1690 GOTO 1710

1700 M=4

1710 GOSUB 4070

1720 A=F1

1730 IF T4 <» 2 THEN 1750

1740 A=-1000

1750 IF ABS(A) <= 255 THEN 1970
1760 M=M+3

1770 GOTO 1970

1780 GOSUB 3790

1790 N$=P$[2]

1800 IF NOT Pé OR NOT P7 THEN 1830
1810 M=10

1820 GOTO 1870

1830 IF NOT Pé THEN 1860

1840 M=11

1850 GOTO 1870
1860 M=13

1870 GOSUB 4070
1880 A=F1

1890 IF (M <> 10 AND M <> 11) OR A «= 255 THEN 1920
1900 PRINT °"VALUE TOO LARGE FOR ZERO FAGE IN LINE °®jL
1910 GOTO 3090

1920 IF T4 <> 2 THEN 1970

1930 A=-1000

1940 IF M=13 THEN 1970

1950 A=-200

1960 REMXXXXKkkXXX PRINT OPCODES & EA ON FILE %xkkxx¥iokkx
1970 IF A >= 0 THEN 2070

1980 Z$L10s111="%%"

1990 C=C+1

2000 IF M <> 12 THEN 2020

2010 Zs$C11r,111="R*

2020 W?=A+256

2030 IF W9 >= 0 THEN 2200

2040 Z$L13r141="%%"

2050 C=C+1

2060 GOTO 2200

2070 R=16

2080 I=A

2090 GOSUB 4940

2100 T8$=A$

2110 A$="000"

2120 AS$LAI=T$

2130 IF (M »>= 3 AND M <= é) OR (M == 10 AND M <= 12) THEN 2180
2140 Z$C13r141=A$LLEN(A$)-3LEN(AS$)-2]

2150 Z$C10,113=ASLLEN(AS$)-1]

2160 C=C+2

2170 GOTO 2200

2180 Z$[10,111=ASLLEN(AS$)-1]

2190 C=C+1
2200 R=16
2210 I=T5

2220 GOSUB 4940

2230 T$="000°

2240 T$CA4d=A$

2250 Z$C1,41=T$CLEN(T$)-3]
2260 RESTORE 5140
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2270
2280
2290
2300
2310
2320
2330
2340
2350
2360
2370
2380
2390
2400
2410
2420
2430
2440
2450
24460
2470
2480
2490
2500
2510
2520
2530
2540
2550
2560
23570
2580
2590
2600
2610
2620
2630
2640
2650
2660
2670
2680
2690
2700
2710
2720
2730
2740
2750
2760
2770
2780
2790
2800
2810
2820
2830
2840
2850
2860
2870
2880
2890
2900
2910

APPENDIX A

FOR I=1 TO (0-1)%13+M

READ T$

NEXT I

IF T¢ <> * * THEN 2370

IF M>6 OR M<4 THEN 2350

M=M+3

C=TS

GOTO 1970

PRINT °"ILLEGAL ADDRESSING MODE IN LINE *iL
GOTO 3090

Z$L7,8]1=T$

Z$[5,51="3"

C=C+1

Z$017,17+LEN(IS)I=]$
Z$TC(194LEN(IS)) MAX 381=C$L1,72-(194LENCIS$) MAX 38)1
PRINT #33Z%,75

6OT0 320

REMEXXXXRXXXX SECOND PASS! RESOLVE FWD REFERENCES XXX¥I0KKXKX
PRINT #23 END

PRINT #33 END

READ #2,1

L=0

READ #3,1

PRINT #4,1

IF END #3 THEN 2870

P=1

READ #3718$,75

L=L+1

IF I$="" THEN 2850

Ps$="1t*

GOSUB 3970

IF P1=0 OR F1=17 THEN 2610
F=P1

I$CPPI=" *

IF I80[10,103 <> *"%* THEN 2850
GOSUR 3790

N$=P$

IF N$L1,1] <> *(* THEN 2660
N$=N$[2]

GOSUBR 4070

IF T4 < 2 THEN 2700

FRINT °"IRRESOLVABLE FWD REF / RAD LABEL IN LINE °*jL
GOTO 3090

I=F1

IF I$C11,11] <> *R" THEN 2750
I=F1-T5-2

IF I »*= 0 THEN 2750

I=1+256

R=16

GOSUE 4940

T$=As

A$="000"

ASCA4]=T$

IF I$C13,141 <> *"XXx® THEN 2840
I$C13,141=ASCLEN(AS$)-3,LEN(AS$)-1]
I$010+113=ASCLEN(A$)-11

60TO 2850
I$£10,11)=ASCLEN(AS)-1]

PRINT #4318

GOTO 2510

PRINT #47 END

IF RB=1 THEN 3080

IF  ENI' $4 THEN 2940

READ #4,1

READ %451%
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2920 PRINT I$

2930 60TO 2910

2940 READ #2s1

2950 PRINT LIN(2)i"SYMBOL TABLES®
29640 IF END #2 THEN 3080

2970 FOR 16=1 TO 3

2980 READ $230%,TS

2990 R=14

3000 I=T5

3010 GOSUB 4940

3020 T$=°0000"°

3030 TSCLEN(TS)+11=A$

3040 PRINT TAB((16-1)%25+1)3083 TAB((16-1)%25+13)3 TSLLEN(TS) =313
3050 NEXT Ié

3060 PRINT

3070 GOTD 2970

3080 END

3090 PRINT "<*I$°>"

3100 END

3110 REMEXKXRXXRXX PROCESS MEMORY LOADS XKXKKKKKKK
3120 @7=1

3130 IF M$C2,31 <> *TE® THEN 3260
3140 IF @7 <> 1 THEN 3190

3150 GOSUB 3750

3160 P=P-LEN(F$)

3170 O$=ISLCP,P]

3180 P=P+1

3190 IF P <= 72 THEN 3220

3200 PRINT *BAD DELIMITER IN LINE *jt
3210 GOTO 3090

3220 PsC11="'"*

3230 FP$L2+21=I$LFsF]

3240 IF P$[2,21=0¢ THEN 320

3250 GOTO 3280

3260 GOSUB 3790

3270 Zs="

3280 P=P+1

3290 IF LEN(P$)>=0 THEN 320

3300 N$=P$

3310 GOSUB 4070

3320 IF T4 <» 2 THEN 3350

3330 PRINT °BAD LABEL IN MEMORY ASSIGNMENT OF LINE il
3340 GOTO 3090

3350 R=16

3360 1=F1

3370 GOSUE 4940

3380 T$=As

3390 A$="000"

3400 ASCAT=TS

3410 IF M$C2,21 <> "W* THEN 3460
3420 Z$C10v111=AS[LEN(A$)-3,LEN(AS)-2]
3430 Z$L7,81=ASCLEN(A$)-1]

3440 C=C+2

3450 GOTO 3540

3460 IF M$[2,21="D° THEN 3530

3470 IF F1<256 THEN 3500

3480 PRINT *NUMBER TOO LARGE IN MEMORY ASSIGNMENT OF LINE *iL
3490 GOTO 3090

3500 2Z$07,81=A$CLEN(A$)-1]

3510 C=C+1

3520 GOTO 3560

3530 Z$[7rBI=ASLLEN(AS$)~3,LEN(AS)-2]
3540 Z$010s111=ASCLEN(AS$)-1]

3550 C=C+1

3560 1I=TS
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3570
3580
3590
3600
3610
3620
3630
3640
3650
3660
3670
3680
3690
3700
3710
3720
3730
3740
3750
3760
3770
3780
3790
3800
3810
3820
3830
3840
3850
3860
3870
3880
3890
3900
3910
3920
3930
3940
3950
3960
3970
3980
3990
4000
4010
4020
4030
4040
4050
4060
4070
4080
4090
4100
4110
4120
4130
4140
4150
4160
4170
4180
4190
4200
4210
4220
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R=16
GOSUB 4940

T$="000"

T$L41=A%

Z$C1741=TSTLEN(T$)-3]

Z$[5,51="2"

IF Q7 <> 1 THEN 3700

IF LEN(L$)=0 THEN 3470

PRINT #2iL$,T5

PRINT #23 END

Z$C17,174LENCIS) 1=1$

Z$CC194LENCIS)) MAX 381=C$L1,72-(19+LENCI$)) MAX 38]
GOTO 3710

Z$=Z$L1,15)

Q7=0

PRINT #3iZ%,T5

T5=C

GOTO 3130

REM ¥¥X¥K ROUTINE TO ISOLATE TOKEN ®KXXX

REM : STARTS LOOKING FOR TOKEN AT Fy PUTS IT IN P$s AND
REM : UFDATES P. IF ENTERED HERE, STOFS SCAN AT ‘ ‘.
T9=1

REM : IF ENTERED HERE, STOFS SCAN AT 7 74 “y’y ")/, ‘=7,
FOR I1=P TO LEN(I$)

IF I$CI1,I11 <> * * THEN 3830

NEXT It

P

FOR I2=I1 TO LEN(IS$)

IF I$CI2,I21=* * THEN 3920

IF T9=1 THEN 3900

IF I$CI2,121=",* THEN 3920

IF I$CI2,I21=")° THEN 3920

IF I$CI2,I21="=* THEN 3920
PSCLEN(P$)+11=1$[12,121

NEXT 12

pP=12

IF LEN(P$) <3 0 THEN 3950

P=P+1

T9=0

RETURN

REM X%%xX FIND SYMBOL ROUTINE XKKXX

REM ¢ RETURNS F1=SYMLOC IF IT IS FOUND, F1=0
REM : IF SYMEOL NOT FOUND

FOR I=P TO LEN(I$)

IF I$CI,IJ=P$C1,11 THEN 4050

NEXT I

F1=0

RETURN

P1=I

RETURN

REM *k¥¥k NUMERIC STRING INTERPRETER XXXk
REM : SIMPLIFIES STRINGS OF LABELS AND NUMERIC EXFRESSIONS
REM : OF NUMBERS IN ANY BASEs FLUS ASCII CONSTANTS.
F1=W=0

As=""

FOR I=1 TO LEN(NS)

IF N$CI,I1="+* THEN 4180

IF N$CI,IJ="-* THEN 4180

IF NSCI,IJ=")" THEN 4610
ASCLEN(AS)+11=N$LI,11

NEXT 1

IF A$ <> *.* THEN 4210

F2=C

GOTO 4480

IF A$[1,131>"Z" THEN 4350

IF A$C1,13<"A* THEN 4350
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4230
4240
4250
4260
4270
4280
4290
4300
4310
4320
4330
4340
4350
4340
4370
4380
4390
4400
4410
4420
4430
4440
4450
4460
4470
4480
4490
4500
4510
4520
4530
4540
4550
4560
4570
4580
4590
4600
4610
4620
4630
4640
4650
4660
4670
4680
4690
4700
4710
4720
4730
4740
4750
4760
4770
4780
4790
4800
4810
4820
4830
4840
4850
4840
4870

256

READ #2-1

IF END #2 THEN 4330

READ #23T$,T1

IF Ts <> A$ THEN 4240

F2=T1

T4=3

IF END #2 THEN 4320

READ #23T$:T1

GOTD 4300

GOTO 4480

T4=2

RETURN

IF As$C1,13 <> *’° THEN 4390
As=ASC2]

GOSUR 4640

GOTO 4480

B=10

IF ASC1,1] <> *X* THEN 4430
B=2

GOTO 4450

IF AsC1.11 <> *$" THEN 4460
B=16

A$=A$C2]

GOSUB 4750

F2=F

IF W=2 THEN 4510

F1=F14F2

GOTO 4520

F1=F1-F2

IF 1 >= LEN(N$) THEN 4610
Te="4-°

FOR W=1 TO LEN(TS)

IF T$CW,WI=NSELI»I7 THEN 4590
NEXT W

PRINT *ILLEGAL OFERATOR IN LINE il
GOTO 3090

As=""

6070 4170

T4=0

RETURN

REM *¥%XXx ASCII CHARACTER TO NUMBER CONVERTER Xk¥k*
As=ASC1,1]

F2=0

READ #5»1

READ $5iT$

FOR I=1 TO 72

IF A$C1,13=T$[I,I] THEN 4740
F2=F2+1

NEXT I

F2=F2-8

GOTO 4670

RETURN

REM %EXXX MULTI-RADIX STRING TO NUMBER CONVERTER XXXX%
REM ¢ B IS BASE OF NUMEBER IN As, F IS FRODUCT.
F=0

11=0

FOR I2=LEN(A$) TO 1 STEF -1
RESTORE 4910

FOR N=0 TO B-1

READ F$

IF F$=A$C12,121 THEN 4870
NEXT N

FRINT °"BAD NUMEER IN LINE °5b
GOTO 3090

F=F+NXB"I1



4880
4890
4900
4910
4920
4930
4940
4950
4960
4970
4980
4990
5000
5010
5020
5030
0040
5050
5060
5070
5080
5090
5100
5110
5120
5130
5140
5150
5160
5170
5180
5190
5200
5210
5220
5230
5240
5250
5260
85270
5280
35290
5300
5310
5320
5330
5340
5350
5360
5370
5380
5390
5400
5410
5420
5430
5440
5450
5460
5470
5480
5490
3500
5510
9520

APPENDIX A

I1=I1+1

NEXT I2

RETURN

DATA 0" ,%1", 2% y*3","4%, 5,6, "7 »"'8%+"9"y"A"»“B*»"°C*» D"
DATA "E"r F s G s "H*» "I "y "J* s *K s Ly "M "y *N"»*0"s"FP*5"Q"»*R"»"S"
DATA T U > VU "Wy X", Y ," 2"

REM XX%XXx MULTI-RADIX NUMEER TO STRING CONVERTER

REM ¢ I IS INFUT NUMBER, R IS BASE THAT A$ WILL RE AS FRODUCT.
as=""

T=1

FOR N=20 TO O STEF -1

IF T/R™N >= 1 THEN 5020

NEXT N

N=N-1

Q=INT(T/R™N)

IF @ <= R-1 THEN 5050
Q=0

T=T-G%R"N

RESTORE 4210

FOR S5=0 TO Q

READ T$

NEXT S

ASCLENCAS)+11=T¢

IF N>O THEN S§010

RETURN

REM XXK0K000KXX Xk kX% OFCODE TABLE 30KK00KK00KK KK KK X

DATA *  *5® 469" 65", 75", Ty TEDT, 70,7961y T,
DATA *  *5* *,%29°,425%,°35°,¢ ', 200,300, "397,°217, 0310, ¢
DATA *  "5%0A"s"  *»706%,°16%,% "s"0E"»*1E"»* *y* "yt tyt *
IATA * *ur mve aae ere Cale wye wgs o age ale s s egge
HATA * Sue =y s, w,e s e a e sge s e a,s x,s s, epge
DATA & %ot mus wan wie mge wie w,w ele aiw o s e epge
IATA * *ut san sLepge,r row e,eDpe,e a,e e n n,e e,e s
DATA ° 9% %yt %, w,e w s e w s a,r a,e w,s s exge
DATA * %5 4% %,% a,e e s w,e w_r a s a,s s,s s apge
DATA * *ue sue wav w.w me wiw wie mle a,n sle w,epge
DATA "00%,° .5 s,% s,& aLe s = w,s als ae e n s,e e
DATA ° =, =,% sy w.n w.s wls w,e sie a.s a,s a,egge
DATA © 4% sy sus wne m,u wle wia e e w.e a,e a,e7qe
DATA "18%,° *»% a0 w.v w,e w e woe .= a,e e e e,
DATA "DB® ., %% 5,0 s,% sl wiw w,s e,e s e a,e s e o
DATA *5B°,= S0 sys w,r ale wle aie e w,a s,e oa x s
DATA "BB.% =y s, sLe w.w aie wie e,e wis epe wgs
DATA * *,* *,*C9*s*CS*»'[5%»* *,*CD*»"DDO°»°D9°,"°C1"s°D1%,* *
DATA ®° 1% S tEOT,%EA",% S,n s SECT,r tat m,e e s s,e s
DATA * =00 9 vC0 ., CA%."  tas  ieCCEse e,% s,r agw wga s
DATA ®  =un 8,0 % tCE N [6Ss e SySOET,TDET,S Tyt h,e m,n e
DATA SCAT,* =,5 sye mis ale ere mie we ea we ww s
DATA "B8°.% s,% s.6 e,e a.e eox w e w g e,x w s s,e s
DATA *  *»* *,°49%,°45°,°55%,° *,"4D",°SD", 59" 5" 41, 51", *
e e
DATA "EB".* *1% tes ape Cene wie wge aya w,e ale w,e s
DATA *C8,% =,% =,% s,s s,e ele wmx ags ags e n oa e
DATA = v s, s,= w,t w.e w eaQe,e a,s w,e s,e w, e o
DATA ° ,¢ .5 m,e s, w,e a,epgE,e s,r wgs wge wxw
DATA *  *4* /A", "A5°,"BS*,° *,"AD","ER°,"B9*,*A1,*R1',*
DATA *  *»" *;%A2',°A6%," *»"B6°,"AE"s" " BE",* T, 4, ¢
DATA *  *3* “y"A0","A4","B4*," ","AC"s*BC*»* *y* *»* *,° *
DATA *  ®y"4A%;*  *y"46%,"S6"%s" "y T4ET,CSETst Tyttt ¢
DATA "EA®»® =08 wye wgv eye aie o ow,e w,e ege an e, s
DATA *  *+® *;%09%5°05°,°15%,° ", °0D"»*1D",*19"5°01°%5"11%," *
DATA *48%.% =us wie was ave wiwoege ey e wge ege s
DATA *08%,° 2% %y w,n w,n sln wie e, e i ow x e,
DATA "&8%,% 3.8 w,e w,n sm,e wls w,e w,e sl owie o wie s
DATA "28%,° =v% o,0 a,v e,v mla w e w,e e,n w s w,e w



6502 APPLICATIONS —

5530
5540
5550
5560
5570
5580
5590
5600
5610
5620
5630
5640
5650
35660
5670
5680
54690
5700
5710
5720
S5730
5740
3750
5760
5770

258

DATA * trtDARst  ts026%50367st THTRERTIET,T fet Tyt tet et
DATA *  "s%6A%s"  °r°686°,°76%s" -,'65-,'75',' et mat tet et
b T L L L LR TS S
e M T T L T LI E Lt S
DATA * *»® *+E9T,EST,UF5T,T fytEDT,TFDTCF9N,CELT.FLTT O .
DATA ISBI,I l,l l'l .,l l'l I' ' l'l 'l'l l,l l'l l,l L]
P L S L R T L S ST
PO I ST ST L L ST LS
DATA * *s% *»t "2BS%,T95%,t  *,t8D%, 19D, 997,817,917, vt o
P S T T T L S
e T S A A A S
P L L L LRt ST D
A L T R T L L
A I R S L S
o T R S L
A 1 L R L L
A N L S L A A T
REM IO0OORKKKNKOKE. MNEMONTE TABLE K0RKXH00KUKRRE K

IATA *ADC®»"AND®s "ASL*y "BCC*y "BCS"y "BEQ®» *RIT", "BMI*, "BNE®

DATA -BPL-.-FRK-,-svc'.-avs-,-CLc-.-CLn-,-CLI-,-CLv-,'cnP-.-cpx-,-cpv-
DATA *DEC®» *DEX*s*DEY®» "EOR®» *INC® s *INX"» *INY" s *JHP*; *JSR®,*LDA", "L DX"
DATA "LIY"s°LSR*s "NOP* s ORA*s "FHA®» *PHP"» "FLA®, *FLF*, "ROL ", "ROR®, *RTI"
DATA *RTS®»"SBC*s*SEC®,"SED" s *SEI"»"STA"» *STX ", *STY", "TAX" s *TAY ", "TSX"
DATA *TXA®,*TXS*s*TYA"

END



APPENDIX B

MULTIPLICATION GAME:
THE PROGRAM

FRKAOKK MULT KKKk
i

N “$00

k =$01

NSAVE =302

FSAVE =$03

T =$04
It =390
X =$200
Y =$201

RESUL.  =$202
ASAVE  =$240
XSAVE =$241
YSAVE =$242

FA =$1700

FAL =$1701

TIMER =%$1707

’

+=$20

0020: A5 00 START LDA N
Q0228 8% o2 STA NSAVE
0024: A5 01 LDA F
0026 8% 03 STA FSAVE
0028! A9 01 LOA #$01
002A: 8l 01 17 8TA FAD
Q0201 20 50 02 M1 JSR SOUND
0030: 20 90 00 JSR DL250

259



6502 APPLICATIONS

00332
0035¢
0037
00393
Q03C:
QO3F ¢
0042
0044
0046
00483
004A:
00401
004F ¢
00512
00354
00546
00581¢
00SA:
Q0sD:
00603
00822
00632

0065
0067
0069
006C:
Q08E:

Q070
00722
00753
0078
00793
Q07E:

00703
O07F ¢
00822
00832
00853

00%0:
0091:
0093
00958
00263
00983
00992
Q09KE:
009C:

Q0VE:
00A0 ¢
00A2:
00AS:
00A8B!
00AA:
00AC:
Q0AE:

cé
no
A2
20
20
20
Cé
no
¥4
85
AD
30
Eé
Al
10
A0
A2
20
AD
10
88
10

As
A4
20
cs
FO

AQ
20
20
88
Do
FO

AQ
20
84
no
00

98
A2
AQ
c8
vo
£8
no
A8
60

86
3%
s
Al
10
cé
0o
60

8E

00

14
PE
50

01
Fé
00
04
00
FR
04
00
FE
1E
01
Pk
00
ED

3

02
03
10
04
on

10
50
20
F7
Cce
20
50

3l
00

i

g0
62
07
07

2

F2

00

00

02

17

00
17

17
17

02

AGAIN

FOL

PLUST
M3

DEC
ENE
L.nx
JSR
JSR
JSR
neC
HNE
LDA
STA
LIA
BMI
INC
L0A
EFL
Loy
LIDX
JSR
L.nA
BFL
DEY
EFi.

FANSWER CO

3 WRONG

MG

LIX
Loy
JSK
CMF
REQ

N
M1
$$14
TIME10
SOUND
BL250
!

M2

£0

I

FA

FOL

T

FA

M3
$$1E
1
TIME10
Fa
FLUS1

M4

MFLETE S
NSAVE
FSAVE
MULTI
T

ERAVO

ANSWER

LIy
JSR
JSR
DEY
EBNE
REQ

$310
SOUND
DL2G0

M5

AGAIN

i CORRECT ANSWER

ERAVO
M6

3

BL250

nL2
bl

TIMELO
10

T1

MULTT

Loy
JSR
DEY
BNE
ERK

#$20
SOUND

Mé

+=$90

TYA
LDX
Loy
INY
BNE
INX
ENE
TAY
RTS

#$3D
$0

L1

a2

«=$9PE

STX
LDA
STA
LDA

#3462
TIMER
TIMER
T1

M i

TO

#2 SECOND
.1 SEC SUBROUTINE

$KEY DOWNT

FKEY UF?

RESULT IN T

PRESULT IN A

sDURATION IN 1/10 SEC
$98 BASE TEN
sTIMER 1024



APPENDIX B

0213: 8C 01 02 STY Y
0216% AO 0B LOY #8
0218¢ A? 00 LI'A #0
021A! 4E 00 02 ONk LSK X
0210 20 04 BRCC TWO
021F: 18 cLC
0220¢ 6B 01 02 ALDC Y
0223 4A TWo LSR A
0224% 6E 02 02 ROR RESUL
0227: 88 DEY
0228:% 0O +O BNE ONE
022A% A 02 02 LDA RESUL
02208 60 RTS
’

+=$250
0250: 8I' 40 02 SOUND  STA ASAVE
0253 BE 41 02 STX XSAVE
0256¢ 8C 42 02 STY YSAVE
0259 A% 00 LOA #0
Q25K A2 B0 LIIX #380
0250t A0 00 L2 LDY #0
02SF! C8 cL1 INY
Q0260:% IO FD ENE CL1
02420 49 01 EOR #1
02464: 8D 00 17 STA PA
02677 EB INX
0268 DO F3 ENE CL2
026A% Al 40 02 LDA ASAVE
024D AE 41 02 LIX XSAVE
0270 AC 42 02 LIY YSAVE
0273: 60 RTS

SYMEOL TARLE:

N 0000 F 0001 NSAVE 0002
FSAVE 0003 T 0004 It Q09N
X 0200 Y 0201 RESUL 0202
ASAVE 0240 XSAVE 0241 YSAVE 0242
FA 1700 AL 1701 TIMER 1707
START 0020 1 0020 M2 0030
AGAIN 00446 FOL. 0044 FLUST 004F
M3 0051 M4 00358 ' M5 0072
ERAVO oo7n Mé 007F L2250 00%0
b2 0093 b1 0095 TIHELQ 00%E
T0 00AO T1 00AS MULTI 0210
ONE 021A TWO 0223 SOUND 0250
cL2 0250 cL1 Q25F

tONE

261



APPENDIX C
PROGRAM LISTINGS

(Chapter 4, Part 1)

LGI0TH3d 3W1L £) H3w1 367134 €4 AT

o ¢4¥3T0 AMMYD dI¢ IN3S 324
100 04 L4300 s00I¥3d 3WIL T =100¢ T4 A1
MUHD V1S
(100=0 ¢HSWI=T) 3002 3SHOW LNO0 1AIHS MON! ¢ sy
NYHD Va7 1X3N
MYHJ V1S
ANGOZ 118 L8948 TIANN ¥ LJIHS: qJ189¥1S 23249
ANNOJ 231
Y IS¢ HiMVIS
INNGD ALS
SOlYTINKWNTDOY WON4 J31v10y 35 01 S1I¢ 40 HAAWNNE 8%% AT
MILOUNYHL 35d0W 1384 X402$-31EVL vl
MY16IG3IY XIANI N1 3E0D Lhde XYL
O% 31 NMOTLIIY ONV FHYS ¢ 1IX3 S04
MIA0 S1 FI0D 1108 41 IFFS¢ d5%% dWI
“06 41 NdNiZE UNe *HOC N3EHL §837 81 ¢ 1IX3 228
3I0% 1I25Y 4T 338¢ T4 dWD
30v4S 934
INILAGY 30948 01 430vd4s ¢ 41t 0Zs# 4WD  3SMOW
CoLse="
Z4$=MVHD
14¢=1N0O0D
G 4$=1334S

©100 ¢ ST OM3Z HOVY3 ANV $HERT & 81 3IND HOV3!

o GIFHL MILAY ANY <319 IMULE Ira 81 (AND ¥y L1d:

HOLIH 15414 3HL < LHO1M 04 L4377 w054 ONINOW ¢ BI4

dyi 3ri NI SH3ILOUMHYD 210D 3IS5MOW FHL M04 LUWHOS 3HL!
CAn1invds 3000 MO4 W3IHL SANIS NG SHILIVEYHI v S3IM3S WV ¢
S3ZIWOINYY HIIHM WYHS0Ms ¥ 40U WeNU0dd4 S1HL HOMO0MHLS

100 3000 2EMOW SINIS AINY TUNIWNIL:v W0xd LAd4NT §130¢

SWHL AND 38 I7N0M WA9H00Hd NIVW 3HL 40 S3714W¥X3f

. G5O AHL NI HILOVHeHL II0SY AL H1IM¢

Gadns GIHAL WD TITIR WYMO0dHd NIYK ® *HILLIWSNYHLS
AT CMIATME ATAVIINEG ¥ HLIM ONV 45T
NO BNHNL 05TV LT *3IN-CTRY ¢cgdt

% NG LNITIAINDI 30CT JSHOW HIIHL
d05 HOZ Sf7ldy HYS 0o HOT 3ONYY 3HL NI¢
Y S5143023% HITHM 3N1ILN043AN5 v 51 SIHL:

T

£0 5S¢

(44
45
El14
ac
L9
oc

F3IC

ov
06
ov
S8
9o
214
<8
06
93
vo
v8
ov
11g
vy
0g
[-3e]
06
63
04
-3l

1veLo
HoAN o
+0CL0
131£0
1dIgo
13180
16150
14180
IS1€0
tYIE0
:C1L0
101£0
$1Jogo
13020
19080
+180£0
19080
1v0L0
:1C0LE0
100£0
0000
0000
G000
0000
0000
0000
00006
0000
0000
0000
0000
0009
Go0o
0000
0000
0000
000
0000
0060

307 4

Program 4-1: Morse (Fig 4-31 in text)
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APPENDIX C

138 FIVAS)ISUOINIY FWIL1 (INIWITI 18V 40 UINI LV

(SINIYINE NAIINLTT

3IUW

SiM

AYTIL dsT

/%% A0

Siy

Wy NUUMA 3BYH0W WOMd NdnLIvs £11 3ng
(SOu0M NIIMLIT F0V48) ¢ A30
SI0Ixad IWIL £ HOA AVIITS <11 3Nd

T¢4 0245

a3¢

13 3Nd

X313

vitd X1

13348 v

AQlL

¥ sy

v sy

AL

SIINQJ: OO »I3F4SH (MIFL1S1039 A) MO4 SAvTI3]
SN

4 A3 MSP

IvdS SNOINTMA SNTI4 IMAH OML)E MO4 AvI304 cs# AdT
LINIWATI MIHLIONY 1 410N 41 4 1X3N 3NT
JALY10N 344 5114 8 3T 33S- INNDD LINIWIN33u 1NNQD 231
AIVASIAGTYAS 3HIL T 404 AvTI3d: AY130 NS
10%% AT

174 3430 RMOLS 000Vs W1S

N0L 440 NunLe J00Vs$s YIS

0%# YIIl

0L 3WEL ANIW3TE H04A87130 ¢ AY3I MSr
000Vs VIS

NAfL 4 T¢$ viIIT

GIHLS S500Ys VY1S

¢ LO0OVS V1S

H vOosE v

?00V$ V1S

A0 Iy SIHL 8 Os¢ viII

ONINWNNY 334400 FT0W  M3W1L 1354 H00V¢ V1S
0J¢4 w1l

3uvdo

i
<n
£

AvI3a
SIHL ¢
11x3

HSINIS

1IN3IS

*J0IY¥3d IWIL T ¥04 MmO ¥ NIHL ONV 4SII01M34 3IWIL 404

NN ¢ M3LSTI93M A) MO4 LNA4LN0 HOIH ¥ SANIS NOTL1J3S SIHL ¢

£0

£0

oy
oY

£0

ov

oY

ov

ov

?4
10

114

vd
04

0e
Oc
ov
0y
ou
88
[eD|
63
8g
011
$J
Y
5

8y
Yo
vo
86

09
oc
oy
04q
93
oc
(o1
as
a8
oY
[¢14
as
-1
a8
as
34
as
&9
18
34

10450
21920
tH9L0
1Y9L0
18980
LLPF0
159580
1E910
1Z9f0
109¢0
14580
SISE0
14580
1YSE0
16580
18520
14880

S£0
S£0
SE£0
[4%0]
(2%
v£o

o< AaAw~M9

£L00
L4000
LL00
LL00
2400
5200
v£00
££00
cL00
1400
0400
6900
8900
£900
9900
5900
900
£Y00
900
1900
0900
6500
8500
£500
QRGO
5500
v500
£500
C500
1500
0500
V00
8v00
LV 00
v 00
Sv 00
vv00
£¥00
cvoo
Tv00

Program 4-1: Morse (Continued)
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60$4£0%$4804490%¢dT$91$

40$490%4/0% b T$4100%4L1$

VO$40T$43084CTS4C0$400%

Y1¢48T$450$¢T0%$4Tv$410%

TO0$4T0$4T0$4TOS¢ALSE TS

BEF40LSCOCSTCHECH LS

ATH AT TES VIS TLRELS

3LA4°

EIPS:

EFPN:

3Lage

EIWR: o

31A8°

31aa°

3avl

80
Yo
ai
?1
40
90
L0
(4
10
LT
vo
ot
30
A
co
30
vl
81
50
10
3v
10
10
T0
10
10
ac
ag
8¢

0Z
1

<
Le
4
£l
cE
v
1€
£L

1B4EO
L L6E0
194680
16680
1végo
€650
10650
116£0
106580
14820
+38L£0
118£0
1080
$48£0
1v8L0
168£0
$88€0
1/8£0
198£0
+158£0
180
12880
1Z8L0
$18£0
108£0
HEYA R
13480
ANy
23480
18480
19480
16480
1880
1LLEO
19480
18LE0
1PLE0
18480
1TLEO
11450

v¥800
¥800
£800
£800
£800
£800
£800
£800

c¢800

JEGO

Program 4-1: Morse (Continued)
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APPENDIX C

1480
1520
Y580
3180
<400

371391
a1
11X3
LX3AN
HYH)

49£0
4580

520
vigo
1300

30V ds

£aq
HSINIA
41MY1S
1INNDD

DT$+AT4+461$4J084TTs ILAA*

4580
FASNY)
P80
00£0
¢400

11
AvI31
aN3s
350K
113348

$3TVLE 0IKAS

at
a7
61
40
11
60
£0

14680
136520
t16E0
3650
4680
tY6L0
166£0

5800
5800
5B00O
5800
¥800
v800
¥800

Program 4-1: Morse (Continued)
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6502 APPLICATIONS

LINE# LOC CODE LINE

;FIRST LOAD A7 IN LOCATION A67E, AND 03 IN AO7F
0002 0000 iTHIS IS A REAL TIME CLOCK ROUTINE WHICH MAINTAINS
0003 0000 ;THE CURRENT TIME IN THE LOCATIONS SEC (00F6), MIN
0004 0000 ;(00F5), AND HOUR (00F4) {24 HOUR TMEE]. IT IS BRANCHED TO
0005 0000 iBY THE TIME OUT OF THE INTERRUPT TIMER, WHICH
0006 0000 ;CAUSES AN INTERRUPT AND BRANCH TO THE CLOCK
0007 0000 ;ROUTINE TWENTY TIMES PER SECOND. THE CLOCK ROUTINE
0008 0000 ;AND INTERVAL TIMER MUST BE INITIALIZED FIRST. THE
0009 0000 ;CODE “INIT’ DOES THIS, AND IT MUST BE BRANCHED TO TO
0010 0000 iSTART THE CLOCK. TO INITIALIZE, PUT THE CURRENT TIME
0011 0000 ;THE CLOCK ROUTINE WILL BE STARTED IN SEC, MIN, AND

;HOUR, THEN ISSUE THE COMMAND ‘GO 0390 CR’ AT THAT
;EXACT TIME. NOTHING ELSE MUST BE DONE.

0012 0000 COUNT =$00F7 ;COUNTER FOR TWENTIETHS OF A SEC

0013 0000 SECS =$00F6 ;CURRENT TIME

0014 0000 MIN =$00F5

0015 0000 HOUR = $00F4

0016 0000 ACR=$A00B ;TIMER MODE REGISTER

0017 0000 TILL =$A006 ;LOW ORDER TIMER CONSTANT

0018 0000 TIHC =$A005 ;HIGH ORDER TIMER CONSTANT

0019 0000 *=30390

0020 03%0 A9 14 INIT LDA #3514 ;SET TO FIRST TWENTY

0021 0392 85 F7 STA COUNT ;COUNTS

0022 0394 8D OB A0 STA ACR ;SET BITS 8 AND 7 LOW
;INACR

0023 0397 A9 CO LDA #$Co SET BITS 8 AND 7 HIGH IN

0024 0399 8D OE A0 STA $AMOE ;THE INTERRUPT ENABLE

;REGISTER (TO ENABLE
;INTERRUPTS FROM TIMER 1)

0025 039C A9 50 LDA #3850 iSTORE C350 IN TIMER

0026 039E 8D 06 AO STATILL i (DELAY CONSTANT FOR

0027 03A1 AIC3 LDA #3C3 5 S0MS)

0028 03A3 8D 05 A0 STATIHC ;THIS STARTS TIMER

0029 03A6 60 RTS ;RETURN TO MONITOR

0030 03A7 08 CLOCK PHP ;SAVE STATUS

0031 03A8 48 PHA

0032 03A9 F8 SED

0033 03AA  A950 LDA #350 ;STORE €350 IN TIMER

0034 03AC 8D 06 A0 STATILL ; (DELAY CONSTANT FOR

0035 03AF A9C3 LDA #3C3 3 SOMS)

0036 03B1 8D 05 A0 STATIHC ;THIS STARTS TIMER

0037 03B4 C6 F7 DEC COUNT ;DECREMENT COUNT OF
;TWENTY

0038 03B6 DO 31 BNE EXIT ;EXIT IF WE HAVE NOT
iCOUNTED TO TWENTY YET

0039 03B8 A9 14 LDA #314 ;ELSE RESTORE COUNT—

0040 03BA 85F7 STA COUNT ;A FULL SECOND HAS PASSED

0041 03BC A9 01 LDA #301

0042 03BE 18 CLC

0043 03BF 65 F6 ADCSECS ;ADD 1 TO SEC

0044 03C1 85 F6 STA SECS

0045 03C3 €960 CMP #360 ;SEE IF 60 SECONDS

0046 03Cs D022 BNE EXIT ;JIF NOT, EXIT

0047 03C7 A9 00 LDA #300 :ELSE RESET SECONDS TO 0

0048 03C9 85F6 STA SECS

0049 03CB A901 LDA #301

0050 03CD 8 CLC

Program 4-2: Time of Day (Fig 4-37 in text)



0051 03CE 65FS
0052 03D0 85F5
0053 03D2 C9 60
0054 03D4 DO 13
0055 03D6 A9 00
0056 03D8 85 F5
0057 03DA  A90!
0058 03DC 18

0059 03DD  65F4
0060 03DF  85F4
0061 03E1 c924
0062 03E3 D004
0063 03ES5 A900
0064 03E7 85 F4
0065 03E9 68

0066 03EA 28

0067 03EB 40

ERRORS = 0000 <0000>

SYMBOL TABLE
SYMBOL VALUE
ACR AO0B
HOUR 00F4
SECS 00F6
END OF ASSEMBLY

EXIT
CLOCK 03A7
INIT 0390
TIHC A00S

ADC MIN
STA MIN
CMP #3560
BNE EXIT
LDA #3800
STA MIN
LDA #301
CLC

ADC HOUR
STA HOUR
CMP #5324
BNE EXIT
LDA #300
STA HOUR
PLA

PLP

RTI

COUNT
MIN
TILL

00F7
00F5
A006

APPENDIX C

;AND ADD 1 TO MINUTES

;SEE IF 60 MINUTES
;IF NOT, EXIT

;ELSE RESET MINUTES TO 0

;AND ADD 1 TO HOUR

;SEE IF 24 HOURS
;IF NOT, EXIT

;ELSE RESET HOUR TO 0
;RESTORE STATUS

EXIT 03E9
PLS 03EA

Program 4-2: Time of Day (continued)
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LINE # LOC CODE LINE

0002 0000 ;THIS IS A SIMPLE HOME CONTROL ROUTINE WHICH RUNS

0003 0000 ;THROUGH A LOOP. EACH TIME THROUGH IT DISPLAYS THE

0004 0000 ;CURRENT TIME AND BRANCHES TO A NUMBER OF USER

SUBROUTINES

0005 0000 ;sWHICH SERVICE DEVICES.

0006 0000 ;EXAMPLES:

0007 0000 ;1) A SUBROUTINE COULD CHECK THE CURRENT TIME AND

0008 0000 ;  TURNON A LIGHT IF THE TIME WERE RIGHT.

0009 0000 ;2) A SUBROUTINE COULD MONITOR THE STATUS OF AN

0010 0000 ; ALARM SYSTEM AND TAKE APPROPRIATE ACTION IF AN

0011 0000 ;  INTRUDER WERE DETECTED.

0012 0000 DDRB=$AC02

0013 0000 IORB=$AC00

0014 0000 HOUR =$00F4

0015 0000 MIN =$00F5

0016 0000 OUTBYT =$82FA

0017 0000 SCAND = $8906

0018 0000 » = $0200

0019 0200 D8 CONTRL CLD H

0020 0201 A9 OF LDA #30F ;SET DATA DIRECTION

0021 0203 8D 02 AC STA DDRB ;REGISTER TO OUTPUT FOR
RELAYS

0022 0206 A9 00 LDA #$00

0023 0208 8D 00 AC STA IORB ;TURN OFF RELAYS

0024 020B ASF4 LOOP LDA HOUR ;THIS IS THE MAIN CONTROL
LOOP

0025 020D 20 FA 82 JSR OUTBYT ;OUTPUT CURRENT HOUR TO
DISPLAY

0026 0210 A5 FS LDA MIN

0027 0212 20 FA 82 JSR OUTBYT ;OUTPUT CURRENT MINUTE
TO DISPLAY

0028 0215 20 06 89 JSR SCAND ;REFRESH (LIGHT) DISPLAY
WITH TIME

0029 0218 EA .BYTE $EA,$EA,SEA

0029 0219 EA

0029 021A EA

0030 021B EA .BYTE $EA,SEA,SEA

0030 021C EA

0030 021D EA

0031 021E EA .BYTE $EA SEA,$EA

0031 021F EA

0031 0220 EA

0032 0221 EA .BYTE $EA,3EA SEA

0032 0222 EA

0032 0223 EA

0033 0224 EA -BYTE $EA,$EA SEA

0033 0225 EA ;THE USER CAN PLACE
JUMPS TO

0033 0226 EA ;SUBROUTINES HERE TO SER-
VICE DEVICES

0034 0227 EA .BYTE $EA,$EA SEA

0034 0228 EA
0034 0229 EA
0035 022A EA .BYTE $EA,$EA SEA
0035 022B EA
0035 022C EA
0036 022D EA .BYTE $EA,$EA SEA
0036 022E EA

Program 4-3: Home Control (Fig 4-38 in text)
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0036
0037
0037
0037
0038

0038
0038
0039
0040

ERRORS = 0000<0000>

SYMBOL TABLE

SYMBOL

CONTRL
LOOP

022F
0230
0231
0232
0233

0234
0235
0236
0239

EA
EA
EA
EA
EA

EA
EA

.BYTE $EA,$EA SEA

.BYTE $EA $EA SEA

4C0B02 JMP LOOP

VALUE

0200
020B

END OF ASSEMBLY

DDRB AC02 HOUR 00F4 IORB
MIN 00F5 OUTBYT  82FA SCAND

Program 4-3: Home Control (continued)

APPENDIX C

AC00
8906
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LINE # LOC CODE

0002 0000
0003 0000
0004 0000
0005 0000
0006 0000
0007 0000
0008 0000
0009 0000
0010 0000
001t 0000
0012 0000
0013 0000
0014 0000
0015 0000
0016 0000
0017 0000
0018 0000
0019 0000
0020 0000
0021 0000
0022 0000
0023 0000
0024 0000
0025 0000
0026 0000
0027 0000

0028 0300 A0 00
0029 0302 BI CO
0030 0304 C8
0031 0305 C9 OF
0032 0307 DO 01
0033 0309 60

0034 030A 0A EA EA

0035 030D 0A EA EA

0036 0310 AA

0037 0311 A9CO
0038 0313 8D 0B A0
0039 0316 8D OB AC
0040 0319 BD 5D 03
0041 031C 8D 04 AQ
0042 031F E8

0043 0320 BD 5D 03

LINE

;THIS IS A PROGRAM WHICH DIALS PRE STORED
;TELEPHONE NUMBERS. IT PRODUCES A TWO TONE OUTPUT
;THROUGH A SPEAKER HOOKED UP IN CONFIGURATION 2
#(TWO TONES—SEE SPEAKER). THESE TONES WILL ACTIVATE
;A STANDARD TOUCH TONE PHONE WHEN THE SPEAKER IS
;PLACED DIRECTLY OVER THE MOUTH PIECE OF THE TELE-
;PHONE. TO USE THE PROGRAM, PI. ACE THE PHONE
;NUMBER(S) ANYWHERE IN MEMORY, ONE DIGIT PER BYTE,
;AND ENDING WITH OF (HEX). FOR EXAMPLE, THE NUMBER
;555-1212 WOULD BE 05 05 05 01 02 01 02 OF (ALL HEX) IN
;MEMORY. THEN PLACE THE ADDRESS OF THE NUMBER,
;LOW BYTE FIRST, IN THE LOCATIONS 00C0O AND 00C!.
;THEN EITHER GO TO THIS ROUTINE FROM THE MONITOR
;OR JSR TO IT FROM ANOTHER PROGRAM.
NUMPTR = $00C0 ;THIS POINTS TO THE ADDRESS OF
;THE TELEPHONE NUMBER

ONDEL =$40 ;THIS IS THE DELAY CONSTANT FOR
;THE TIME WHEN THE

OFFDEL =$20 ;DELAY CONSTANT FOR THE TIME
;sWHEN THE TONES ARE 0

DELCON=$FF ;GENERAL PURPOSE DELAY
;CONSTANT

ACR1=$A00B ;THESE ARE THE TIMER MODE
:REGISTERS (TIMER 1)

ACR2=$AC0OB J(TIMER 2)

T1CH=$A005 ;THIS IS THE TIMER | COUNTER
;(HIGH BYTE)

TiLH =$A007 ;TIMER | LATCH (HIGH BYTE)

TILL = $A004 ; (LOW BYTE)

T2CH=$AC05 ;SAME AS TIMER 1 — FOR TIMER 2

T2LH =$AC07

T2LL =$AC04
*=$0300

PHONE LDY #3$00 ;INDEX FOR DIGITS OF

;PHONE NUMBER

DIGIT LDA (NUMPTR)Y ;GET DIGIT

INY

CMP #30F ;SEE IF END OF PHONE
sNUMBER

BNE NOEND

RTS ;RETURN IS SO (TO
;MONITOR OR CALLING
;PROGRAM)

NOEND ASL A sMULTIPLY NUMBER BY

;FOUR TO INDEX TABLE

ASL A ; (EACH TABLE ENTRY IS
; 4 BYTES)

TAX ;X =INDEX FOR TABLE

LDA #3C0

STA ACRI1 ;SET TIMER MODE TO FREE
;RUNNING ON BOTH TIMERS

STA ACR2

LDA TABLE,X ;GET LOW ORDER, FIRST
;TONE

STA TILL ;STORE IN TIMER 1

INX

LDA TABLE,X ;GET HIGH ORDER, FIRST

;TONE

Program 4-4: Phone Dialer (Fig 4-41 in text)
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0050

0051
0052

0053

0054
0055
0056

0057
0058
0059

0067

0069
0070
0071
0072
0073
0074
0075
0076
0077
0078
0078
0078
0078
0079
0079
0079
0079
0080
0080
0080
0080
0081
0081
0081
0081

0082

0323
0326

0329
032A

032D
0330
0331

0334
0337

033A

033C
033F
0340

0342
0344
0347
034A

034C
034F
0350
0352

0355
0355

0355
0355
0357
0358
035A
035C
035D
035D
035D
035D
035D
035D
035E
035F
0360
0361
0362
0363
0364
0365
0366
0367
0368
0369
036A
036B
036C
036D
036E

8D 07 A0
8D 05 AO

E8
BD 5D 03

8D 04 AC
E8
BD 5D 03

8D07AC
8D 05 AC

A2 40

20 5503
CA
DO FA

A9 00
8D 0B A0
8D 0B AC
A2 20

20 5503
CA

DO FA
4C 0203

A9 FF
38
E901
DO FB

13

76
01
CD
02
9E
0l
CD
02
76
01
CD
02
53
01
89
02

APPENDIX C

STA TILH ;STORE TIMER 1

STA TICH ;THIS STARTS TIMER 1
;GOING

INX

LDA TABLE,X ;GET LOW ORDER, SECOND
;TONE

STA T2LL ;STORE IN TIMER 2

INX

LDA TABLE,X ;GET HIGH ORDER, SECOND
;TONE

STA T2LH ;STORE IN TIMER 2

STA T2CH ;THIS STARTS TIMER 2
;GOING

LDX #ONDEL ;GET TONES-ON DELAY
;CONSTANT

ON JSR DELAY ;DELAY WHILE TONE IS ON

DEX

BNE ON

LDA #300

STA ACRI ;TURN BOTH TIMERS OFF

STA ACR2

LDX #OFFDEL ;GET TONES-OFF DELAY
;CONSTANT

OFF JSR DELAY ;DELAY WHILE TONE IS OFF

DEX

BNE OFF

JMP DIGIT ;GO BACK FOR NEXT DIGIT

;OF PHONE NUMBER

;THIS IS A SIMPLE DELAY ROUTINE FOR THE TONE ON AND
;OFF PERI

DELAY LDA #DELCON ;GET DELAY CONSTANT

WAIT SEC ;DELAY FOR THAT LONG
SBC #301
BNE WAIT
RTS

:THIS IS A TABLE OF THE CONSTANTS FOR THE TONE
;FREQUENCIES FOR EACH TELEPHONE DIGIT. THE
;CONSTANTS ARE TWO BYTES LONG, LOW BYTE FIRST.

TABLE .BYTE $13,502,$76,501 ;TWO TONES FOR ‘0’

.BYTE $CD,$02,$9E,$01 ;TWO TONES FOR ‘I’

.BYTE $CD,$02,576,501 ; 2
.BYTE $CD,$02,853,501 ; ‘3
.BYTE $89,$02,$9E,$01 ‘4

Program 4-4: Phone Dialer (continued)
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0083

0083

0084

0085
0085

ERRORS = 0000 <0000>

036F
0370
0371
0372
0373
0374
0375
0376
0377
0378
0379
037A
037B
037C
037D
037E
037E
0380
0381
0382
0383
0384
0385

SYMBOL TABLE

9E
01

89
02
76
01

89

53
o1
4B
02
9E
[1)]
4B
02
76
01
4B
02
53
o1

SYMBOL VALUE
ACR} A00B
DIGIT 0302
OFFDEL 0020
TICH A005
T2LH ACO7
END OF ASSEMBLY

272

ACR2 ACOB
NOEND 030A
ON 033C
TILH A007
T2LL ACO4

BYTE $89,302,$76,501

BYTE $89,302,$53,301

BYTE $4B,$02,$9E,$01

-BYTE $4B,302,576,$01

.BYTE $4B,$02,$53,501

.END

DELAY 0355
NUMPTR 00CO
ONDEL 0040
TILL A004
TABLE 035D

DELCON
OFF
PHONE
T2CH
WAIT

Program 4-4; Phone Dialer (continued)

0OFF
034C
0300
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APPENDIX D
HEXADECIMAL

CONVERSION TABLE

HEX 0 1 2 3 4 5 6 7 8 9 A B C D E _F 00 000
0 o 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 0 0
1 % 17 18 19 20 21 22 23 24 25 26 27 28 29 30 3 256 4096
2 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 512 8192
3 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 768 12288
4 64 65 66 67 68 69 70 7t 72 73 74 75 76 77 78 79 1024 16384
5 80 81 82 83 84 85 86 g7 88 89 90 9t 92 93 94 95 1280 | 20480
6 g6 97 98 99 100 101 102 103 104 105 106 107 108 109 110 111 1536 24576
7 112 113 114 115 116 117 118 119 120 121 122 123 124 125 126 127 1792 28672
8 128 129 130 131 132 133 134 135 136 137 138 139 140 141 142 143 2048 32768
9 144 145 146 147 148 149 150 151 152 153 154 155 156 157 158 159 2304 36864
A 160 161 162 163 164 165 166 167 168 169 170 171 172 173 174 175 2560 40960
B 176 177 178 179 180 181 182 183 184 185 186 187 188 189 190 191 2816 45056
C 192 193 194 195 196 197 198 189 200 201 202 203 204 205 206 207 3072 49152
D 208 209 210 211 212 213 214 215 216 217 218 219 220 221 222 223 3328 | 53248
€ 204 225 226 227 228 229 230 231 232 233 234 235 236 237 238 239 3584 | 57344
F 240 241 242 243 244 245 246 247 248 248 250 251 252 253 254 255 3840 61440

5 4 3 2 1 0
Hex|  DEC HEX| DEC Hex| DEC HEX| DEC Hex| DEC HEX| DEC

0 o[ 0 o[ o ol o ol o o o 0

1 1,048576] 1 6553) 1 409] 1 256 | 1 6] 1 1

T 2097.152] 2 13,0720 2 8192] 2 512| 2 2| 2 )

3 3145728] 3 196608 3 12288 3 78] 3 4| 3 3

4 4194.304| 4 262,144] 4 16384 4 1,024] 4 oa | 4 )

5 5242880] 5 327,680 5 20,480} 5 1,280 5 go| 5 5

6 6291 45| 6 393.216] 6 24,576] 6 1,536] 6 % | 6 6

7 734003 7 48752 7 28672 7 17927 M2} 7 7

& 5.388.600] 8 524,088 6 32,768] 8 2048 8 128] 8 8

o o4184| 9 589824 9 36804] 9 2304] 9 14419 9

A 70485 760] A 655,360 A 40,960| A 2560| A 1601 A 0

s 11534336| B 720,896| B 45056| B 2816] B 176]| B 1

Ci2ge2912] C 786,432| € #9.152| ¢ 3072 C 1927 C 2

D 13631488 D 851.968| D_53248| D 3328| D 208} D 13

4680064 E 917.504] £ 57,344| € 3584l B 241 E 14

F 15728640 F 983.040] F_61440] F 38400 F 240} F 15
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APPENDIX E

ASCII CONVERSION
TABLE

274

HEX 0 1 2 3 4 5 6 7
BITS 000 001 010 011 100 101 110 111
0 0000 NUL DLE SPACE 0 @ P - [
1 0001 SOH DC1 ! 1 A Q a q
2 0010 STX DC2 “ 2 B R b r
3 0011 ETX DC3 # 3 C S c s
4 0100 EOT DCa $ 4 D T d t
5 0101 ENQ NAK % 5 E U e u
6 0110 ACK SYN & 6 F Y f v
7 0111 BEL ETB 7 G w g w
8 1000 BS CAN { 8 H X h X
9 1001 HT EM ) 9 i Y i y
A 1010 LF suB * : J Z i z
B | 1011 | v Esc + K k|
C 1100 FF FS R < L \ | -—
D 1101 CR GS - = M ] m }
E 1110 SO RS . > N A N .
F 1111 Sl us / ? 0O &« o DEL
THE ASCHl SYMBOLS

NUL —Nult DLE —Data Link Escape

SOH —Start of Heading DC  —Device Control

STX —Start of Text NAK —Negative Acknow!

ETX —End of Text SYN ~—Synchronous idle

EOT —End of Transmission ETB —End of Transmission Block

ENQ —Enquiry CAN —Cancel

ACK —Acknowledge EM  —End of Medium

::I. —Bell :gg —Substitute

HT  —Horizontal Tabulation FS :Ei?gm

LF  —Line Feed GS —Group Separator

VT —~Vertical Tabulation RS  —Record Separator

(F:: -(F:::'ri".::.d Return g§ o 4

80  ~Shift Out DEL :gop'l:: (Blank)

S|  —Shiftin




ADC

APPENDIX F

6502 INSTRUCTIONS
(ALPHABETIC)

Add with carry

Logical AND
Arithmetic Shift Left
Branch if carry clear
Branch if carry set
Branch if result = 0
Test bit

Branch if minus
Branch if not equal to 0
Branch if plus

Break

Branch if overflow clear
Branch if overflow set
Clear carry

Clear decimal flag
Clear interrupt disable
Clear overflow

Compare to accumulator
Compare to X

Compare to Y
Decrement memory
Decrement X
Decrement Y

Exclusive OR
Increment memory
Increment X

Increment Y

Jump

JSR
LDA
LDX
LDY
LSR
NOP
ORA
PHA
PHP
PLA
PLP
ROL
ROR
RTI
RTS
SBC
SEC
SED
SEI
STA
STX
STY
TAX
TAY

TXA
TXS
TYA

Jump to subroutine
Load accumulator
Load X

Load Y

Logical shift right
No operation

Logical OR

Push A

Push P status

Pull A

Pull P status

Rotate left

Rotate right

Return from interrupt
Return from subroutine
Subtract with carry
Set carry

Set decimal

Set interrupt disable
Store accumulator
Store X

Store Y

Transfer A to X
Transfer Ato Y
TransferSPto X
Transfer X to A
Transfer X to SP
Transfer Y to A
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INDEX

243
20,21
28
6522 ..uiieeiiieeiieine s 20, 31,47,
48,161,164
20, 61
20, 61
61
A
ACR ...corvvirvieiciiienns 107
active devices ... 24
AIM6S .....ccueeeneennnnn. 11,64, 75,
233
alarm .....c.ooovvvivinnnnnnenn, 188
alarm system .................. 117
analog to digital conversion ... 203
application connector ....... 72
arterial .......ccovuvennnnnnnen.. 151
ASCII Keyboard ............. 225
ASM6S.....ccuneeneennnne 244
audible response 209
auxiliary application
CONNECLON ...ccuevvnrnrnnnnnnens 73
auxiliary control
register (ACR) ................ 44
B
basicinput ..................... 47
beam .................... 188
bi-directional ee 217
bit....ccoovivinininnnns 238
board layout 148
buffer ......ccooeeveevvivennnnnns 22,23
buffered output .............. 81
buffered ports 150
buffers .................. 17
burglar alarm 188
C
CAl .vviernirinviienne. 17
CA2..oiievieneeiiieens 17
() ) TSP 17
CB2........... 17
chip-select ... e 22
clearances ...................... 160
clipping diode.................. 82
clock veerniiieiiiiiieenens 18, 111

276

closed control .................
comparator ....................
computer music .......
conclusions .............

connectors .............. .
control lines ...................
control options ...............
control register ...............
control register (CRA) ......

D

Darlington .....................
datahole.......................
data ready .......

data request
data-direction register .......
daymode......................

DC motor control.............
DDR ...,
DDRA .........

debouncing
decoded keyboard ...........
delay ...................
delayloop........cuuuvn........
delays ......coovvivniiininnnnnnn,
detector ........ccoeevvunnnnnn..

driver

E

electrosensitive ...............
expansion connector ........
external clock .................

floppy disk ....................
free-running ...................
free-running mode............

G
grounded .......................

17
159
203
107

43

217



H
hand-shaking ................. 17
handshake protocol.......... 51
hardware timer ............... 18
heating coil ........ . 209
hex inverter.........cc.cu...... 81
hexadecimal keyboard ...... 217
home alarm ................... 188
117
247

I

indexhole........cc.c..ceen.en. 203
indexed addressing ........... 102, 104,
222,223
indexed indirect .............. 238
indexed indirect addressing .... 28
indirect addressing ........... 231
indirection ..................... 231
industrial control ............. 145,150
ertia .......oovvvneeneiinrennan. 194
input-output .................. 15
input pulse .....cccevvvnnenenn. 131
internal divide 19
interrupt ............ 17
interrupt routine ............. 117
INLEITupts ..ooovvvnvnnnnnnnnnen.s 11,17
interval timer ........... e 61
introduction .... 11
IORA ..., 24
IRQA ...ccorirriiireeiranens 22
 1:30) : SRR 22

K
KeY weeiiniiiiiniieiiniinens 218
keyboard ...67,75,217
KIM 11, 61, 64,
66, 81, 127

L
LED .covvierriiceininnennns 165
light emitter ... 188,203
line-reversal technique ...... 217
loop detectors ................. 145,152
loudspeaker ................... 149

M
1110 05 SRRSO 217
memory map 24
microprinter 233
MONILOT ..c.vvvieninniinennnnns 65
Morse .....oceunnnnnnnn. 92
MOS Technology ............ 20, 66
Motoroia M6820 ............. 21

multiplication ................. 174

multiplication table 143
INUSIC ceeveenreninnrannnes 181
music program ................ 137
N

nested loops 103, 109
night pattern 153, 154
null ..., 229
0

OffSet ceeevenininiiiniiinannns 104
Olivetti .... 233
one-shot ... 54
opamp ..... 204, 206
ORB...ocvvvirreiervinnennnns 48
output register (ORA) ....... 22
output signal .................. 43
output transistor ............. 149
overflow .......cccevvenninnenns 238
P

papertape......co.ocovvennennn 226
paper-tape reader ............ 225
parallel-to-serial conversion ... 46
parallel input-output ........ 15
passive pull-ups ............... 23
Pedagogy -.....cevvvurieninnnans 12
peripherals ..................... 216
phase 2 . 58
phases 151
photo emitters .... 226

phototransistor ...

PIO.......

pitch......

polling

polling loop ...................

polling the 6520’s ............ 28
10 o AU 16
pot trimmer ................... 149
precautions .................... 149
Printer ...ccovveeeervernnnnnnn.e. 75
programmable timer ........ 1
programming form .......... 14
PUlSe ..o, 56
pulse measurement .......... 131
pulse trains .................... 19
PUISES «.vnvniniininreeneninan, 202
R

RAM 65
register selection 25
relays 81
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21,27
31,65
203
203
61
24
24

S

sample-and-hold ............. 206
saw-tooth curve . 194
SCAND.......cccvenvenns 119
SCANNINE ...ccvvvvrrneenenenens 223
Schmitt triggers 228
serial-to-parallel .............. 46
shift register ............. . 46
shifter .....ccovvvvieiincninnnne. 20
siren ............ 188
siren sound ......... 128, 129
software delay ..... 102
solder ......cccoveunennns 149
SPDT .covvvviniiciiinnieeinenns 82
SPeaker ...oovvveniirnieniinnns 91, 178
speed 202
spike 82
sprocket hole 228
SPST 82
SQUATE WAVE ..evviieeninrnnnann 92,178
standard system .............. 64
status .......ceeeeenen 117
status flag 18

278

successive approximations .. 204
switch values .................. 175
SWItChES ..o.vviviveiiinenennnnn 11, 64, 70,
127, 148
Synertek ....ooooveviiiiiininnnn, 31
Synertek Systems ............. 70
T
table .....oeiiiiiiniinininiannns

time-of-day ...
timer ............

timer 1
timer 2

tONE .ovvveeeenirnennnnnns

tone generation

traffic control ................. 140, 151
traffic lights ................. 145
train of pulses ................. 43
BUNE coviiiiieirieenieeaienens 181
TV monitors .................. 161, 163
U

UART ..oriiiecccecrnenne 16
\

VIA i 31
w

WIre-Wrap .oovveeeenrnenrecennss 149



